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About This Document

Welcome to the AqualLogic Data Services Platform (DSP) Samples Tutorial. In this document, you are
provided with step-by-step instructions that show how you can use DSP to solve the types of data
integration problems frequently faced by Information Technology (IT) managers and staff. These
issues include:

What is the best way to normalize data drawn from widely divergent sources?
Having normalized the data, can you access it, ideally through a single point of access?

After you define a single point of access, can you develop reusable queries that are easily tested,
stored, and retrieved?

After you develop your query set, can you easily incorporate results into widely available
applications?

Other questions may occur. s the data-rich solution scalable? Is it reusable throughout the enterprise?
Are the original data sources largely transparent to the application — or do they become an issue each
time you want to make a minor adjustments to queries or underlying data sources?

Document Organization

This two-part guide is organized into 33 lessons that illustrate many aspects of Data Services Platform
functionality:

Data service development. In which you specify the query functions that DSP will use to access,
aggregate, and transform distributed, disparate data into a unified view. In this stage, you also
specify the XML type that defines the data view that will be available to client-side applications.

Data modeling. In which you define a graphical representation of data resource relationships and
functions.

Client-side development. In which you define an environment for retrieving data results.

Each lesson in the tutorial consists of an overview plus “labs” that demonstrate DSP’s capabilities on a
topic-by-topic basis. Each lab is structured as a series of procedural steps that details the specific
actions needed to complete that part of the demonstration.

The lessons are divided into two parts:

Part 1: Core Training includes Lessons 1 through 16, which illustrate the DSP capabilities that are
most commonly used.

Part 2: Power-User Training includes Lessons 17 through 33; these illustrate DSP’s more
advanced capabilities.

Note: The lessons build on each other and must be completed in sequential order. Unless a step or
lesson is labeled as optional it should be completed. Otherwise you may not be able to successfully
complete a subsequent, dependent lesson.
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Technical Prerequisites

The lessons within this guide require a familiarity with the following topics: data integration and
aggregation concepts, the BEA WebLogic® Platform™ (particularly WebLogic Server and WebLogic
Workshop), Java, query concepts, and the environment in which you will install and use DSP.

For some lessons, a background in XQuery is helpful.

System Requirements

To complete the lessons, your computer requires:

Server: BEA WebLogic Server 8.1 Service Pack 5
Application: BEA AquaLogic Data Services Platform 2.1
Operating System: = Windows 2000 or Windows XP

Memory: 512 MB RAM minimum; 1 GB RAM recommended

Browser: Internet Explorer 6 or higher

Data Sources Used Within These Tutorials

The DSP Samples Tutorial builds data services that draw on a variety of underlying data sources.
These data sources, which are provided with the product, are described in the following table:

Data Source Type Data Source Data
Relational Customer Relationship Management | Customer and credit card data
(CRM) RTLCUSTOMER database
Relational Order Management System (OMS) Apparel product, order, and order line
RTLAPPLOMS database data
Relational Order Management System (OMS) Electronics product, order, and order
RTLELECOMS database line data
Relational RTLSERVICE database Customer service data, organized in a
single Service Case table
Web service CreditRatingWS Credit rating data
Stored procedure GETCREDITRATING_SP Customer credit rating information
Java function Functions. DSML Java function enabling LDAP access
Java function Functions.excel jcom Excel spreadsheet data, via JCOM
Java function Functions.CreditCardClient Customer credit card information, via
an XMLBean
XML files ProductUNSPSC .xsd Third-party product information
Flat file Valuation.csv Data received from an internal

department that deals with customer
scoring and valuation models
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Related Information

In addition to the material covered in this guide, you may want to review the wealth of resources
available at the BEA Web site, WebLogic developer site, and third-party sites. Information at these
sites includes datasheets, product brochures, customer testimonials, product documentation, code
samples, white papers, and more.

For more information about Java and XQuery, refer to the following sources:

The Sun Microsystems, Inc. Java site at:

http://java.sun.com/

The World Wide Web Consortium XML Query section at:
http://www.w3.0org/XML/Query

For more information about BEA products, refer to the following sources:

DSP documentation site at:
http://edocs.bea.com/aldsp/docs21/

BEA e-docs documentation site at:
http://e-docs.bea.com/

BEA online community for WebLogic developers at:
http://dev2dev._bea.com
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Part 1 Core Training

BEA AquaLlogic Data Services Platform approaches the problem of creating integration architectures
by providing tools that let you build physical data services around individual physical data sources,
and then develop logical data services and business logic that integrate and return data from multiple
physical and logical data services. Logical data services use easily-maintained, graphically-designed
XML queries (XQueries) to access, aggregate, transform, and deliver its data results.

Developing DSP services involves three basic steps:

1. Create a unified view of information from all relevant sources. This step, which involves
development of physical data services and (optionally) data models, is typically performed by a
data services architect who understands the information available in underlying sources and can
define the unified view that different projects will use. DSP is capable of modeling relational and
non-relational sources; it includes tools for introspection and mapping of the underlying sources to
the unified data view.

2. Develop application-specific queries. This step, which involves development of logical data
services, is typically performed by application developers who write simple queries against the
unified view to get the required data. DSP provides tools to visually create robust XQueries and
also publish them as services.

3. Tie query results to client applications. This step, which involves accessing data through a
variety of consuming applications, is typically performed by application developers who execute
the queries and receive results as XML or Java objects. In addition, DSP provides an out-of- the-
box Workshop control to easily develop portal or Web applications from which to access data
retrieved by a data service.

Develop Application Ul

Cuery 2 Query 3 Quary 4

Develop Application-Specific Queries

Create Unified View of All Data Sources

Web Cusiom

Data Services Platform Development Process

As part of the development process, DSP provides flexible options for updating both relational and
non-relational data sources. DSP lets you write update logic via an EJB in BEA WebLogic Server™;
via a database, JMS, or Data Services Platform Control in Workshop; or via a business process in BEA
WebLogic Integration™.

In addition, DSP provides visual tools for managing various administrative tasks, including controlling
data service metadata, caching, and security.

Within Part 1, examples are provided that illustrate DSP’s most commonly used capabilities:
developing and testing physical and logical data services, accessing data services through various

consuming applications, updating underlying data sources, and managing various administrative tasks.

Note: The lessons within Part 1 build upon one another and should be completed in sequential order.
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Lesson 1 Introducing the Data Services Platform Environment

Objectives

Overview

Lab1.1

BEA Aqualogic Data Services Platform provides the tools and components that let you build physical
data services around individual physical data sources, and then develop the logical data services and
business logic that integrate data from multiple physical and logical data services. The environment
also lets you test the data service and manage data service metadata, caching, and security.

The basic menus, behavior, and look-and-feel associated with the WebLogic Workshop environment
apply to DSP. However, there are several tools and components within WebLogic Workshop that are
especially relevant to DSP. In this lesson, you will learn about a few of those tools and components. In
addition, you will learn how to complete several basic tasks, such as starting and stopping WebLogic
Server, that are essential to using WebLogic Workshop.

As the first lesson within the AqualLogic Data Services Platform Samples Tutorial, there are no
dependencies on other lessons. However, your familiarity with WebLogic Workshop is assumed.
Workshop is fully described in online documentation, which you can view at:

http://edocs.bea.com/workshop/docs81/index.html

After completing this lesson, you will be able to:

Navigate the DSP environment.
Start and stop WebLogic Server.

Save a Data Services application and associated files.

WebLogic Workshop consists of two parts: an Integrated Development Environment (IDE) and a
standards-based runtime environment. The purpose of the IDE is to remove the complexity in building
applications for the entire WebLogic platform. Applications you build in the IDE are constructed from
high-level components rather than low-level API calls. Best practices and productivity are built into
both the IDE and runtime.

Starting WebLogic Workshop

The first step is starting WebLogic Workshop and opening the RTLApp sample application, which you
will use in the next lab.

Objectives

In this lab, you will:

Start WebLogic Workshop.

Open the RTLApp application.

Instructions

1. Choose Start — Programs — BEA WebLogic Platform 8.1 — WebLogic Workshop 8.1. If this is
the first time you are starting WebLogic Workshop, then the SamplesApp project opens.
Otherwise, the project that you last opened appears.

2. Choose File — Open — Application.
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3. Open the RTLApp.work file from the following location:

<beahome> \weblogic81\samples\LiquidData\RTLApp\

Note: Depending on your computer settings, the .work extension may not be visible.

In Figure 1-1, the RTLApp application opens in Design View for the Case data service. If this is not
the view that you see, double-click Case.ds located at DataServices/ RTLServices and select

the Design View tab.

&= RTLApp - BEA Weblogic Workshop - Case. ds
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I L= @ o sedemg E i -
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Figure 1-1 RTLApp in Design View for Case.ds

Note: The RTLApp application opens in the last active view. This action also resets the default
WebLogic server home directory instance to the ldplatform sample domain.

Lab 1.2

Navigating the DSP Integrated Development Environment (I1DE)

Within the WebLogic Workshop environment, there are several tools and components that are relevant

to developing DSP applications and projects. Five of the most frequently used are:

Application Pane
Design View
XQuery Editor View
Source View

Test View

Screenshots of the environment are taken from within the RTLApp application.
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Figure 1-2 Data Services Platform Running in WebLogic Workshop
Objectives
In this lab, you will:

Explore five of the most frequently used development tools.

Discover the features and functions of these tools.
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Application Pane

The Application pane displays a hierarchical representation of a DSP
application.

A Workshop application is a collection of all resources and
components—projects, schemas, modules, libraries, and security
roles—deployed as a unit to an instance of WebLogic Server. Only one
application can be active at a time. Open files display in boldface type.

If the Application pane is not open, complete one of the following
options:

Choose View — Application.

Press Alt+1.

Design View

Design View presents an editable, graphical representation of a data
service. It is a single point of consolidation for a data service’s query
functions and other business logic. Using Design View, you can:

View the data service’s XML type, native data types, functions, and
data source relationships.

Add functions and data source relationships.

Palette | Application

Files

SRRTLADD
= Dataservices
L1 ApparelDE
[C ilingDE
{1 CustomerDB
) Demo
{1 Electronicsws
T META-INF
£ MODELS
=29 RTLServices
(£ schemas
#12 address.ds
2 applorder.ds
¥ applorderDetailView.ds
18 applProduct.ds
fE caseds
8 caseview ds
18 creditcard.ds
42 Customer.ds
#18 Cuskomerview.ds
412 Elecorder.ds
{8 ElecoOrderDetailview.ds
#18 ElecProduct.ds
& OrderDetailpdats java
{8 orderDetailview. ds
18 ordersummaryview.ds
12 orderview .ds
H18 Productview.ds
412 Profileview.ds
(L1 ServiceDB
[23] sdo.xsdcanfig
[ nquery-types.xsd
(3] Elec'ws
(& RTLSelFservice
(&3] Schemas
£ Modules
) Libraries
(3] Security Roles

Create an XML type definition for elements within the data service, such as xs:string or xs:date.

Associate the data service with an XML Schema Definition (- xsd) that defines the unified view for

all retrieved data.

Case.ds - {DataServicesHRTLServices)

_F{B Case DataService

= @ CUSTOMER_CASE  rebailer Type: CASE_TYF

B g @ CaselD xsdishing
CustomerID  xsd:sti
45— getCaseByCustiD — | e g

@ ProductID  xsdisking

) CaseType xsdiskring

@ CaseDescription  xsdstring
@) CaseDate xsdidate

@ asigneelD  xsdiskring

@ status  xsdistving

@ statusDate xsdrdare

Customer L ‘L

aetCustomer

Data Source
Relationship

B3]

ServiceDB/SERVICE. .,
ﬁb

KX

3]

|| Design View [WGuery Editor Wiew | Source Wiew | Test View | Query Plan Yiew

Figure 1-3 Design View of a Logical Data Service
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If Design View is not open, complete the following steps:

1. Open a data service such as Case.ds located in DataServices/RTLServices.

2. Select the Design View tab.

XQuery Editor View

XQuery Editor View provides a graphical, drag-and-drop approach to constructing queries. Using this
view, you can inspect or edit the query Return type and add the data source nodes, parameters,
expressions, conditions, and source-to-target mappings that comprise data service query functions.

2] gt AmpiCrser Dt sl oK, customas il ) -
f o Rt
e bt CHDER_DETAL CRDER_DETAR WIEW
- ot - & OADER_DETAR * ORDfA_DETAL_TVWE
Function Name ant o wry oIV ¢ dhrg
a Cummt CodeelD) i
5 AP, _ORDER * PR, ORDER_TYFE Cuttomer D) e

BFVRE 7 g Codrllti date
Shopingietiod g
verdirgihage dedmal
SubTotd decrmal

Totdorderamount Hacrmal

[PiParamedes: Soi..
e et itrwag

SupTotd decrmal

Teackingtiirtes * i
ShoTohiee g
LRE_[TEM * LRE |ITEM_ThTE

L
Trackigtiumber 7 stirg

APpaielL LB TTEM ¢ ACPAEL LBE JTEM
Linairemil) stng
17| Paimatar Jeust Deghdny. s
o by
PR
Return Type
Paraimeter
Ex%rusln-n -
ditar T 7 Source to Target mapping

oE ./H

T Vil | ey Bty Ve Eren Vi | T e | Query Pon Vs

Figure 1-4 XQuery Editor View

If XQuery Editor View is not open:
1. Open a data service such as Case.ds located in DataServices/RTLServices.

2. Select the XQuery Editor View tab.

XQuery Editor View Tools

XQuery Editor View includes several editors and palettes that simplify the construction of queries:

Expression Editor. Lets you add where and order by conditions to parameter, let or for nodes. The
Expression Editor is only active when you select a specific node.

OB | vl %
Wehere $pk/CUSTOMER _ID eq $FkiCUSTOMER _ID
=
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Data Services Palette. Lets you add previously-defined query functions as data sources. Each
function displays as a for node, which serves as a for clause within the FLWOR (for-let-where-
order by-return) statement that is the heart of an XQuery.

|| Drata Services Palstte . % |
] Dataservices

1 ApparelDB
(21 BillingDE:

(Z) CustomerDE
1 Dema

[C) Electronicsw's
L RTLServices
[C) ServiceDB

To add data sources, drag and drop an item from the Data Services Palette into the XQuery Editor
View work area. After you drop the node into XQuery Editor View, the node’s data source schema
(shape) displays in the XQuery Editor View.

If the Data Services Palette is not open, choose View — Windows — Data Services Palette.

XQuery Function Palette. Lets you add any of the more than 100 built-in functions provided

within the XQuery language. In addition, you can add any of the special built-in functions defined
by BEA.

To add a built-in function, drag and drop the selected item into the Expression Editor.

If XQuery Function Palette is not open, choose View — Windows — XQuery Function Palette.

| ¥Query Function Palette *
-1 ®ueryFunctions

{21 Accessor Functions

t| Aggregate Functions

{21 Boolean Functions

{21 Context Accessars

{2 Duration, Date, and Time Functior
{2 Error and Trace Functions

{21 Id/Tdrsf Functions

{27 Liquid Data Access Control Functi
{2 Liquid Data Debuaging Functions
{2 Liquid Data Execution Contral Fun
{27 Liguid Data 5oL Functions

{21 Node Functions

{20 Numeric Functions

(2] @Mame Functions

D Sequence Functions

(221 String Functions

(2] URT Functions

{21 %ML Data Source Functions

[ o

Any work created in XQuery Editor View is immediately reflected in Source View, which permits you
to augment the graphical approach to constructing queries with direct work on the XQuery syntax.

Two-way editing is supported. Changes you make in Source View are reflected in XQuery Editor
View, and vice versa.

Source View

Source View lets you view and/or modify a data service’s XQuery annotated source code. Although
DSP provides extensive visual design tools for developing a data service, sometimes you may need to
work directly with the underlying XQuery syntax.
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Two-way editing is supported. Changes you make in Source View are reflected in XQuery Editor
View, and vice versa.

Case.ds - {DataServicesHR TLServices) ®
(ripragma  xds <x:ixds tergetType="urn:CUSTOMER CASE" rmlnsiwrn="arniretailerlype” xmlns:x="arn:annotations.ld.bea.com'> =]
<author>Bob Johnes</author> I
wcreationDatex2005-03-0TT10:4%: 23« /creationDatex
=documentationsoraalized view of Support Cases.</documentation>
=property name="layer"rSecond< propertys
=property name="Usage"rInternal</propertys>
property name="propertytrvalusc propertys
wuserBefinsdView, >
=relationshipTarget maxlccurs="1" mindccurs="1i" opposite="Case" XD5S="ld:DataServices RILServices Tustomper.ds" roleMame=
/K Eds>
1)
import schema namespace ns3="urn:retailerType"” at "ld:DataServices/RTLServices/schemas/CustomerProfile.xsd”;
declare namespace nsd="ld:DataServices/RTLServices/Custoner”;
declare namespace nsZ="ld:DataServices/ServiceDE/SERVICE_CASE™;
import schema namespace ns0="urn:retailerType” at "ld:DataServices/RTLServices/schemas/Case.x=zd";
declare namespace nsl="ld:DataServices/RTLServices/Case”; [ |
[
declare function nsl:getCase{) as elewent(ns0:CUSTOMER_CASE)* {
[for $x0 in no2:SERVICE_CASE()
return <ns0:CUSTOMER CASE:>
<CaseID> {fn:data($x0/CASE_ID)} </CaseID>
“CustomerID:> {fn:data(sx0/CUSTOMER_ID)} </CustomerTD:
“ProductID: {fn:data(sx0/PRODUCT_ID)} </ProductID>
<CaseType> {Efn:data(sx0/CASE_TVPE)} </CaseType>
<CaseDescription: {fn:data(sx0/CASE DESC)} </CaseDescription-
<CaseDate> [fn:data(sx0/CASE DATE)} </CaseDate-
<RsigneelD> {fn:datalsx0/ASSIGHEE_ID)} </RsigneeID>
<Status> {fn:datalsx0/3TATUS) ) </Status>
<StatusDate> {fn:data(sx0/3TATUS DATE)} </StatusDates
</ns0: CUSTOMER CRSE>-
¥
(::pragme function <f:function kind="read" xmlns:f="urn:annotations.ld.bea.con":>
<nilropertiss>
wzcomponant h="150" w="160" y="34" x="1d" pinipized="false" identifier="cust id"/ >
t h="iA0" w="160" y="40" x="40" ident ="arg" > -
[« O]
[ Design View | ¥Query Editar View | Source View [Test View | Query Plan Yiew

Figure 1-5 Source View

If Source View is not open, complete the following steps:

1. Open a data service such as Case .ds located in DataServices/RTLServices.
2. Select the Source View tab.

Within Source View, you can use the XQuery Construct Palette, which lets you add any of several
built-in generic FLWOR statements to the XQuery syntax. You can then customize the generic
statement to match your particular needs.

To add a FLWOR construct, drag and drop the selected item into the appropriate declare function
space.

If XQuery Construct Palette is not open, choose View — Windows — XQuery Construct Palette.

Test View

Test View provides a means of running developed query functions within the IDE. Options available in
Test View depend on the query being tested. For example, if the query supports parameters, then the
Parameters section appears, providing a field for each parameter required by the query.

Using Test View, you can select a specific function, specify appropriate parameters, and execute the
query to determine that it is functioning properly. In addition, you can edit the results of the query and
pass the modifications back to the underlying data source.
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Lab 1.3

Case.ds - {DataservicesHRTLServices| B3

Select Function: ) ) |
Data service function

-] getCaseByCustiDicust_id)

Parameters

wsistring cust_id: | | CUSTOMER1

Parameters
Number  Element by path)

‘ 500 H“’___— —|"

Lirnit elernents in array results ta:

[ Start Client Transaction [ Validate Results

Result BCEE

<ns0:ArrayOFCUSTOMER,_CASE xmins:ns0="urniretaler Type" > E
<ns0:CLISTOMER _CASE>
<CaselD>CASE_11</CaselD>
<Customer [0 =>CUSTOMER 1 </CustomerID> "
<CaseType =DEFECT</CaseType>
<CaseDescription>FM114P CablejDSL Wireless Router with Printer has
defect, <fCaseDescription>
<CaseDate>2002-05-03</CaseDate>
<hsigneelD>SERYICE_REP_d-</AsigneelD>
<Status =OPEN <fStatus>
<StatusDate >2002-05-07 </StatusDate >
<fnsh:CLISTOMER_CASE>
<ns0:CLSTOMER _CASE:
<CaselD>CASE_12</CaselD>
<CustomerID »CLISTOMER 1 </CustomerID:»
<ProductID =Wireless Card</ProductiD>
«CaseType>NOT VET DELIVERED </CaseType >
<CaseDescription>Wireless card skl not
Jiver o< CaseDescriion =l

RQuery Editor Wiew Test Wiew | QUery Plan View

Figure 1-6 Test View

If Test View is not open, complete the following steps:

1. Open a data service such as Case.ds located in DataServices/RTLServices.

2. Select the Test View tab.

Starting WebLogic Server

WebLogic Server need not be running while you are designing a DSP project. However, before you
import source metadata or test a developed function, you must start an instance of WebLogic Server.

Any DSP projects that you create will run on your system’s installation of WebLogic Server, at least
until you deploy them.

Note: Multiple versions of WebLogic Server can exist, even on local, sample systems. If you have
previously run an instance of WebLogic Server you should shut down that server and change your
WebLogic Workshop server settings. This can be done through the Workshop Tools— Application
Properties dialog box.

Objectives
In this lab, you will:

Discover ways to start WebLogic Server.

Confirm that your server is running.
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Lab 1.4

Instructions

There are three ways to start WebLogic Server. Start the server using one of the following ways:

Menu Command WebLogic Workshop — Tools — WebLogic Server — Start
WebLogic Server

Shortcut Keys Ctrl + Shift + S

Procedure Right-click the red Server Stopped icon, located at the bottom of
the WebLogic Workshop window. Then click Start WebLogic
Server.

Starting the WebLogic Server may take some time. During the server startup sequence, you may see
the following message box:

WebLogic Workshop

n Authentication Failure when connecting to the server,
Check that your WebLogic Server username and password are
correck,
and that the user has full admin rights.

Figure 1-7  (Possible) WebLogic Server Startup Message
If this box displays, click OK.

When WebLogic Server is running, the WebLogic server icon, which appears on the WebLogic

Workshop status bar, will turn green @ Server Running .

Stopping WebLogic Server

There may be times when you want to stop WebLogic Server while still working within DSP for
WebLogic Workshop.

Objectives
In this lab, you will:

Discover how to stop WebLogic Server.

Confirm that the server is not running.
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Instructions

You can stop WebLogic Server using any one of the following ways:

Menu Command WebLogic Workshop — Tools — WebLogic Server — Stop
WebLogic Server

Shortcut Keys Ctrl + Shift + T

Procedure Right-click the green Server Running icon, located at the bottom of the
WebLogic Workshop window. Then click Stop WebLogic Server.

Check the WebLogic Server icon of WebLogic Workshop to determine whether WebLogic Server is

stopped. If WebLogic Server is stopped, the icon will turn red ) SCIATE S .

Lab 1.5 Saving Your Work

As you build your data services, you may want to save your work on a regular basis.

Objectives

In this lab, you will:

Discover three ways to save your work while working within the application.

Discover how to save one or more files when exiting the application or closing WebLogic
Workshop.

Instructions

You can save your work using the following commands:

Menu Command Icon
File — Save =
File — Save As Not Applicable
File — Save All =il

Save All is generally recommended for DSP applications. The Save As and Save All options are only
available if you have made changes to your application.

In addition, if you exit WebLogic Workshop and there are any unsaved changes, you are provided with
an option to save either specific or all edited files.
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Save Files E|

The files listed below have changed. Please indicate those you'd like to save before continuing.

Customer.ds [ {DataServices}H, ]
Customer.xsd [ {DataServices}\schemas!, ]

Select Al | | Select Mone | a4 | | Cancel

Figure 1-8  Save File Options on Exiting WebLogic Workshop

Lesson Summary

In this lesson, you learned how to:

Use several of the key tools within DSP for WebLogic Workshop environment.
Start and stop the WebLogic Server.

Save files within a Data Services application.
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Lesson 2 Creating a Physical Data Service

Objectives

Overview

Lab 2.1

A data service is simply a file containing XQuery functions and supporting structured information.
The most basic data service is a physical data service, which models a single physical data source
residing in a relational database, Web service, flat file, XML file, or Java function.

Data Services Platform approaches the problem of creating integration architectures by building data
services around multiple physical data services. Therefore, in this lesson, you will create data services
based on relational data included in the sample PointBase database provided with DSP:

Customer Relationship Management (CRM) data, stored in the RTLCUSTOMER database.

Order Management System (OMS) data for apparel and electronic products, stored in the
RTLAPPLOMS and RTLELECOMS databases.

Customer service data, stored in the RTLSERVICE database.

After completing this lesson, you will be able to:

Create a DSP application and project.
Generate multiple physical data services, based on underlying relational data sources.

Test a physical data service.

A data service is a collection of one or several related query functions. The service typically models a
unit of enterprise information, such as customer or product data.

The shape of a data service is defined by an XML type that classifies each data element as a particular
form of information, according to its allowable contents and units of data. For example, an xs:string
type can be a sequence of alphabetic, numeric, and/or special characters, while an xs:date type can only
be numeric characters presented in a YYYY-MM-DD format. DSP uses the XML type to model and
normalize disparate data into a unified view.

The data service interface consists of public functions that enable client-based consuming applications
to retrieve data from the modeled data source.

Creating a DSP Application

Because a data service is part of a specific DSP project, and a project is part of a single WebLogic
Workshop application, you will first need to create the application, and then a project, before creating a
physical data service. (Alternatively, an existing application could be used; in that case you would
simply create a DSP project within the application.)

An application, which is deployed as a single unit to an instance of WebLogic Server, is a J2EE
enterprise application that ultimately produces a J2EE Enterprise Application Archive (EAR) file.
This, in turn, provides you with a multi-user application that is ready for Internet deployment. Except
in specific cases, such as accessing remote EJBs or Web services, an application is self-contained. The
application’s components may reference each other, but may not generally reference components in
other applications. An application’s components include:
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One or more projects, data services, schemas, and libraries.
Zero or more modules and security roles.

An application should represent a related collection of business solutions. For example, if you are
deploying two Web sites — one an e-commerce site and the other a human resources portal for
employees — you would probably create separate WebLogic applications for each.

An application is also the top-level unit of work that you manipulate within the WebLogic Workshop
environment. Only one application can be active at a time.

Objectives

In this lab, you will:

Create a DSP-enabled application.

Explore default application components.

Instructions

1. Choose File — New — Application

2. Inthe New Application dialog box, select Data Services Application.
3. Enter Evaluation in the Name field.

Note: The sample code used to work on this tutorial uses Evaluation as the application name. Ensure
that you name the DSP application as Evaluation so that the sample works successfully with your
application.

4. Click Create.

New Application F?|
Al @ Diata Services Application E
(L] Data Service ] Default Application
(1 Portal @ Empty Application
Q Proce.ss @”_'I Partal Application
(] Tutorial = o

@'ﬂ Process Application

@“ﬁ] Tutarial: Enterprise JavaBeans el

@ Tutorial: Hello World Process Application

@“:I Tutorial: Java Control E
Directary: | D\ application'Evaluation | | Browse. . |
Marne: | Ewaluation |
Server: | C:\beayweblogicdlsamplesidomainsi|dplatform | = | | Browse. . |

Creates a new empty application with a Data Service project,

Figure 2-1  Creating a DSP Application

The components of the application are represented in a hierarchical tree structure in the Application
pane. When you first create a Data Services application, the following default components are
automatically generated:
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Data Service project. Takes the name of your application (in this case, Evaluation). Within the
project folder, there is initially a single component, the xquery-types . xsd file. This file is an XML
Schema Definition (XSD) that describes the contents, semantics, and structure of the project.

Modules. Initially an empty folder.

Libraries. Contains the 1d-server-app. jar file. This file contains various folders and files, as
displayed in Figure 2-2.

Note: Initially, the Libraries folder is empty. The ld-server-app. jar file is created only after you
build the Evaluation project.

Security Roles. Initially an empty folder.

Figure 2-2 displays the default folders created for the Evaluation application.

Application ™ Files ><

(3 Evaluation
=29 EvaluationDataServices
Fj wquery-types, xsd
£ Modules
=3 Libraries
= Q |d-server-app.jar
=29 com
Cbea
=9 META-INF
A% MDEx LIST
AZ] MANIFEST MF
=3 schema
(2 element
£ javanarne
L] namespace
Cste
[C system
1 tvpe
Iﬂ sdoupdate_en. properties
(] Security Rales

Figure 2-2 Initial Application Structure
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Lab 2.2 Creating a Data Services Project

A project groups related files—data services, models, and metadata—within an application. Each

application can support multiple projects. As you develop the application, you may want to create new
projects for the following reasons:

To separate unrelated functionality. Each project should contain closely-related components. For
example, if you want to create one or more data services that expose order status to your customers,

and also one or more Web services that expose inventory status to your suppliers, you would
probably organize these two sets of unrelated Web services into two projects.

To control build units. Each project produces a particular type of file when the project is built. For

example, a Java project produces a JAR file. If you want to reuse the Java classes, you would
segregate the Java classes into a separate project, and then reference the resulting JAR file from

other projects in your application.

Although a default Data Services project is created when you create a new Data Service application,

for this tutorial you will create a new project.

Objectives

In this lab, you will:

Create a new Data Service project.

Review the results.

Instructions

—

Choose File — New — Project

In the New Project dialog box, select Data Service Project.

2
3. Enter DataServices in the Project name field.
4

Click Create.

Mew Project @

Al

(] Business Logic

(] Data Service
CJEXE

] Portal

(] Process

(] Schema

] Web Services

[C] web User Interface

[Drata Service Project

Praject name: | DataSerwices

Creates a new project For building data services,

Figure 2-3 Creating a New Data Service Project
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Lab 2.3

The components of your new Data Service project are represented in a hierarchical tree structure in the
Application pane. At present, there is only one component in the project, the xquery-types . xsd file.
This file is an XML schema definition that describes the contents, semantics, and structure of the
project.

Creating Project Sub-Folders

Folders let you logically group different data services, and their associated files, within a single
project. For example, if you had three data sources — one relational database containing tables for
customer-oriented information and two Web services providing credit rating and information — you
would probably want to create two folders, one for the database and one for the Web services.

Objectives

In this lab, you will:

Create four sub-folders within the DataServices project folder.

Review the results.

Instructions
1. Right-click the DataServices project folder.
2. Choose New — Folder.
3. Enter CustomerDB in the Name field.
4. Click OK.
5. Repeat steps 1 through 4 to create additional data service folders for:
ApparelDB
ElectronicsDB
ServiceDB

After adding these four folders, your DataServices project folder should look similar to Figure 2-4.

Application ™ Filas =

{3 Evaluation
= (Y DataServices
] ApparelDB
[ CustomerDE
[C) ElctronicsDE
[C] ServiceDEB
|<_j xquery-types,xsd
(£ EvaluationDataServices
£ Madules
[Z) Libraries

(3] Security Roles

Figure 2-4  Project Sub-Folders

Data Services Platform: Samples Tutorial 25



Lab 2.4

Importing Relational Source Metadata

When you installed DSP, several sample data sources were also installed. One such sample data source
is the Avitek RTL PointBase database. It contains a number of relational database schemas that
provide the metadata needed to build your physical data services, including:

Customer Relationship Management (CRM) data, stored in the RTLCUSTOMER database.

Order Management System (OMS) data for apparel products, stored in the RTLAPPLOMS
database.

Order Management System (OMS) data electronic products, stored in the RTLELECOMS
database.

Customer service data, stored in the RTLSERVICE database.

A physical data service, which models physical data existing somewhere in your enterprise, is
automatically generated when you import relational source metadata. Each generated physical data
service represents a single data source that can be integrated with other physical or logical data
services.

Objectives

In this lab, you will:

Import source metadata from four RTL PointBase databases, thereby generating multiple physical
data services.

Review the results.

Instructions

Note: WebLogic Server must be running. If it is not already running, start the server (Lab 1-3) before
you begin this lab.

1. Right-click the CustomerDB folder.
2. Choose Import Source Metadata from the pop-up menu.
3. Select Relational from the Data Source Type drop-down list and click Next.

& Select data source type @

Data Source Type: ‘ Relational | - |

‘ Next H || Canicel |

Figure 2-5 Select Data Source
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4. Specify the data source, by completing the following steps:
a. Select cgDataSource from the Data Source drop-down list.

b. Click Select All and then click Next.

% Select data source @

Data Source: | cgDatasource |+ ‘ | Hew... ‘

) Select all

Displays all tables, wiews, and procedures in the data source,
(O Filker data source ohjects
Enter specific tables, wiews, or procedures to restrict returned objects,
Catalog
Schema
Table/View
Procedure

JDBC wildeard operatare: _ for single characters; % For stings.

O 50L statement

Allows data service creation from a user-provided SQL statement,

[ Previous | [ et | | | [ cancel |

Figure 2-6 Select Data Source

WebLogic Server fetches the specified data, and then displays the Select Database Objects to Import
dialog box. The source metadata for each selected object will be used to generate a physical data
service.

5. Expand the RTLCUSTOMER and RTLBILLING folders, located in the left pane.

6. Select all tables from both schemas and click Add. The selected objects display in the right pane.

¥ Select database objects to import E‘
Available database objects Selected database objects
) schermas =0 RTLBTIL:;IING
(C) EROADBAND =0 i Z;EDH T
Sacem RTLCtl)STOMER B
(CORTLAPRLOMS =0
fie = £ Tables
e @ ADDRESS
_ _ © CUSTOMER.
=4 °
=] [[Rencve ]
(:) Remove Al
@
CORTLELECOMS
(CORTLSERVICE
() WEBLOGIC
() WIRELESS
[Frevions | [ 1ot || | ==

Figure 2-7  Selected Database Objects to Import
7. Click Next. A Summary dialog box opens, displaying the following information:

XML type, for database objects whose source metadata will be imported.
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Data Service Name, for each data service that will be generated from the source metadata. (Any
name conflicts appear in red; you can modify any data service name.)

Target Namespace, for the data service being generated. This is optional.

Location, where the generated data services will reside.

4 Summary
The following data service{s) will be created. Edit suggested name(s) as needed.

Function Mame AML Type [ata Service Mame Add to Exisking Data ...
ADDRESS ADDRESS1 ADDRESS1 | - ;
CREDIT_CARD CREDIT_CARD CREDIT_CARD
CUSTOMER. CLSTOMER1 CUSTOMER1 Ii‘

Target Namespace | |
Location | C\bealweblogics1isamplestliquiddatalR TLAPPYDataSer vices\ CustomerDE | | Browse. .. |
| Previous | | | | Finish I | Cancel |

Figure 2-8  Summary

8. Click Finish.

9. Repeat steps 1 through 8 to import source metadata into the ApparelDB, ElectronicsDB, and
ServiceDB folders, substituting the following information for steps 1 and 5:

Database Objects
(Step 1)
ApparelDB

ElectronicsDB
ServiceDB

The Application pane should appear similar to Figure 2-9. If you expand a data service’s schema
folder, you will see XSD files for each data service generated from the underlying data source.

Data Source (Step 5)

RTLAPPLOMS
RTLELECOMS
RTLSERVICE
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Lab 2.5

Application . Files

29 Evaluation
= @ DataServices
-2 ApparelDE
-2 schemas
|<—j CUSTOMER_ORDER. xsd
[¢}] CUSTOMER_ORDER_LINE _ITEM.xsd
[¢8] PRODUCT . x5d
S]E CUSTOMER_ORDER.ds
412 CUSTOMER _CRDER_LIME_ITEM,ds
A PRODUCT ds
-2 CustomerDE
E1- 29 schemas
[¢8] ADDRESS. sd
[£3) CREDIT_CARD. xsd
[¢3) cusTOMER. xsd
i sDDRESS.ds
HI2 CREDIT_CARD.ds
B cusTomER. ds
-9 ElectronicsDE
-2 schemas
|<—j CUSTOMER_ORDER .xsd
3] CUSTOMER _GRDER_LINE_ITEM xsd
[¢8] PRODUCT . x5d
SIB CUSTOMER_ORDER.ds
418 CUSTOMER_ORDER_LINE_ITEM.ds
A PRODUCT ds
129 ServiceDE
[C schemas
HI2 sERVICE_CASE.ds
|<—j wquery-types.xsd
@ EvaluationData Services
(£ Modules
[ Libraries
(3] Security Roles

Figure 2-9 New Data Services

Building a Project

Building a project simply means that the project’s source code is compiled into machine-readable
instructions. Each project produces a particular type of file when the project is built. For example, a

Java project produces a JAR file.

Objectives

In this lab, you will:

Build the DataServices project.

Review the results in the Build window.

Instructions

1. Right-click the DataServices project folder.

2. Choose Build DataServices. It may take a few moments for the project to be built. When complete,
you will see a message in the Build window, similar to that displayed in Figure 2-10. (If the Build

window is not open, choose View — Windows — Build or press Alt+5.)
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Build ™. *
Building zip: D:\TEMP\wlw-temp-52Z85584wly compile3z02Z\DataServices. Jar E‘

move-jar:

Mowing 1 files to D:\bea\user_ projecta‘\applicationstdanube\Evaluation’\APP-INF\lih
update-jar:

build.prepareEAR:

build.ejb:

build. ejhdd:

Created dir: D:\bea\weblogic8liliquiddataldeploymenth tup

Copying 2 files to D:ivbhea'\weblogicSlylirmiddata)deployment) tup

Building jar: D:\bea\user_projects)applications)danube)\EvaluationiEvaluation_ejb.jar
Copying 1 file to D:tbeajuger_projectalapplicationstdanubehEvaluation\META-INF
BUILD SUCCEISFUL

Build project Datafervices complete.

[l ] O

[

Figure 2-10 Build Project Information

3. Scroll through the Build window. As part of the Build process, DSP generates a number of files,
including the following:

Data service (-ds) files for each table within the underlying data source.
Miscellaneous JAR and EJB files.

Figure 2-11 displays the complete Build information for the DataServices project.

T Eai - *
Build project DatalServices started.
EUILD STARTED
build:
ServiceDE/SERVICE_CASE.ds
CustonerDE/CUSTONER. ds
ElectronicsDE/PRODUCT. ds
ApparelDE/PRODUCT. d=
ElectronicsDE/CUSTOMER_ORDEE_LINE_ITEM. ds
ApparelDE/CUSTOMER_ORDER. ds
CustowerDE/ADDRESS. ds
CustowerDE/CREDIT CARD.ds
ElectronicsDE/CUSTOMER_ORDER. ds
ApparelDB/CUSTOMER_OFDER_LINE ITEM.ds
Updating index for project: DataServices
build-sub:
compile:
Created dir: C:\DOCUME-1ipshukla‘LOCALS~1%Tenpi\wlu-tenp-54505twly compile30932\Datadervices
Compiling 25 source files to C:y\DOCUME~1\pshuwklahLOCALS~1%\Tenp)wlw-tenp-54505Ywly_conpile308682 \Datajervices

Time to compile code: 4.937 seconds

Time to build schema type system: 0.26 seconds

Time to generate code: 0.471 seconds

Building zip: C:A\DOCUME~1ipshuklalLOCALS-1%\Teuphwly-cenp-54505hwly conpile30dsz\Dataservices. jar
wowe-jar:

Mowing 1 files to Ci\bea\user projects)\applications\Evaluation)\APP-INF4lib
update-jar:

build.prepareEAR:

touch:

BUILD SUCCEZSFUL

Build project DatalServices complete.

Figure 2-11 Complete Build Information for the DataServices Project

4. (Optional) Expand the Libraries folder. You should see the DataServices. jar file.

Lab 2.6  Viewing Physical Data Service Information

A physical data service is automatically generated when you import source metadata and build the
associated project. Each generated physical data service represents a single data source that can be
integrated with other physical or logical data services.

When DSP generates a physical data service, it also generates XML data types, an XML Schema
Definition (. xsd file), default query and navigation functions, and pragma information.
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Objectives

In this lab, you will:

View XML type, native data types, XML schema definition, generated functions, and metadata.

Use Design View and Source View to obtain information about a data service.

Viewing XML type

An XML type, which derives from the data service’s XML Schema Definition (XSD), is a structured
XML document that classifies each element within the data service as a particular form of information,
according to its allowable contents and units of data. For example, the XML type for the CUSTOMER
data service is CUSTOMER, whose elements include:

CUSTOMER _ID, whose xs:string classification indicates the element’s return data will be
formatted as a sequence of alphabetic, numeric, and/or special characters.

CUSTOMER_SINCE, whose xs:date classification indicates the element’s return data will be
formatted as numeric characters presented in a YYYY-MM-DD format.

Multiple data services can use a single XML type. DSP uses the XML type as the default superset of
data elements that will be returned by a set of queries. This superset XML type, known as the Return
type, models and normalizes data retrieved from the underlying data source, thereby transforming
disparate data into a unified view.

Instructions
1. Inthe Application pane, expand the CustomerDB folder.
2. Double-click the CUSTOMER . ds file. The data service opens in Design View.

Note: The data service automatically opens in the View workspace last used; if Design View is not
currently open, click the Design View tab.

3. In the middle of the data service representation you should see the CUSTOMER XML (also known
as schemas) type for the data service, plus the XML classification for each element in the data
service. [tems marked with a question mark (?) are optional elements, which indicates: 1) if there is
no data in the underlying data source, that element will not display in the data set returned by the
data service and 2) a query function can succeed without providing any value for that particular
element.

CUSTOMER.ds* - {DataServices}\CustomerDEY

2 CUSTOMER Data Service 2
=@ CUSTOMER
EEERENER @ CUSTOMER_ID VARCHAR(TZ)
EiEae L @ FIRST_NAME VARCHAR{64)
— bl @ LAST_NAME  VARCHARIS4!
| GetADDRESS @ CUSTOMER_SINCE DATE(L0)
(@ EMAIL_ADDRESS VARCHAR{ZZ)

(@ TELEPHONE_NUMBER  YARCHAR{TZ)
@ 55N 7 VARCHAR]LE)
(@ BIRTH_DAY 7 DATE{10}
(@ DEFALLT_SHIP_METHOD ? VARCHAR{16)
@ EMAIL_NOTIFICATION 7 SMALLINTIS)
@ NEWS_LETTTER 7 SMALLINT{S)
@ ONLINE_STATEMENT 7 SMALLINT{S)
@ LOGIN_ID 7 VARCHAR{SD)

%

AML Typs

|| Design View [RQuery Editor View | Source View | Test View | Query Plan View |

Figure 2-12 Design View of XML Type
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Viewing Native Data Type

A Native Data Type classifies each data element according to the definitions specified in the
underlying data source. For relational data sources, DSP generates Native Data Type definitions based
on the underlying database’s table structure and column data definitions.

Instructions

1. Right-click the CUSTOMER Data Service header on the Design View tab. (You can also right-
click any empty space within the data service diagram.)

2. Select Display Native Type. This will display the original data type for each element in the
underlying data source.

3. In the middle of the data service representation, you should see Native Types for each data element
in the data service.

ES

CUSTOMER. ds* - {DakaServicesHCustomerDBY

;[E CUSTOMER. Data Service

=@ CUSTOMER

7 CUSTOMER_ID WARCHAR{IZ)
ADDRESS (@ FIRST_MAME VARCHAR{64)
R (@ LAST_NAME  VARCHAR{G4)
(@ CUSTOMER_SINCE DATE{10)
(@ EMAIL_ADDRESS VARCHAR{3Z)
(@ TELEPHONE_MUMBER VARCHAR{3Z)
@ 55M 7 VARCHAR{1E)
(@ BIRTH_DAY ? DATE[10)
(@ DEFAULT_SHIP_METHOD 7 VARCHAR{16}
(@ EMAIL_NOTIFICATION ? SMALLINT{S)
@ MEWS_LETTTER 7 SMALLINT{S)
(@ OMLINE_STATEMENT 7 SMALLINT{S)
@ LOGIN_ID 7 WARCHAR{SO)

CUSTOMER

QetADDRESS

Mative Data Types

| Design view [®QUery Editor View | Source View | Test view | QUery Plan view |

Figure 2-13 Design View of Native Type

Viewing XML Schema Definition

An XML Schema Definition file (. xsd) corresponds exactly to the XML type of a data service. It
defines the structure and content of an XML document, such as the XML type document. In other
words, it defines the vocabulary, rules, and conventions for representing information in a system.

A _xsd file is organized as a flat catalog of complex elements, any attributes, and any child elements.
For physical data services, DSP automatically generates a . xsd file from underlying data when the
underlying data source’s metadata is imported. Generated -xsd files are placed in the appropriate data
service’s schema directory.

Note: For logical data services, you must create a schema. You can use XQuery Editor View,
discussed in Lesson 3, to create such schemas (XSD files).

Instructions
1. Right-click the CUSTOMER element, located in the XML type pane. A pop-up menu opens.

2. Choose Go to Source to view the underlying schema information.
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CUSTOMER. #sd - {DataServicestiCustomerDBlschemas), X

<xml wersion="1.0" encoding="UTF-8" 2> E
<xg:schema targetNanespace="1d:DataServices/CustomerDB/CUSTOMER™ xnlns:xs="http: /Ao, wd, org/ 2001 2HLEchena
<xs:element name="CUSTOMER">
<xs: conplexTypes
<XSisequencer
<x3:elenent nane="CUSTOMER_ID” type="xs:string” />
<x3g:elenent nane="FIRST_MAME" type="xs:string”/>
<xg:elenent nane="LAST NAME" type="xs:string"/>
<xg:elenent nane="CUSTOMER_SINCE" type="xs:date”/>
<xg:elenent nane="EMAIL_ADDRESS" type="Xs:string”/ =
<xg:elenent nane="TELEPHONE_WNUMEER" type="xs:string”/=
<xs:element name="35N" type="xs:string” minDccurs="0"/>
<x3:elenent nane="BIRTH DAY" type="xs:date” minlcours="077x
<x3:element nane="DEFAULT_SHIP_METHOD" type="x3:string” minlccurs="0"/>
<xs:element name="EMAIL NOTIFICATION" type="xs:short” minlccurs="0"/>
<xs:element name="NEW3_LETTTER" type="xs:short” minOccurs="0",>
<xs:element name="ONLINE STATEMENT" type="xs:short” minlccurs="0"/>
<xs:element name="LOGIN_ID" type="xs:string” minlccurs="0"/>
</Xsisequence>
</xzicomplexType>
</xsielenent>
</xs:schena>

[ | [

Figure 2-14 XML Schema Definition

3. After reviewing the XSD, click the Close box (X) in the upper-right corner of the source pane to
return to Design View of your data service.

Note: Clicking the large red X will close WebLogic Workshop.

Viewing Generated Functions

The data service interface consists of public functions of the data service, which can be of several
types:

One or more read functions, which typically return data in the form of the data service XML type.

One or more navigation functions, which return data from related data services. The navigation
functions are based on any relationships defined within the underlying data source. Relationships
enhance the flexibility of data services by enabling the return of data in the shape of another data
service.

One submit() function, which allows users to persist changes to the original data source. The
submit() function does not appear in Design View.

In addition to public functions, a data service can include private functions and side effect functions.
Private functions are only used within the data service. They generally contain common processing
logic that can be used by more than one data service function. Side effect functions can be invoked
from the client side. For example, a side effect function can contain code to update a non-rdbms data
source, such as xml, flat files, and Web services, and clients can invoke this function to perform
updates. (For more information, see the Data Service Developer’s Guide.)

Instructions

1. In Design View, notice the public functions displayed in the left pane of the diagram. These
functions, which were generated for the data service, include the following:

CUSTOMER(), a read function that retrieves data from the underlying RTLCUSTOMER
database.

getADDRESS(), a navigate function that retrieves data from the ADDRESS data service. This

function is based on a relationship between the CUSTOMER and ADDRESS tables, which ar
defined in the RTLCUSTOMER database.

(S
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X

CUSTOMER. ds* - {DataServices i CustomerDEY

:[E CUSTOMER Data Service

Bl @ CUSTOMER
@ CUSTOMER_ID VARCHAR{32)
@ FIRST_MAME VARCHAR{G4)
(@ LAST_MAME  VARCHAR{64)
(@ CUSTOMER_SINCE DATE{10)
(@ EMAIL_ADDRESS VARCHAR(IZ)
(@ TELEPHOME_MUMBER  VARCHAR{2)
(@ 55N 7 VARCHARI16)
@ BIRTH_DAY 7 DATE{10)
(@ DEFALLT_SHIP_METHOD 7 VARCHAR{16)
(@ EMAIL_NOTIFICATION 7 SMALLINT(S)
(@ MEWS_LETTTER 7 SMALLINT{S)
(@ ONLINE_STATEMENT 7 SMALLINT{S)
@ LOGIN_ID ? WARCHAR{SD)

cusTomEr.  Read Function

ADDRESS
&

QetADDRESS

Mavigate Function

| Design Yiew [#QUery Editar Yiew | Solrce View | Test View | Query Plan Yiew |

Figure 2-15 Design View: Generated Functions

2. (Optional) Right-click the CUSTOMER Data Service header and choose Display XML type from
the pop-up menu. (You can also right-click any empty space within the data service diagram.)

Viewing Data Service Metadata

Metadata is simply information about the structure of data; it provides facts about the data service’s
data, format, meaning, and lineage. For example, a list of tables and columns within a database is
metadata. DSP uses metadata to describe a data service: what information is provided by the data
service and the information’s lineage (that is, the source for the information.)

In addition to documenting data services for potential consumers, metadata helps you determine what
data services are affected when inevitable changes occur in the underlying data source layer. Of course
in the case of physical data services, the metadata primarily describes metadata extracted from the
physical data source.

Metadata information is contained in the data service’s META-INF folder. Normally you should not
need to refer to the contents of this folder.

Instructions

1. Select the Source View tab. The metadata information used by the Customer data service appears.
(Also available in Source View are data service namespace, schema namespace, and XQuery
functions; these items are not displayed in Figure 2-16.)

2. Click the + icon to display all metadata information.
3. Notice the following:
The date the data service was created.
The data source from which the metadata was imported.

The XML type, XPath, Native Data Type, and native XPath for each element within the data
service.

The relationship target, role name, role number, XDS, and relationship parameters for each data
service associated with the active data service.
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Lab 2.7

CUSTOMER.ds - {DataServicesHCustamer DBy,

I}

(irpragma xds «<x:xds xplns:x="urniamnnotations.ld.bes.cor" targetType="t:CUSTOMER" xmlns:t="1d:DataServices CustonerDE CUSTOMER">

coreationDatex2006-03-21T16:11: Alx/oreationDatex>

<relationalDB dbVersion="4" dbType="pointbase" name="cglataSource" /=

<field type="ya:string” rxpath="CUSTOMER ID":
<extension nativeFractionalDigits="0" nativeSize="32" nativeTypetode="12" nativeType="VARCHAR" nativeXpath="CUSTOMER IDV/ =
<properties nullable="rfalse"/ > -

</Field>

<field type="xs:string" Epath="FIRST NAME"=>
<eytension nativeFractionalligits="0" nativeSize="64" nativelypeCode="12" nativelype="VARCHAR" nativeXpath="FIRST NAME"/ >
<propertias nullable="false"/> -

</ field=

<field type="xa:string" rpath="LAST NAME'T:
<extension nativeFractionalDigits="0" netiveSize="64d" nativeTypeCode="12" nativeType="VARCHAR" nativeXpeth="LAST NAME™/ >
<properties nullable="rfalse"/ > -

</Field>

<field type="xs:date" Xpath="CUSTOMER SINCE">
<eytension nativeFractionalligits="0" natireSize="10" nativeTlypeCode="91" nativelype="DAIE" nativeXpath="CUSTOMER SINCE"/ >
cproperties nullable="false"/> -

</ field=

«field type="xs:string" xpath="EMATL ADDRESS™:
<extension nativeFractionalDigits="0" netiveSize="32" nativeTypeCode="12" nativeType="VARCHAR" nativeXpeth="EMAIL ADDRESS" >
<properties nullable="rfalse"/ > -

</Field>

<field type="xs:string" xpath="TELEFPHONE NUMEER"=
cextension nativeFractionalDigits="0" nativeSize="32" nativelypeCode="12" nativelype="VARCHAR" nativeXpath="TELEPHONE NUMBER"/ >
cproperties nullable="false"/> -

</ field=

<field type="xs:string" xpath="SS5N"> E

[« O]

Design View | #Query Editor Yiew | Source Yiew |Test Wiew | Query Plan View

Figure 2-16 Source View of Metadata

Note: Before you test any function or data service, you should ideally clean and redeploy the
application, so that the data is updated on the WebLogic server also.

4. To clean the application, right-click Evaluation and select Clean Application.

5. To redeploy the application, right-click Evaluation and select Deployment—>Redeploy.

Testing Physical Data Service Functions

Testing a data service’s functionality within Test View lets you determine whether the data service is
able to return the expected data results.

Objectives

In this lab, you will:

Test the CUSTOMER() function.
Review the results in Test View.

Review the results in the Output window to confirm that the data is pulled from the correct data
source.

Instructions

Select the Test View tab.
Select CUSTOMER() from the function drop-down list.

Click Execute. You should see data returned from the RTLCUSTOMER database, formatted
according to the CUSTOMER data service’s Return type, which is defined by each element’s XML

type.

Note: At times the WebLogic server may not get updated automatically. In that case, you may get
some validation errors when you execute the function. To fix this, try cleaning and redeploying the
application.

4. Expand the nodes and notice the following:
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Each element defined by the XML type returns specific data retrieved from the RTLCUSTOMER

database. For example, the <FIRST NAME> element returns “Jack” as an xs:string, while the
<CUSTOMER_SINCE> element returns "2001-10-01" as an xs:date.

CUSTOMER. ds - {DataServicesH CustomerDB}|

Select Function:

I+ 2%

‘-E CUSTOMER() |- ‘

Parameters

Mumber  Element (by path)
Lirnit elerments in array results to:

‘ 500 | ‘ CUSTOMER |~ |

[ Start Client Transaction validate Results

Resit ‘@Resu\ts Seua, ‘ Ted || L ‘

- <ns: CUSTOMER xmins:ns0="ld:DataServices/ CustomerDB/CUSTOMER” > =
<CUSTOMER_ID» CUSTOMERL </CSTOMER_ID>
<FIRST_NAME> Jack </FIRST_NAME>
<LAST_NAME> Black </LAST_NAME:
«CUSTOMER _SINCE> 2001-10-01 «/CUSTOMER_SINCE >
<EMAIL_ADDRESS> Jack@hotmail.com <fEMAIL_ADDRESS >
<TELEPHONE _MUMBER > 2145134119 </TELEPHONE_NUMBER >
55N> 295-13-4119 </S5N>
«BIRTH_DAY> 1970-01-01 </BIRTH_DAY:
<DEFALLT_SHIP_METHOD> AIR </DEFALLT_SHIP_METHOD >

Deesign View | Xouery Editor View | SoUrce View | Test View [Query Plan View |

Figure 2-17 Physical Data Service Test Results

5. To view the results in the Output window, you need to enable auditing in the ALDSP console. To

enable auditing:

a. Open the ALDSP console, typically located at http://localhost:7001/ldconsole.

b. Log on using the following credentials:

User = weblogic

Password = weblogic
c. Expand ldplatform in the left-hand menu and click Evaluation.
d. Click the Audit tab.

e. Select all the options in the Global Settings section as shown in Figure 1-1.

f.  Select the At Default Level option from the Configure all Properties list in Audit Properties.

g. Click Apply.
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Enable Austing

Collett st data
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spplcation depiayment and confgeration

Swvarity Lival
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Figure 2-18 Audit Tab in the ALDSP Console
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http://localhost:7001/ldconsole

h. In the left-hand menu, expand Evaluation, DataServices, and then CustomerDB as shown in

Figure 2-19.

i.  Click Customer and select the Admin tab.
j.  Click the Audit tab.

k. Select the check box in the Enable Audit column for the CUSTOMER function.

Ele Lot Yew Fawctes Took b

r
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& & Conuaie Access Gontiol .,
8 @ pistiamn Mplattorm » Evaluation > M ? Y Chea

& gt Evaluation
(3 Physical Sources
B0 pataBendces
# 2 AppareiD
& D customerE
& I8 ADDRESS
& {8 CREDIT_CARD
& 58 cusToMER
=) CUSTOMER
] gUADDRESS
] gEtCREDIT_CART
=] QUCUETOMER_O
B

it data serdces ane also audited

& Mote that enabling suds of inditect calls may disable query optimization for that function and decrease performance.

Homs

Enatile Audit

Enable Audit.of indirsct Cally

6 O emnctronscspa
B I Fiafiies

@ 3 Functions

& 20 wygueries
20

CUSTOMER

o)

getADDRESS

getCREDIT_CARD

BB
& ) senviceDs

getCUSTOMER_ORDER

o|gjo

o|ajojo

an Waradita |
Data Cacha § Audin | Secunty

Thit page allows you to seleclivily ensble sudting for functions in this data senice. By default, auditing for all functions is enabled through the fquery/serace
recoed in the apphestion Audit tab. In order to lim suditing to specific functionz, set a8l propesties of the fquery/sendce record 1o NEVER and then enable audit for
mdmdusl funcions. i sudiing for & funclion 1s enabled, all extemal calls to this funclion are audited.  sudd of mdwect calls 13 enabled, o8 calls ongineting from

6 2 BloredProcedures
& wabsenices
6 0 MLFiles
=T
& @ ATLApp

Apply |

]

W Lol indrant

Figure 2-19 Enabling Function-Level Auditing
1. Click Apply. This enables auditing for the CUSTOMER () function.
Note:

To enable auditing for any other function in this tutorial, repeat the steps h to 1.

Ensure that you keep auditing enabled in the ALDSP console throughout this tutorial.
For details about auditing, refer to

http://edocs.bea.com/aldsp/docs2 1/admin/monitor.html.

6. In WebLogic Workshop—> Test View, click Execute again.
7. Open the Output window (View — Windows — Output).
8. Confirm that the output is similar to that displayed in Figure 2-20

Note: You can use the Output window to verify that each element in the data service is pulling data
from the correct data source. In this example, the return results are pulled from the RTLCUSTOMER
database, CUSTOMER table 1, and a specific column (c1, c2, ¢3, and so on) for each element.
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Build | Output
Query compilation time: 120 =s
Ouery evaluation time: 20 ms
Dperation duratiom: 160 m:s

[}

S0L statement: SELECT ctl."BIRTH DAY" A5 cl, tl."CUSTOMER ID™ A5 c2, tl."CUSTOMER SINCE" A3 c3,
tl."DEFAULT SHIP_METHOD™ 4% cd4, tl."EMATL ADDREZS™ A3 o5, tl."EMATL NOTIFICATION™ A% c6,

1. "FIRST NAME™ 43 c7, tl."LA3T NAME™ A3 c&, tl."LOGIN _TID" 4% c9, tl."NEWS_LETTTER™ 4% clO,
1. "0NLINE_STATEMENT™ A5 cll, tl."G33N" A3 cl2, tl."TELEFHONE_NUMBER"™ A% cl3

FROM "RTLCUSTOMER"."CUSTOMER™ £l

Audit Event:

commonfapplication
name: Evaluation
eventkind: evaluation
user: wehlogic
Server: cyServer

query fper formance
compiletime: 120

query fwrappers frelational
source: cglataSource
rows: 10
sql:
SELECT tl."BIRTH DAY"™ 45 cl, tl."CUITOMER_ID™ A3 cZ, tl."CUSTOMER_S3THCE" A5 c3,
tl."DEFAULT SHIF_METHOD™ AS cd, tl."EMAIL_ADDEESS™ A3 cfS, tl."EMAIL_NOTIFICATION™ A3 co,
t1."FIRST NAME"™ A5 c7, tl."LAST NAME™ A% cB8, tl."LOGIN_ID™ A3 c9, tl."NEUS_LETTTER"™ A% clO,
tl."0NLINE STATEMENT™ A% cll, tl."S55H" A% clZ, tl."TELEPHONE_NUMEER" A3 cl3
FROM "RETLCUSTOMER™. "CUSTOMER" tl
time: 10

query fper formance
evaltime: Z0

queryfservice
query:
import schema namespace tl = "ld:DataServices/CustomerDE/CUSTOMER" at "ld:DataServices/CustomerDE/schemas/CUSTOMER.xsd"”;
declare namespace nsi="ld:Data3ervices/CustomerDB/CUSTOMER"
fn:subsequence |
for §CUSTOMER in ns0:CUSTOMER()
Eeturn
§ CUSTOMER.
,1,500) =

4]

Figure 2-20 Test Results Output

Lesson Summary

In this lesson, you learned how to:

Create a DSP application and project.

Create project sub-folders to group data services.

Import relational tables to create a simple physical data services.

Build a project and review the build information.

Examine a physical data service’s shape/schema definition, data types, functions, and source code.

Test a data service function.
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Lesson 3 Creating a Logical Data Service

As noted in Lesson 2, there are two types of data services: physical and logical. Physical data services
model a single physical data source residing in a relational database, Web service, flat file, XML file,
or Java function.

To enable the integration of data from multiple sources through Data Services Platform (DSP), you
define a logical data service. In this lesson you will create a logical data service that integrates data
from the CUSTOMER data service.

Objectives

After completing this lesson, you will be able to:

Create a simple logical data service, define its shape, and specify its query conditions

Test the logical data service’s read, write, and limit functions

Overview

A logical data service integrates data from two or more physical or logical data services. Its shape is
defined by an XML type schema that classifies a data element as a particular form of information,
according to its allowable contents and units of data. For example, an xs:string type can be a sequence
of alphabetic, numeric, and/or special characters, while an xs:date type can only be numeric characters
presented ina YYYY-MM-DD format.

The data service interface consists of public functions that enable client-based consuming applications
to retrieve data from the modeled data source. A data service’s functions can be of several types:

One or more read functions, which typically return data in the form of the XML type.

One or more navigate functions, which return data from related data services. Within a logical data
service, you must define relationships through modeling. Although similar to relationships in the
RDBMS context, a logical data service lets you establish relationships between data from any
source. This gives you the ability to, for example, relate an ADDRESS relational table with a -
STATE look-up Web service.

One submit() function, which allow users to persist changes to the back-end storage

In addition to public functions, a data service can include private functions and side effect functions.
Private functions are only used within the data service. They generally contain common processing
logic that can be used by more than one data service function. Side effect functions can be invoked
from the client side. For example, a side effect function can contain code to update a non-rdbms data
source, such as xml, flat files, and Web services, and clients can invoke this function to perform
updates. (For more information, see the Data Service Developer’s Guide.)

Every function within a logical data service also includes source-to-target mappings that define what
results will be returned by that function. There are four types of mappings:

A simple mapping means that you are mapping simple source node elements to simple elements in
the Return type one at a time. You can create a simple mapping by dragging and dropping any
element from the source node to its corresponding target element in the Return type. Optional
Return type elements do not need to be mapped; otherwise elements in the Return type need to be
mapped to run your query.
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An induced mapping means that a complex element is mapped to a complex element in the Return
type. In this gesture, the top level complex element in the Return type is ignored (source node name
need not match). The editor then automatically maps any child elements (complex or simple) that
are an exact match for source node elements.

An overwrite mapping replaces a Result type element and all its children (if any) with the source
node elements. As an example of the general steps needed to create an overwrite mapping, you
would press <Ctrl>, then drag and drop the source node’s complex element onto the corresponding
element in the Result type. The entire source node’s complex element is brought to the Result type,
where it completely replaces the target element with the source element.

An append mapping adds a simple or complex element (and any children or attributes) as a child of
the specified element in the Return type. To create an append mapping, select the source element,
then press <Ctrl>+<Shift> while dragging and dropping the source node’s element onto the
element in the Return type that you want to be the parent of the new element(s).

Alternatively, if you simply want to add a child element to a Return type, you can drag a source
element to a complex element in your Return type. The element will be added as a child of the
complex element and mapped accordingly.

In addition to the mappings, each function can also include parameters and variations on the basic
XQuery FLWOR (for-let-where-order by-return) statements that further define the data retrieval results.

In Figure 3-1, what you see in Design View is a logical data service that:

Uses the getAllCustomers(), getCustomer(), getPaymentList(), and getLatePaymentList() functions
to retrieve data.

Uses the customer . xsd schema definition to define its XML type, and thus its Return type.

Integrates data from the ApparelDB and CustomerDB physical data services, plus a CreditRating
Web service.

Customer.ds - {Dataservices}y Bl

| Jsp . Customer Data Service

Sl Lalcres ([} CUSTOMERS.ds

A—— =
QetACustomers @ CUSTOMERID xs:int
o ot 9 CUSTOMERNAME ss:string
. reustomer EAT Funiction [ t_j‘ iy ]
e mxkCustomer B | PO_CUSTOMERS .ds
' @ CREDITSCORE xasink s -
PAYMENTS. 11 @ CREDITRATING xsistring —
: | El @ ORDER*
| 5 i 0 ) [l ! PO_ITEMS, ds
S getPaymentlist @ ORDERID xsvint = —
A et e mentlist @ CUSTOMERID xgiint |—
| = *
- 2@ ?OHEM ) .;’L—t'-getcuslmescr‘edi.--
Navigate Function W CRIRT ke [ . ]
@ KEY it

& ITEMNUMBER ? xsiint
=

QUANTITY ? xssink Data Sources

AWML Type

Design Yiew [XQUery Editor Yiew | Source View | Test View | Query Pian View |

Figure 3-1 Design View of a Logical Data Service

If you open XQuery Editor View for a particular function, you would see the function’s source-to-
target mappings.

If you open Source View, you would see each function’s parameters and FLWOR statements.
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Lab 3.1 Creating a Simple Logical Data Service

A logical data service integrates and transforms data from multiple physical and logical data services.

Objectives

In this lab, you will:

Create a new folder for the logical data service.
Create an empty data service that can be built into a logical data service.

Import a pre-defined XML schema definition that you will associate as the logical data service’s
XML type.

Define functions and their mappings, parameters, and FLWOR statements.

Instructions
1. Create a new folder within the DataServices project and name it CustomerManagement.

2. Create a new data service within the CustomerManagement folder by completing the following
steps:

a. Right-click the CustomerManagement folder.

b. Choose New — Data Service. The New File dialog box opens.
c. Confirm that Data Service — Data Service are selected.

d. Enter CustomerProfile in the Name field.

e. Click Create.

New File (X
Caal B8 Madel Diagram
(1 Business Logic {2 Data Service
(1 Data Service 4[] ®Query Function Library

] Wweb Services
() Web User Interface
C ) Comman

Filez game:| CustomerProfile. ds |

Create in:  {DataServicesH CustomerManagement),

Create a new Data Service.

Figure 3-2 New Data Service

A new data service is generated, but without any associated data services or XML type.
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Lab 3.2

Defining the Logical Data Service Shape

A data service transforms received data into the shape defined by its Return type. Pragmatically, the
Return type is the "R" in a FLWOR (for-let-where-order by-return) query. A Return type, which
describes the structure or shape of data returned by the data service’s queries, serves two main
purposes:

Provides a superset of data elements that can be returned by an XQuery.

Defines the unified structure, and order of the data returned by an XQuery.

The Return type is generated from the data service’s XML type. An XML type classifies a data element
as a particular form of information, according to its allowable contents and units of data. For example,
an xs:string type can be a sequence of alphabetic, numeric, and/or special characters, while an xs:date
type can only be numeric characters presented in a YYYY-MM-DD format.

Objectives

In this lab, you will:

Import a schema file, which you will associate with the data service’s XML type.

Review the results.

Instructions

Note: Although you can use DSP to graphically build a schema file, in this lab you will import a pre-
defined schema file to save time. For more information on using WebLogic Workshop to create the
XML types, see the Data Services Platform Data Services Developer’s Guide.

1. Create a new folder in the CustomerManagement folder and name it Schemas.

2. Import a schema file into the schema folder by completing the following steps:

a.
b.
c.
d.

c.

Right-click the schema folder, located in the CustomerManagement folder.
Choose Import.

Navigate to <beahome>\weblogic81\samples\LiquidData\EvalGuide.
Select the CustomerProfile.xsd file.

Click Import.

el Import Files to Project ‘DataServices® @

Look In: |t| EvalGuide

o0
-]

(Z] storedprocs @ CreditRatingwsClient. jar r:pj DSML.java

(C) Streaming creditRatingsCuery. bxt rg excel_jcom.java

(Z] XMLFiles |<—j customet, zml index.jsp

rg AlterTable. java CustomerOrder.ds Q LDExecLog.jar

@ build.xml B CustomerOrder, xsd rg protectSSh.java

clienkgen. crd [¢9] CustomerProfile. xsd [=] Retarget.jar

rg CreditRatingExit . java Customeryaluation,ds Q SDoClent. jar

rg CreditRatingExitl . java |<—_;| Custarnerialuation. xsd seter.cmd
Kl | ]
Mamie: | CustomnerProfile, xsd |
Type: |AII Files | - |

Figure 3-3 Import XML Schema Definition File
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3. Right-click the CustomerProfile Data Service header on the Design View tab.
4. Choose Associate XML Type.

5. Select the CustomerProfile.xsd file, located in CustomerManagement\schemas.

6. Click Select.

& Select XML type... f'5_<|

Fj CustomerProfile.xsd

[ame: | CustomerProfile.xsd |

Type: |)<ML Schema Files ‘ - |

Figure 3-4 Associating XML type with XSD

You should see that the CustomerProfile data service is now shaped by the CustomerProfile.xsd
file.

You should also see that several of the elements are identified with a question (?) mark. This indicates
that these elements are optional. Because the schema file identifies these elements as optional, DSP
will not require the mapping of these elements to the Return type; however, if mapped to the Return
type and there is no corresponding data in the underlying data source, then the result set will not
include the empty elements.

CustomerProfile.ds* - {DataServicesHCustomerManagement|

X

| |+ . CustomerProfile Data Service

E-@  CustomerProfile
=@ customer +
o) customer_id xsd:string

]

first_name xsd:string
last_name xed:shing
customer_since 7 xsd:date
email_address ? xsdisking
telephone_number 7 xed:shing
ssn 7 xsd:skring

birth_day # xsd:date
default_ship_methad ? xsd:string
email_notification 7 xsd:short
news_letter ¥ xed:shork
online_statement ¥ xsd:shork
orders ?

@ order*

o) order_id xsd:skring

00000 OOOOOD®

customer_id xed:skring
order_date xsd:dats
ship_method xsd:string Iz‘

OJolofy

K1 [

| Design View [®Guery Editor Yiew | Source View | Test Wiew | Query Flan View

Figure 3-5 Logical Data Service XML type
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Lab 3.3

One or more read functions that form the data service’s external interface, which is exposed to

Adding a Function to a Logical Data Service

A data service consumer—a client application or another data service—uses the data service’s function
calls to retrieve information. A logical data service includes the same types of functions that are found
in a physical data service:

consuming applications requesting data. These read functions typically return data in the form of
the data service’s XML type.

One or more navigate functions that return data from other data services. Within a logical data
service, you must define relationships through modeling. Although similar to relationships in the
RDBMS context, a logical data service lets you establish relationships between data from any
source. This gives you the ability, for example, to relate an ADDRESS relational table with a

STATE lookup Web service.

One submit() function, which allows users to persist changes to the back-end storage.

Objectives

In this lab, you will:

Add a new read function, getAllCustomers(), to the logical data service.

View the results in XQuery Editor View.

Instructions

Right-click the CustomerProfile Data Service header.

3. Enter getAllCustomers() as the function name.

2. Choose Add Function. A new function displays in the left pane of the data service model.

CustomerProfile.ds* - {DataServicesHCustomerManagement),

H

R CustomerProfile Data Service

A et Al Customers

E @) CustomerProfile

B @ customer +
o) customer_id xsd:string
first_name xsd:string
last_name xsd:string
customer _since 7 xsdidate
email_address 7 xsd:siring
telephone_number ? xsd:stving
55N ? xsdiskring
birth_day 7 xsd:date

email_notification 7 xed:short
niews_letter 7 xadishort
online_skatement ? xsd: short

000000000000¢

orders 7

o
@
2

3
M

order_id xsd:string
customer _id xsd:stving
arder_date xsd.dats

O]

default_ship_method 7 xsd:string

ship_method xsd:skring

D]

| Design Yiew [AGuery Editor View | Source Yiew | Test ¥iew | Guery Plan View

Figure 3-6

Design View of New Function
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Lab 3.4

Mapping Source and Target Elements

In the previous lab, you associated a logical data service with an XML Schema Definition (. xsd file),
which generated a Return type that includes all data elements defined within the schema. However,
there are no conditions associated with the Return type; conditions specify which source data will be

returned.

You can define conditions by mapping source and target (Return) elements.

Objectives

Add a physical data service function as a data source for the logical data service.

Create a simple map between the source node and the Result type.

Instructions

1. Click the getAllCustomers() function to open XQuery Editor View. You should see a Return type
populated with the CustomerProfile schema definition. The Return type determines what data can
be made available to consuming applications, as well as the shape (string, data, integer, and so on)
that the data will take. The Return type was automatically populated when you associated the
logical data service with the CustomerProfile._xsd.

iZustomerProfile.ds* - {DataServices} CustomerManagement),

@ getAI\CustomersO‘ -

(@ Return

[+

0 & CustomerProfile
u} [z} customer +
customer_id string
first_name string
last_name string
customer_since 7 date
email_address 7 string
telephone_number # string
550 7 string
birth_day 7 date
default_ship_methad 7 string
email_notification 7 short
news_letter ¥ short
anline_statement 7 shart
login_id string
= orders ¥
o] [=-order *
order_id string
customer_id string
order_date date
ship_method string
handling_charge decimal
subtatal decimal
total_order_amount decimal
sale_tax decimal
ship_to string
ship_to_name string
bill _to string
estimated_ship_date date
status string
data_source string
ol [=}-order_line *
line_id string
order_id string
produck_id skring
produck string
quantity decimal
price decimal
ful status string
= creditrating
raking string

customer_jd string
ISEpD)

[|o®[.]|v2l

Design Yiew | Query Editor View [Source View | Test View | Query Plan Yiew

Figure 3-7 XQuery Editor View of Function Return Type
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2. In the Data Services Palette, expand CustomerDB\CUSTOMER .ds. If the Data Services Palette is
not open, choose View — Windows — Data Services Palette.

|| Data Services Palette ~_ X |
] DataServices
1 ApparelDB
= 1) CustomerDE
] ADDRESS.ds
C ) CREDIT_CARD.ds
=2 CUSTOMER. ds
£ cusTamMER)
& getADDRESS!)
) CustomerManagement
) ElectronicsDB
) ServiceDB

Figure 3-8 Data Services Palette

3. Drag and drop CUSTOMER() into XQuery Editor View. This method call represents a root or
global element within the CUSTOMER physical data service (see Lesson 2). A for node for that
element is automatically generated and assigned a variable, such as For: §CUSTOMER. Within the
XQuery Editor View, this for node is a graphical representation of a for clause, which is an integral
part of an XQuery FLWOR expression (for-let-where-order by-return).

CuntrmrPriof " - (Do vices [ CantisnaMiragmen ),

T ——

I‘.":l« FOUBTOML I

oR il
By ¥iem | gy Eoer vew | Sours Virw Tt Ve | Guery P View

Figure 3-9  Source Node and Return Type

4. Create a simple map by dragging and dropping individual elements from the SCUSTOMER source
node onto the corresponding elements in the Return type. The logical data service CustomerProfile
should now be similar to what is shown in Figure 3-10.

Note: There are alternatives to mapping elements instead of using the slow simple mapping technique.
Faster mapping techniques are described in labs that follow.
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Lab 3.5

oR
Do Vo | wuery e i | s Vi | Tl Wi | Ghairy P e

Figure 3-10 Simple Mapping Between Source Node and Return Type

Viewing XQuery Source Code

When you use XQuery Editor View to construct an XQuery, source code in XQuery syntax is
automatically generated. You can view this generated source code in Source View and, if needed,
modify the code. Any changes made in Source View will be reflected in XQuery Editor View.

Objectives

In this lab, you will:

View generated XQuery source code in Source View.

Review the for and return clauses of the getAllCustomers() query function.

Instructions

1.

4.

Select the Source View tab. A portion of the generated XQuery source code is displayed in Figure
3-11.

Notice the for clause, which references the CUSTOMER() function.

Notice the return clause, which reflects the simple mapping between the SCUSTOMER source
node and the Return type. All optional elements are identified with a question mark in the field
description, as shown (emphasis added):

<TelephoneNumber?> {fn:data($x0/TELEPHONE_NUMBER)}</Telephone number

Also, notice that the <orders> elements are empty because order information has not yet been
mapped to the Return type. This means that a consuming application, using this query, will only
see customer information, not order information.
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Lab 3.6

CustomerProfile, ds* - {DataServicesHCustomerManagement!

H

declare function tns:getdllCustomers() as element(ns0:CustomerProfile)® |
| <ns0:CustomerProfiles
{
for §CUSTOMER in nsl:COSTOMER()
return
<customer
<customer id-{fn:data(§CUSTOMER/CUSTOMER_ID) }<fcustomer id=
<first name>{fn:data(§CUSTOMER/FIRST_NAME) }<ffirst name:
~last namex{fn:data({CUSTOMER/LAST_NAME) }</last_name>
<customer since?-{fn:data($CUSTOMER/CUSTOMER_SINCE] }</fcustomer since:
-email_address?>{fn:daca(sCUSTOMER/EMATL _ADDRESS) J<femail address>
~<telephone number?-{fn:daca(sCUSTOMER/TELEPHONE_NUMEER) }</telephone mumber:-
“ssnr={tnidata( sCUSTOMER/S3N) d</ssn>
=<birth dayz={fn:data(sCUSTOMER/BIRTH DAY) }</hirth day>
«default ship methodr>{fn:data(sCUSTOMER/DEFAULT SHIP_METHOD) }</default ship method-
<email motification®:{fn:data(§CUSTOMER/EMATL_NOTIFICATION) }</femail notificatiom-
<news_letters-{fn: data|FCUSTOMER/NEWS_LETTTER) }</fnews_letter: -
<online statement ?>{fn:data(sCUSTOMER/ONLINE_STATEMENT) }<fonline statement:-
<login id-{fn:data|§CUSTOMER/LOGIN_ID) }</login id>
<orders -
{
<order>
<order_id-—forder id-
<customer_id-—/customer id-
<order_date>—forder date-
<ship method—</ship method-
<handling charge=<fhandling charge:
<subtotal><fsubtotal>
<total order amount><ftotal order amount>
<sale_tax:<fsale_taw- N N
<ship_to><fship_to>
<ship to_name>-fship to_name-
<bill_to < fbill_to>
<estimated ship date-</estimated ship date>-
<status>fstatus>
<data source><fdata source:>
{
<order_line>
<1ine_id»<fline id-
—<order_id-<forder id-
=product_id-</product id-
<product><fproduct >
<guantity-<fgquantity>
<pricex<fpricex
<status></status>
<forder_linex-

}
<forder:>
i
<forders>
<creditrating:>
<rating>-/ratimg>
<customer id-—fcustomer id-
<fcreditrating-
<waluation?>
<valuation date-</valuation date:
<valuation tier><fvaluation tier>
«<fvaluation> N
<fcustomer>

[

Design ¥iew | ®Query Editor View | Source Yiew [Test View [ Query Plan Yiew

Figure 3-11 Source View of XQuery Code for CUSTOMER() Node

Testing a Logical Data Service Function

You can use Test View to validate the functionality of a logical data service.

Objectives

In this lab, you will:

Build the DataServices project.

Test the function’s retrieve and limit result capabilities.

Instructions

1. Build the DataServices project by right-clicking the DataServices folder and choosing Build

DataServices from the pop-up menu.
2. After the build completes successfully, select the Test View tab.
3. Select getAllCustomers() from the function drop-down list.

Test the ability to specify the number of tuples returned by completing the following steps:

a. Clear the Validate Result option. This feature is not mandatory to complete this lab.
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b. Enter CustomerProfile/customer in the Parameter field. This specifies the XPath expression
for the element whose return results you want to limit to a set number of occurrences such as
the order line items.

c. Enter 5 in the Number field. This will limit the results to the first five customers retrieved.

d. Click Execute.

CustamerProfile.ds - {DataServicesHCustomerManagement!, b3

Select Funchion:

|-B getallCustomers() | - |

Parameters

Mumber  Element (by path)

Limit elements in array results to:
| 5 | ‘ CustomerProfile/customer | - |

[ start Clignt Transaction [] Yalidate Results

Design Yiew | #Query Editor View | Source View | Test view [Query Plan Yiew

Figure 3-12 Test Truncate Capabilities
4. View the results, which appear in the Result pane.
5. Expand the top-level node. There should be only five Customer Profiles listed.

6. Expand the first <customer> node. You should see a Customer Profile for Jack Black, as displayed
in Figure 3-13.

CustomerProfile.ds - {DataServicesHCustomerManagement} %

Seleck Function:

[ £] getatcustomersn -]

Parameters

Murmber  Elerment (hy path)

Limit elements in array results to:
[s | [ customerprofilefrustamer -]

[ start Client Transaction [ validate Results

Result Text HL

- <nsOiArrayGFCUstomerProfile smins:ns0="http:jftemp, openuri, org/Dataservicesfschemas| CustomerProfile, xsd” >

]

- <nsO:CustomerProfile >
- <customer >
<customer_id> CUSTOMER1 </customer_ids
<first_name> Jack <ffirst_name>=
<last_name> Black </last_name>
<rustomer_since> 2001-10-01 <jcustomer_since>
=emai_address> Jack@hotmail.com <femail_address>
<telephone_number:> 2145134119 </telephone_number =
<ssn> 295-13-4119 <fssn>
<birth_day> 1970-01-01 =/birth_day>
<default_ship_method> AIR <jdefault_ship_methods
<email_natification> 1 </email_natification =
<news_lstter> 0 <fnews_lstter>
<online_statement> 1 <jonline_statemant =
<login_id> Jack <flogin_id=>
+ <orders >
+ <creditrating =
+ <yaluation >
<feustomer >

- <customer > L
<customer_id> CUSTOMERZ <fcustomer_id:>
<first_name= Jerry <[first_name:
<last_name: Greenberg <[last_name:
<customer_since> 2001-10-01 <jcustomer_since >
<emai_address> JOHN_2@yahoo.com </email_address>
<telephone_number> 3607467964 </telephone_number >
«ssn> 0B7-46-TI64 «fssn>
<hirth_day> 1978-09-21 <jbirth_day>
<default_ship_method> AIR <fdefault_ship_method: ||

Figure 3-13 Customer Profile Test Results
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Lesson Summary

In this lesson, you learned how to:

Create a simple logical data service.

Associate an XML schema definition with the data service.

Create a simple function.

Use XQuery editor view to map elements from the source node to the return type.
Use Source View to examine an XQuery function’s source code.

Use Test View to test a logical data service query capabilities, limit the number of data set results
returned as part of the query, and test data service editing capabilities.
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Lesson 4 Integrating Data from Multiple Data Services

Objectives

Overview

The power of logical data services in Data Services Platform (DSP) is the ability to integrate and
transform data from multiple physical and logical data services.

In the previous lesson, you created a simple logical data service that mapped to a single physical data
service. In this lesson, you will further develop the logical data service to enable data retrieval from
multiple data services.

After completing this lesson, you will be able to:

Use the Data Services Palette to add physical and logical data service functions to a logical data
service, thereby accessing data from multiple sources.

Join data services by connecting source elements, thereby integrating data from multiple sources.
Use the Expression Builder to define a parameterized where clause.

Set the context for nested elements in the source node.

Create a complex override mapping.

Test parameterized data services to verify the return of integrated data results.

How is data integration different from process integration? Most applications involve a combination of
informational interactions and transactional interactions. Examples of informational interaction
include: get customer info, review order status, get customer profile, and get customer’s case history.
Examples of transactional interactions include: place order, update customer address, and create
customer.

Informational interactions involve efficiently aggregating discrete pieces of data that are potentially
resident in multiple data sources, and potentially in multiple data formats. Developers can end up
spending inordinate amounts of time writing custom code to handle the various interface protocols and
data formats, and integrate disparate data into manageable, business-relevant information. DSP
simplifies this activity by providing a simple, declarative approach to aggregating data from
heterogeneous data sources.

Transactional interactions involve taking a piece of data (say a purchase order) and orchestrating its
propagation to the various underlying applications. This involves coordinating a business process
through a formal or informal workflow, managing long-running processes, managing human
interactions (such as a supervisor approval to an order), handling applications that have indeterminate
response times (such as batch systems), maintaining transactional integrity across applications, etc.

Both data integration and process integration are essential elements when building applications that
handle information from across multiple data sources. For functions of interest across data services,
you can use function libraries. A function library (.xfl file) contains operations that return simple types
(not the XML data type of a standard data service) that can be called from various data services. Read
functions on a data service can be defined to return information in various ways. For example, the data
service may define read functions for getting all customers, customers by region, or customers with a
minimum order amount.
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Lab 4.1

Joining Multiple Physical Data Services within a Logical Data Service

In the previous lab, you mapped a single physical data service to the Return type. In this lab, you will
enable data retrieval from both the CUSTOMER and CUSTOMER ORDER physical data services.

Objectives

In this lab, you will:

Create a second for node, by adding the CUSTOMER ORDER() function to the XQuery Editor
View.

Create a simple map between the new for node and the Return type.
Create an automatically-generated where clause, by joining the two for nodes.
Review source code.

Test the results (read and write capability)

Instructions

1. Open CustomerProfile.ds in XQuery Editor View.

2. Inthe Data Services Palette, expand Appare IDB\CUSTOMER_ORDER data service.

3. Drag and drop CUSTOMER ORDER() into XQuery Editor View to create a second for node,
For:$CUSTOMER_ORDER.

4. Create a simple map: Drag and drop the individual elements from the SCUSTOMER _ORDER
source node onto their corresponding elements in the Return type.
Note: Do not map the TRACKING NUMBER and DATE_INT elements.

5. Create a join: Drag and drop the CUSTOMER _ID element from the §CUSTOMER source node

onto the C_ID element in the SCUSTOMER_ORDER source node. This action joins the two for
nodes. By joining these two nodes, you automatically create a where clause within the FLWOR

statement.

Select Function: -E| getAHCustomers()| -

[Z=For: sCUSTOMER 2 0

[ CUSTOMER *
CUSTOMER_ID string
FIRST_NAME string
LAST_NAME string
CUSTOMER _SINCE date
EMAIL_ADDRESS string
TELEPHCME _MUMEER. string
S5 7 string
BIRTH_DAY ? date
DEFAULT_SHIP_METHOLD ? string
EMAIL_MOTIFICATION ? short
MEWS_LETTTER 7 shart
OMLINE_STATEMENT ? short
LOGIN_ID ? skring

(@ Return

¥|S4For: §CUSTOMER ORD... *

= CUSTOMER_CRDER *
CORDER_ID string
C_ID string
ORDER_DT date
SHIP_METHOD_DSC string

g login_id string
HANDLING_CHRG_N'\.’IT decime| = orders 7 —
SUBTOTAL_AMT decimal ] [ order *

TOTAL_ORDER_AMT dedimal
SALE_TAZ_AMT decimal
SHIP_TO_ID string
SHIP_TO_MM string
BILL_TO_ID string
ESTIMATED_SHIP_DT date
STATUS string

] @

TRACKING MO ? string
DATE_INT 7 long

]
1 [

I B CustomerProfile

u] [ customer +
customer_id string
First_name string
last_name string
customer_since 7 date
email_address ? string
telephone_number 7 string
5507 skring
birth_day ? date
default_ship_method 7 string
email_natification 7 short
news_letter 7 short
online_statement 7 short

order_id string
cuskomer_id string
order_date date
ship_method string
handling_charge decime
subtotal decimal
total_order_amount de
sale_tax decimal
ship_to string
ship_to_name_skring

[+

Figure 4-1 Joined Data Services
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6. Select the Source View tab to view the XQuery code. You should see a where clause joining
$CUSTOMER and $CUSTOMER ORDER, using the CUSTOMER _ID element. In Figure 4-2,
the where clause is:

where $CUSTOMER/CUSTOMER_ID eq $CUSTOMER_ORDER/C_ID

CustomerProfile ds* - {DataServicesHCustomerManagement) B

xguery wersiomn "1.07 encoding "WINDOWS-1Z527; -

declare namespace nsZ="ld:DataSerwices/&pparelDB/CII3TOMER_ORDER™;

declare namespace nsl="ld:DataServices/CustomerDE/CUSTOMER™;

import schema namespace nsO="http://tenp.openuri. org/Datadervices/schemas/CustomerProfile.xsd™ at "ld:Datafervices/CustomerManagement /schenas /(|
declare namespace tns="ld:DataSerwvices/CustomerManagenent/CustonerProfile™;

are function tns:getillCustoners() as element(ns0:CustomerProfile)® |
<n=l:CustomerProfile>
{
for SCUSTOMER im nsl:CUSTOMER()
return
<customer’
<customer id-{fn:data($CUSTOMER/CUSTOMER_ID) }</customer id-
<first_name>{fn:data(§CUSTOMER/FIRST NAME) }</first_name>
<last_namex{fn:data(sCUSTOMER/LAST NAME)}<flast namex
<customer_since ?-{fn:data({CUSTOMER/CUSTOMER_STNCE) }</customer since>
<email address’}{fn data| SCUSTOMER/EMAIL_ADDRESS) }<femail : address>
<telephone number?:{fn:data(sCUSTOMER/TELEPHONE _NUMEER) }<ftelephone number>
<ssn?>{fn:data| SCUSTOMER/S3M) } </ssn>
<hirth dayex{fn:daca(sCUSTOMER/EIRTH_DAY) }</birth day-
<default ship method?-{fn:data({CUSTOMER/DEFAULT_SHIP_METHOD) }</default ship method>
<email mt,ltl.catlon’HEn data( SCUSTOMER/EMAIL_NOTIFICATION) }</email 3 notification-
<mews letter?>{fn:data(sCUSTOMER/NEWS_LETTIER) }</news letter>
<online statement ?-{fn:data($CUSTOMER/ONLINE STATEMENT) }<fonline statement
<dogin id-{fn:data(SCYSTOMER/LOGIN_ID) }<flogin id>-
<orders >
{
for §CUSTOMER ORDER in ns2:CUSTOMER_ORDER()
where SCUSTOMER/CUSTOMER _ID = SCUSTOMER ORDEE/C_ID
return
<orders>
<order_id-{fn:data(§CUSTOMER ORDER/OPDER_ID) }</order id-
<customer id-{fn:data(sCUSTOMER ORDER/C_ID) }<fcustomer id-
<Drli.er ~_date>{fn: dat.aESCUSTDMER CGEDER/ORDER_DT) }<forder date> E

[&] |

Figure 4-2 Source View of Joined Data Services

7. Build the DataServices project. Right-click the DataServices project folder and choose Build
DataServices.

8. After the build is successful, select the Test View tab and determine whether you can retrieve order
information integrated with the customer information, by completing the following steps:

a. Select getAllCustomers() from the function drop-down list.

b. Click Execute. (You don’t need any parameters, because you are not testing the limit returned
tuples feature.)

c. Expand the nodes. The results should include order information for each customer, as displayed in
Figure 4-3.

Data Services Platform: Samples Tutorial 53



Lab 4.2

CustomerProfie.ds - {DataServicesHCustomerManagement],

Select Function:

[ getalicustamerst) -]

Parameters

MNumhber  Element (by path)

Lirnit elements in array results to.
[s0 ]

[ start Client Transaction [ validate Results

Result [ Tex |

-~ <nsDiArrayOFCustomerProfile xmins:ns0="hktp:/ temp. openuri, org/Dakaser vices/schemas /CustamerProfils xsd” =
- «nsi:CustomerProfile >
- <customer >

<customer_jd> CUSTOMERD <fcustomer_id:>

<first_name:> Kewin <[first_name>

<last_name> Smith </last_name:>

<customer_since> 2001-10-01 =/customer_since:

«<emal_address> Kevin@aol.com «femail_address>

<telephone_number > 4088320283 </telsphons_number >

<ssn> 098-32-0284 </ssn>

<hirth_day> 1970-01-01 <[birth_day =

<default_ship_method> GROUND <[deFault_ship_method:

<emal_natification= 1 <femall_notification:

<news_letter> O <fnews_letter =

<online_statement> 1 <fonline_statement >

<login_id> Kevin <flogin_id:>

- <orders >

- <order >

<order_jd> ORDER_10_2 <jorder_id>
<customer_jd> CUSTOMERD </cuskomer_id>
<order_date> 2002-02-17 <forder_date>
<ship_method> AIR <[ship_method >
<handing_charge> 6.8 <ihandling_charge>
<subtotal> 135.85 <fsubtotal=
<total_order_amounts 142.65 <ftotal_order_amounks
<sale_tax> 0 <jsale_tax>
<ship_to> Kevin Smith </ship_to>
<ship_to_name />
<bill_to> CC_10_0 <bill_to>
<estimated_ship_date> 2002-02-20 <jestimated_ship_date>

Design View | #Query Editor View | Source Yiew | Test View [Qoery Flan View

Figure 4-3 Integrated Customer and Order Data Results

Defining a Where Clause to Join Multiple Physical Data Services

In the previous lab, you joined the CUSTOMER and CUSTOMER ORDER data services, thereby
automatically generating a where clause. In this lab, you will manually define the where clause that

joins multiple data services.

Objectives

In this lab, you will:

Add a third for node, by adding the CUSTOMER _ORDER _LINE ITEM() function.

Define a where clause, using the Expression Editor.
View the results in Design View and Source View.

Test the results.

Instructions

1. Open XQuery Editor View for the getAllCustomers() function.

2. In the Data Services Palette, expand Appare IDBA\CUSTOMER_ORDER_L INE_ITEM data services.
3. Drag and drop CUSTOMER ORDER _LINE ITEM() into XQuery Editor View. This creates a

third for node: For: $CUSTOMER_ORDER_LINE_ITEM.
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4. Create simple mappings by dragging and dropping the individual elements from the
$CUSTOMER _ORDER_LINE ITEM source node onto the corresponding elements in the Return

type.
i T ;i
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Figure 4-4 Three Data Service Functions Mapped to the Return Type
5. Define a where clause that joins two data services, by completing the following steps:

a. Select the node header for SCUSTOMER _ORDER _LINE ITEM to activate the expression
editor for that node. (Note: Do not select the CUSTOMER _ORDER_LINE ITEM* element.)

b. Click the Add Where Clause icon w .

c. Click the ORDER _ID element in the SCUSTOMER ORDER_LINE ITEM source node.
You should see the following in the WHERE field (the variable name may be different, in
your case):

$CUSTOMER_ORDER_L INE_ITEM/ORDER_ID

d. Select eq: Compare Single Values from the operator list (“...” icon). You should see the
following in the Where field:

$CUSTOMER_ORDER_LINE_ITEM/ORDER_ID eq

e. Click the ORDER ID element in the CUSTOMER ORDER source node. You should see the
following in the where field (the variable name may be different, in your case):

$CUSTOMER_ORDER_LINE_ITEM/ORDER_ID eq
$CUSTOMER_ORDER/ORDER_1D

f.  Click the green check box 4 to add the parameterized WHERE clause to the
getAllCustomers() function.
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Figure 4-5 Where Clause Joining Two Data Services

6. Verify the joins you created and view the results, by completing the following steps:

a.

Open CustomerProfile.ds in Design View. The physical data services associated with the

three functions that you dropped into XQuery Editor View as for nodes are displayed in the

right pane as data sources for the logical data service.

—th

CuskomerProfile, ds* - {DataServicesH| CustomerManagementy

Figure 4-6

| [ CustomerProfile Data Service

g 2t AN USEOMEYS

1@ CustomerProfile
=@ customer +
@ customer_id  xsdistring
@ First_name  xsd:istring
@ last_name  xsdistring
@ customer_since ? xsd:date
@ email_address 7 xsd:string
@ telephone_number 7 xsd:string
@ ssn7 xsdiskring
@ birth_day ? xsdidate
@ defaulk_ship_method 7 xsd:string
@ email_notification 7 xsd:short
@ news_letter 7 xsdishort
@ online_statement 7 xsd:short
@ login_id  xsd:string
=@ orders ?
@ order *
@ order_id xsd:isting
@ customer_id  xsd:string
@ order_date xsd:date
@ ship_method  xsd:sting
@ handling_charge  xsd:decimal
@ subtotal xsd:decimal
@ total_order_amount  xsd:decinal
@ sale_tax xsd:decimal
@ ship_to  xsdwstring
@ ship_to_name  xsd:string
@ bil_to  xsd:string
@ estimated_ship_date xsdrdate
@ status xsd:string

.@ ApparelDB/CUSTO, .,
.@ ApparelDB/CUSTO. .,
.ﬁ CustomerDB{CLIST. ..

Design View of Integrated and Parameterized Data Service
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b. Open CustomerProfile.ds in Source View. The XQuery code for the logical data service

is displayed.

E3

CustomerProfile. ds* - {DataServicesHCustomerManagement),

declare function ths:getillCustomers() as element (nsl:CustomerProfile)® | IZ‘
=“ns0;: CustomerProfile-

for §CUSTOMER im nasl: CUSTOMER()
return
<customers
<customer id={fn:data(sCTSTOMER/CUSTOMER_ID) }<jcustomer id»
<first_name>{fn:data(§CUSTOMER/FIRST NAME) )</ first name>

<last_name-{fn:data(sCUSTOMER/LAST_NAME) }<flast_namex:
<customer since?>{fn: data | sCTSTOMER/CUSTOMER, . SINCE) }<fcustomer since-
<email midress’}{fn data( sCUSTOMER/EMATL_ADDRESS) </email address>
<telephone number?-{fn:data(§CUSTOMER/TELEPHONE_NUMBER) }<ftelephone number>
<ssnf-{fn:data( FCTSTOMER/ SO }<fssn- e
<hirth day?>{En:data(§CUSTOMER/BIRTH DAY) < /birth days
<de fault - ship_method?>{fn: data | sCVSTOMER/DEFAULT . SHIP _METHOD) }<fdefault ship method>
<email_notificationz-{fn:data(sCUSTOMER/EMATL_NOTIFICATION) }</femail motification-
“news Tetters:{fn:data(sCUSTOMER/NEWS_LETTTER) Y<fnews_letter>
<online > statement ?={fn:data(sCUSTOMER/ONLINE_STATEMENT) }<fonline statement>
<dogin : id-{fn:data|§CUSTOMER/LOGIN_ID) }<flogin_id-
<orders >
{
for FCUSTOMER ORDER im nsd: CUSTOMEFR_ORDER.()
where SCUSIOME’R/EUSTUIIER_ID = §OUSTOMER ORDER/C_ID
return
<order>
<order id-{fn:data(fCVSTOMER ORDER/OFDER_ID) }<forder id-
<customer idx{fn:daca(sCUSTOMER ORDERSC_ID) }<fcustomer id>
“order d.ate}{fn data(§CUSTOMER ORDER/ORDER, . DT }{.ford.er date:-
<ship_method-{fn: data§CUSTOMER ORDER/SHIP_METHOD_DSC) b</ship methods:
dlandluuj charge>{fn: data($CUSTOMER ORDER/HANDLING CHRG_AMT) }<.Fham|l1mj charge-
<subtotal>={fn:data(s(VSTOMER ORDER/SUBTOTAL_AMT) }</subtotal>
~<total order amount>-{fn:data(§CUSTOMER ORDER/TOTAL_OFDER_AMT) }<ftotal order amounti-
~“sale t,ax}{fn datalsCUSTOMER ORDER/SALE_TAX AMT) }<fsale tan-
<ship_to[fn:data(sCUSTOMER ORDER/SHIP_TO_NHM| }</ship_to> L]
<s]|1p to_name>—/ship to name-
<hill tox{fn: dataE$CUSTGME}2 ORDER/EILL_TO_ID) }</bill to
<estimated | ship date>{fn: data($CU5TOMER ORDER/ESTIMTED SHIP_DT) }<festimated ship date:-
<status>{fn:data|§CUSTOMER ORDER/STATUS) b</status>
{data_sourcerﬂ.ata_sour:e}
I3

for $CUSTOMER ORDER LINE ITEM in nsS5:CUSTOMER_ORDER_LINE_ITEM()
where SCUSTMR ORDER LINE ITEM/ORDER_ID eqg SCUSTO}'ER ORDER/ORDER_ID
return
<order linex
<1ine id-{fn:data | §CUSTOMER ORDER LINE ITEM/LINE ID) }<fline id=
<order_id-{fn:data(§CUSTOMER ORDER LINE ITEM/ORDER_ID) }</forder id>
<product_id-{fn:data(§CUSTOMER ORUER LINE ITEM/FROD_ID) }</product id>
<product>{fn: data | §CUSTOMER OFDER LINE ITEM/PROD_DSC))</fproducts
<yuantity>({fn:data|sCUSTOMER OEDER LINE TTEM/QUANTITY) }<feuantitys
<price-{fn:data|$CUSTOMER OFDER LINE ITEM/PRICE)}</price-
=status-{fn:data(sCUSTOMER ORDER LINE ITEM/STATUS) }</status>
<forder linex - - -
+
<forder>
¥
<jorders>
“oreditrating-
<rating-frating-
<customer id><fcustomer id-
<.h:redltrat1ng>
<valuation?>
<valuation date><fvaluation date> I i

Kl [

Design Wievs | %Query Editor Wiew | Source View |Test View | Query Plan Yiew

Figure 4-7  Source Code for Data Integrated with WHERE Clauses and Parameters
7. Test the results, by completing the following steps:

a. Build the DataServices project.

b. Open CustomerProfile.ds in Test View.

c. Select getAllCustomers() from the function drop-down list.

d. Set the element (by path) option to CustomerProfile/customer.

e. Click Execute. (You do not need any parameters.)

f.  Expand the nodes and confirm that you can retrieve order line information integrated with

order information, similar to that displayed in Figure 4-8. (You can use customer_id =
CUSTOMERS to verify this information).

g. Click Edit.

Navigate to the Orders node for CUSTOMER3 and update handling_charge information by

double clicking the element content (the 6.8 value).
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Lab 4.3

i.  Confirm changes by pressing Submit button.

j- Verify that the update was done successfully by re-executing getAllCustomers() function and

navigating to order information for CUSTOMER3.

CustomerProfile.ds - {DataServicesHCustomerManagement) E3

Select Function:

‘B getAlCustomers() ‘ - |

Parameters

Murmber  Element (by path)
) -]

Limit elements in array resuits to:

[ start Clignt Transaction [] Walidate Results

Result: Text

- <nslArrayOFCustomerProfile xmins:ns0="http:/ftemp.openuri, org/DataServices/schemas/CustomerProfile xsd" = [«]
- «nsD:CustomerProfile W
~+ <customer >
=+ <custamer =
+ <customer >
- <customer >
<customer_jid> CUSTOMER3 </customer_id>
<first_name= Britt «ffirst_name =
<last_name > Pierce <flast_name:
<customer_since> 2001-10-01 </customer_since >
<email_address> JOHN_3@att.com <jemail_address=
<telephone_numbert > 9287731259 <ftelephone_number >
<ssn> 647-73-1259 <[ssn>
<birth_day> 1952-05-09 <jbirth_day>
<default_ship_methad> PRIDRITY-1 <fdefault_ship_method =

<email_notification> 1 </email_notification> L]

<news_letter> 0 <fnews_letter>

<online_skatement> 1 <fonline_statement:>

<login_id> Britt </login_id=

- <orders >

- <order >

<order_jd> ORDER_3_0 <forder_id>
«customer_id> CUSTOMER3 </customer_id>
<order_date: 2001-10-01 <forder_date>
«ship_method> PRIORITY-1 <jship_method>
<handing_charge= 17.5 <fhanding_charge:
<subtotal> 649.85 </subkotal=
<total_order_amount> 656.65 «ftatal_order_amounts
<sale_tax> 0 <jsale_tax:>
«ship_to> Britt Pierce </ship_tox
<ship_to_name />

<hil _tax CC_3_1 </bill_ta= hd

Figure 4-8 Order Line Data Integrated Within Order Information

Creating a Parameterized Function

Adding a parameter to a function ensures that the consuming application can access specific user-

defined data, such as an individual customer’s profile information.

Objectives

In this lab, you will:

Add a new function, getCustomerProfile().
Add a for node based on the getAllCustomers() function.

Set the context for nested elements within the logical data service.
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Instructions

1. In Design View, create a new function for the CustomerProfile data service, and name it
getCustomerProfile().

2. Click getCustomerProfile() to open XQuery Editor View for that function.
3. In the Data Services Palette, expand CustomerManagement\CustomerProfi le data service.

4. Drag and drop getAllCustomers() into the XQuery Editor View. You should see a new for node.
For: $CustomerProfile, with its shape defined by the CustomerProfile logical data service’s
getAllCustomers() function.

CustomerProfile.ds - {DataServicesH CustomerManagement!, 4
-B gatCustomerProFiIa()l -
SqFor: §CustomerProfile & U @Return sl
[ customer * z D B-List z
customer _id skring 0] [= CustamerProfile
first_name string 0] [=] customer +
last_name string customer _id skring
customer _since 7 date first_name string
email_address 7 string last_name string
telephone_number 7 string customer_since ¥ date
ssn 7 skring email_address 7 string
birth_day 7 date telephone_number 7 string
default_ship_method 7 string ssn 7 skring
email_notification ¥ short birth_day 7 date
news_letker ¥ short default_ship_method 7 string
online_statement ¥ short email_notification ¥ short
login_id string news_letker ¥ short
[} orders ¥ online_statement 7 shart
El-order * [k lngin_id string
arder_id string [} orders ¥
customer_id string o] [=l-order *
arder_date date arder_id string
ship_methad string customer_id string
handling_charge decimal arder_date date
subtotal decimal ship_method string
total_order_amount decimal handling_charge decimal
sale_tax decimal subtotal decimal
ship_to string total_order_amount decim
ship_to_name string sale_tax decimal
bill_ta string ship_to string
estimated_ship_date date ship_to_name string
skatus string bill_ta string
data_source string estimated_ship_date date
= order_line * skatus string
line_id string data_source string
order_id string 0] [=-order_line *
product_id string line_id string
product string order_id string
quantity decimal product_id string
price decimal product string
status string quantity decimal
[=1 creditrating price decimal
rating string il skatus string
cuskomer_id string N [=1 creditrating
[=1-valuation rating string |
waluation_date string E customer_jd string |
[ waluation 7
st st ctrinn =]

Figure 4-9 Complex Element Node

Note: In a previous lab, you defined getAllCustomers() to include a complex, nested customer element

associated with the customer _id element of the SCUSTOMER ORDER_LINE ITEM source. You
must set the context of the $CustomerProfile source node to point to the customer element because
customer_id uses a string parameter for filtering.

5. Create a parameter by completing the following steps:
a. Right-click an empty space in XQuery Editor View.
b. Select Add Parameter.
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c. Enter CustomerID in the Parameter Name field.
d. Select xs:string from the Primitive Type drop-down list.

e. Click OK.

Add Parameter... §|

Parameter Mame | CustomerID |

Specify the type of the parameter

) Complex Tvpe

Figure 4-10 Add Parameter

Note: You may need to move the $CustomerProfile node to make the parameter node visible.

6. Create a complex, overwrite mapping, by completing the following steps:
a. Press Ctrl.

b. Drag and drop the $CustomerProfile customer* element onto the customer+ element in the
Return type. (The Return type will change.)

7. Create a join: Drag and drop the parameter’s string element onto the customer_id element of the
$CustomerProfile source node. This joins the string parameter to the $CustomerProfile source node
and creates a function that will return data based on the user-specified parameter. (You will see this
in action in the next lab.)
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Figure 4-11 Data Source Node and Parameter Joined

8. Select the Source View tab and confirm that the XQuery code for the getCustomerProfile()
function is as follows:

declare function tns:getCustomerProfile($CustomerlID as xs:string) as
element(ns0O:CustomerProfile)* {

<ns0:CustomerProfile>

{
for $CustomerProfile in tns:getAllCustomers()/customer
where $CustomerlID = $CustomerProfile/customer_id
return
$CustomerProfile

}

</ns0:CustomerProfile>

9. Remove the asterisk * from the return type element(ns0:CustomerProfile)*, because this function,
as currently written, will return all customer profiles. Your source code should be similar to that
displayed in Figure 4-12.
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Figure 4-12 Source Code for a Parameterized and Complex Overwrite Mapped Function

10. Test the function, by completing the following steps:

a.

b.

Build your project.
Open CustomerProfile.ds in Test View.
Select getCustomerProfile(CustomerID) from the function drop-down list.

Enter CUSTOMER3 in the xs:string CustomerID Parameter field. (Note: The parameter is
case-sensitive.)

Confirm that you retrieved the requested information — customer, orders, and order line
items for Britt Pierce.
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CustomerProfile.ds - {DataservicesHCustomerManagemert}, X

Select Function:

‘-B getCustomerPrafils(CustomerID) |~ |

Parameters

xs!5tring CustomerID: | CUSTOMER3 |

Mumber  Element (by path)
Limit elerments in array results to:

[so -]

[ Start Client Transackion Validate Results

Result | (94 Results are valid, Text Wil

- <ns0:CustomerProfile xminsins0="hktp: | ftemp openur org/DataServices/schemas| CustomerProfile.xsd” =

>

- <customer >
<customer_id> CUSTOMER3 <jcustomer _id>
<first_name: Britt <jfirst_name>=
<last_name> Pierce <flast_name:
<rustomer_since> 2001-10-01 <Jcustomer_since =
«<email_address> JOHN_3@att.com <jemail_address
<telephone_number> 9287731259 <ftelephone_numbers>
<ssn> 647-73-1259 <fssn>
<hirth_day> 1952-05-09 </birth_day >
<default_ship_method> PRIORITY-1 </default_ship_method>
<email_notification= 1 <jemail_notification
<news_letter > O =/news_|etter>
<online_statement> 1 <fonline_statement =
<login_id> Britt </login_id>

- <aorders >

- <order >
<order_d> ORDER_3_0 <forder_id>
<eustomer_id> CUSTOMER3 </customer_id:
<order_date= 2001-10-01 =forder_date>
<ship_method> PRIORITY-1 <fship_method:
<handling_charge> 17.5 </handing_charge:>
<subkotal> 649.85 </subtokal>
<kotal_order_amount> 656.65 =ftotal_order_amount >
<sale_tax> 0 <jsale_tax>
<ship_to= Britt Pierce </ship_to>
<ship_to_name =
<hill_to> €C_3_1 =/bil_to>
<estimated_ship_date> 2001-10-03 <festimated_ship_date> =

Figure 4-13 Integrated Data Results

Lesson Summary

In this lesson, you learned how to:

Use the Data Services Palette to add physical and logical data service functions to a logical data
service, thereby accessing data from multiple sources.

Join data services by connecting source elements, thereby integrating data from multiple sources.

Use the Expression Builder to define a parameterized where clause.
Set the context for nested elements in the source node.
Create a complex override mapping.

Test parameterized data services to verify the return of integrated data results.
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Lesson

Objectives

Overview

5 Modeling Data Services

Any data service — physical or logical — can be placed in a model diagram. Model diagrams show:
The basic structure of data returned by each data service within the model.
Any functions associated with that data service.
Any relationships between data services.

The main purpose of the diagram is to help you envision meaningful subsets of the model, but it can
also be used to define new artifacts or edit existing artifacts.

After completing this lesson, you will be able to:

Create model diagrams and add data source nodes to the diagram.
Confirm relationships inferred during the Import Source Metadata process.

Define new relationships between data services and modify relationship properties.

Model diagrams show how various data services are related. Models can represent physical data
services, logical data services, or a combination.

Each physical model entity represents a single data source. In the case of relational sources, you can
automatically generate physical models that are representative of data sources. After being generated,
physical data services can be integrated with other physical or logical sources in the same or new
models. Physical model types use a key icon to identify primary keys.

Logical data model entities, which are discussed in detail in the Data Service Developer’s Guide,
represent composite views of physical and/or logical models.

Within the model diagram, data services appear as boxes. Relationships are represented by annotated
lines between two data services. Each side of the relationship line represents the role played by the
nearest data service. The annotations for each relationship include the following:

Target Role Name. By default, the target role name reflects the name of its adjacent data service.
You can modify the target role name to better express the relationship, which is particularly useful
when there are multiple relationships between two data services.

Cardinality. A relationship can be zero-to-one (0:1 or 1:0), one-to-one (1:1), one-to-many (1:%) or
many-to-many (7:n). For example, a customer can have multiple orders, therefore, the relationship
should be 1:n (customer:orders).

Directionality. A relationship can be either unidirectional or bidirectional. If unidirectional, data
service @ can navigate to data service b but b does not navigate to a. If bidirectional, data service @
can navigate to b and b can navigate to a.

A data service’s navigation functions determine the relationship’s cardinality and directionality.
Arrowheads indicate possible navigation paths.
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DSP model diagrams are very flexible; they can be based on existing data services (and corresponding
underlying data sources), planned data services, or a combination. Using models you can easily
manage multiple data services as well as identify needs for new data services. You can also create and
modify data service types directly in the modeler and inspect data services.
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Figure 5-1 Model Diagram for Physical Data Services

Lab 5.1 Creating a Basic Model Diagram for Physical Data Services

Modeling data services begins by adding individual data services to a diagram.

Objectives

In this lab, you will:

Create a diagram that you will use to model relationships between physical data services.
Add the ApparelDB and CustomerDB physical data services to the model diagram.

Confirm relationships “captured” during the Import Source Metadata process.

Instructions
1. Create a new folder in the DataServices project and name it Models.
2. Create a new folder in the Models folder and name it Physical.
3. Create a blank model diagram, by completing the following steps:
a. Right-click the Physical folder.
b. Choose New — Model Diagram.

c. Select Data Service — Model Diagram as shown in Figure 5-2.
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New File 3
Al B8 Model Diagram
(1) Business Logic {2 Data Service
[__1 Data Service S:D %Query Function Library

[C) Web Services
[Z) Web User Interface
[Z) Comman

File name:| ApparelDE_Physical Model.md |

Createin:  {DataServicest Model\Physical’,

Create a new rmodel diagram.

Figure 5-2 Create Model Diagram

d. Enter ApparelDB_Physical_Model in the File name field.

e. Click Create. A blank workspace opens, which you can used to construct the model diagram.

4. Add the ApparelDB and CustomerDB physical data services to the model by dragging and
dropping the following data service files from the Application pane into the model:

Data Service File Located In:
CUSTOMER_ORDER.ds DataServices\ApparelDB
CUSTOMER_ORDER-LINE_ITEM.ds DataServices\ApparelDB
PRODUCT .ds DataServices\ApparelDB
ADDRESS.ds DataServices\CustomerDB
CREDITCARD.ds DataServices\CustomerDB
CUSTOMER.ds DataServices\CustomerDB

Notice that relationships between some data services already exist. These relationships were
automatically generated during the Import Source Metadata process, and are based on the foreign
key relationships defined in the underlying database.
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Figure 5-3 Model Diagram for a Physical Data Service

Lab 5.2 Modeling Relationships Between Physical Data Sources

The next step in data service modeling is to define additional relationships, beyond any relationship
that was automatically generated during the import source metadata process.

A relationship is a logical connection between two data services, such as the CUSTOMER and
CUSTOMER ORDER data services. A relationship exists when one data service retrieves data from
another, by invoking one or more of the other data service’s functions.

A data service’s navigation functions determine the relationship’s cardinality and directionality.
Arrowheads indicate possible navigation paths. Directionality can be either one directional or
bidirectional.

Objectives

In this lab, you will:

Define a relationship between the CUSTOMER and CUSTOMER _ORDER nodes, thereby
creating a navigational function between the two nodes.

Modify the relationship properties to enable a “1:0 or many” relationship.

Instructions

1. Drag and drop the top-level CUSTOMER element onto the top-level CUSTOMER ORDER
element. The Relationship Properties dialog box opens.

2. In the Relationship Properties dialog box, modify the cardinality properties of the CUSTOMER
and CUSTOMER_ORDER data services, by completing the following steps:

a. Select 0 from the Min occurs drop-down list.
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b. Select n from the Max occurs drop-down list.

The relationship cardinality is now "1:0 or many" between the CUSTOMER and
CUSTOMER_ORDER data services. In other words, one customer can have none, one, or any

number of orders.

3. Click Finish.

Note: In subsequent lessons, you will use additional features of the Relationship Properties dialog
box to customize relationship properties.

" Relationship Properties

Relationship CUSTOMER. -> CUSTOMER _ORDER

3

Relationship CUSTOMER_ORDER -2 CUSTOMER

rDataService CUSTOMER:

Target Role name: CIUSTOMER_ORDER|

Min occurs:

-
‘I

Max occurs:

Min occurs:

Max occurs:

rDataService CUSTOMER_ORDER.:

Target Role name: | - sToMER

|+

|~

‘ Mexk || Finish || Cancel |

Figure 5-4 Relationship Properties — Cardinality

Note: It may take a few seconds to generate the relationship line.
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4. Save all files.

5. Open CUSTOMER .ds in Design View. The file is located in the DataServices\CustomerDB
folder.

6. Confirm that the CUSTOMER data service includes a new relationship with the
CUSTOMER_ORDER data service, using the getCustomer Order() function.

CUSTOMER.ds - {DataServicesH|Customer DB} %
CUSTOMER Data Servics B
@ CUSTOMER
E CUSTOMER @ CUSTOMER_ID xs:sking
@ FIRST_NAME xsistring
@ LAST_NAME xs:string
SHADDRESS @ CUSTOMER_SINCE xs:date
@ EMAIL_ADDRESS xs:string
@ TELEPHONE_NUMBER  xs:string
@ SSM? xsistring
QEtCUSTOMER. ORDER © BIRTH DAY ? wsidste
(@ DEFAULT_SHIP_METHOD 7 xs:string
@ EMATL_NOTIFICATION 7 xs:short
@ MEWS_LETTTER ? xs:short
(@ ONLINE_STATEMENT ? xs:short
@ LOGIN_ID? xsistring
[
(1] ] D
[ Design View [ #Query Editor Wiew | Source Yiew | Test Wiew | Query Plan Visw |

Figure 5-6 Design View of Added Relationship Function
7. Open CUSTOMER_ORDER.ds in Design View. The file is located in DataServices\AppareIDB.

8. Confirm that the CUSTOMER ORDER data service includes a new relationship with the
CUSTOMER data service, using the getCustomer() function.

CUSTOMER_GRDER. ds - {DataServicestiapparsiDB), B3
12" CUSTOMER_ORDER Dats Service E
Bl @ CUSTOMER_ORDER
CUSTOMER_ORDER ? ORDER_ID xsistring
@ CID xsistring
(@ ORDER_DT xs:date
QetCUSTOMER: @ SHIP_METHOD_DSC  xs:string
@ HANDLING_CHRG_AMT  xs:decimal
@ SUBTOTAL_AMT  xs:decimal
(@ TOTAL_CRDER_AMT xs:decimal
etCUSTOMER ORDER LINE ITEM © SALE_TAX_AMT xsidechral

O SHIP_TO_ID xsisking
@ SHIP_TO_MM  xs:string
@ BILL_TO_ID xs:string
@ ESTIMATED_SHIP_DT  xs:date
@ STATUS xsishing
@ TRACKING_NO ? xs:string
@ DATE_INT 7 xs:long

(1] ] D]

['| Design Yiew [XGuery Editor View | Source View | Test Yiew | Query Flan ¥iew |

Figure 5-7 Design View of Added Relationship Function
9. (Optional) Create a relationship between CUSTOMER and CREDIT_CARD data services.
10. (Optional) Close all open files.
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Lesson Summary

In this lesson, you learned how to:

Create model diagrams and add data source nodes to the diagram.
Confirm relationships inferred during the Import Source Metadata process.

Define relationships between data services.
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Lesson 6 Accessing Data in Web Services

Objectives

Overview

Lab 6.1

One of the data sources available with the samples installed with DSP is a Web service that provides
customer credit rating information. In this lesson, you will generate a physical data service that can be
integrated into the CustomerProfile logical data service.

The process for creating a data service based on a Web service is similar to importing relational
database source metadata. The difference is that DSP uses the WSDL (Web services description
language) metadata to introspect the Web service’s operation and generate the data service.

After completing this lesson, you will be able to:

Import a WSDL.
Use the WSDL to generate a data service.
Test the Web service by passing a SOAP request body as a query parameter.

Use a logical data service to invoke the Web service and retrieve data.

A Web service is a self-contained, platform-independent unit of business logic that is accessible to
other systems on a network. The network can be a corporate intranet or the Internet. Other systems can
call the Web services’ functions to request data or perform an operation.

Web services are increasingly important resources for global business information. Web services can
facilitate application-to-application communication and are a useful way to provide data, like stock
quotes and weather reports, to an array of consumers over a corporate intranet or the Internet. But they
take on additional new power in the enterprise, where they offer a flexible solution for integrating
distributed systems, whether legacy systems or new technology.

WSDLs are generally publicly accessible and provide enough detail so that potential clients can figure
out how to operate the service solely from reading the WSDL file. If a Web service translates English
sentences into French, the WSDL file will explain how the English sentences should be sent to the
Web service, and how the French translation will be returned to the requesting client.

Importing a Web Service Project into the Application

When you want to use an external Web service from within WebLogic Workshop, you should first
obtain that service’s WSDL file. In this lab, you will use the WSDL for a Web service project that was
created in WebLogic Workshop.

Objectives

In this lab, you will:

Import the CreditRatingWS Web service into your sample application. This Web service provides
getCreditRating() and setCreditRating() functions for retrieving and updating a customer’s credit
rating.

Run the Web service to test whether you can retrieve credit rating information.
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Instructions

1. Import a Web service into the DSP-enabled application, by completing the following steps:

a.

b.

Choose File — Import Project. The Import Project — New Project dialog box opens.

Select Web Service Project.

Caution: Make sure that you select a project of type Web service. If you select another project type,
then the CreditRatingWS application may not work correctly.

C.

d.

In the directory field, click Browse.

Navigate to <beahome>\weblogic81\samples\LiquidData\EvalGuide.
Select CreditRatingWS and click Open.

Make sure that the Copy into Application directory checkbox is selected.

Click Import and then click Yes when the confirmation message to update your project
appears.

Import Project - New Project

Al

C1EE

(] Business Lagic
(] Data Service

(] Partal

(] Process

(] Schema

] Web Services

[C] web User Interface

@ Web Service Project

lame;

Directary: | :a'l,weblogicSl'|,sam|:u|es'l,quuiddata'l,EvaIGuide'l,CreditRatingWS| IBrowse... |

Copy into Application directary,

| CreditRatingis |

Creates a new web service project.

Figure 6-1 Import Web Services Project

2. Inthe Application pane, verify that the following items were imported:

A CreditRatingWS project folder containing:

A controls folder, within which are the CreditRatingDB. jcx control and
CreditratingDBTest. jws Web service.

A credit rating folder, within which is the Web service folder that contains the
CreditRating. java file.

A WEB-INF folder.
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{29 Evaluation
= (=¥ CreditRatings
=29 controls
A creditRatingDB. jox
4 CreditRatingDBTest jws
=129 creditrating
() webservice
=-zd WEE-TNF
1 -pageflow-struts-gener ated
[ classes
Calb
|<__?| netui-tags-databinding. tld
|<_j netui-tags-databinding. tldx
|<_j nekui-tags-htrml. tid
|<—j netui-tags-htrl. Eldx
|<—j netui-tags-template. td
Fj netui-tags-template. tldx
walidation_1_1.dtd
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|<—_§| web,zml
|<—j wehlogic, xml
Fj wihw-config.xml
(] DataServices
(1) EvaluationDataServices
£ Madules
() Libraries
(3 Security Raoles

Figure 6-2 Web Service Project

3. Open CreditRatingDBTest.jws in Design View. This file is located in
CreditRatingWS\controls. The Web service diagram should be as displayed in Figure 6-3.

CreditRatingDBTest, jws - {CreditR.atingwsiHcontrols| X
‘1..% CreditRatingDBTest Web Service
getCreditRating
_I:I:>—D sebiCreditRating e diETEES
getCreditRating =
setCreditRating
Mermber Yariables
| Diesign Yiew [Source View |

Figure 6-3 Design View of Credit Rating Web Service
4. Test the imported Web service, by completing the following steps:
a. Click the Start icon 2, or press Ctrl + F5, to open Workshop Test Browser.
b. Enter CUSTOMERS3 in the customer _id field.
c. Click getCreditRating. The requested information displays in Workshop Test Browser.
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Lab 6.2

) Workshop Test Browser

4= = @ < || hetp:lacalhost:7001/CredicRatingwscontrals/CreditR atingDBTest, is? EXPLORE=. TEST

[Owerview | [Consale] [ Test Form | [TestXML]| hiip:/localhost;7001 ACreditRating/S /controls/CreditRatingDB Test, jws

Test operations

Message Lo & Refresh

Log is empt

getCreditRating
sting customer_id: [customers ]

setCreditRating
setCreditRating is not supported on the Test Form page (HTTP-GET), please use the Test

XML page (HTTP-POST) ko ket this operation 3

Figure 6-4 Workshop Test Browser

d. Scroll down to the Service Response section and confirm that you can retrieve credit rating

information for CUSTOMER?3.

% Workshop Test Browser

« = [ < || httpifflocahost:7001jCredtRatingwSfcantrols/CrediRatingDE Test j1s? EXPLORE=, TESTELOGENTRY=D

Returned from context_onRelease on creditRatingDB
Submitted at Tuesday, March 22, 2005 12:31:20 PM PST

Context Event context_onReset on Control creditRatingDB
Subrmitted at Tuesday, March 22, 2005 12:31:20 PM PST
Method: com.bea.wlw.runtime. core contral. DatabaseCantrallmpl. context_onReset
Event source: context
Callstack:
creditRatingDE context_onReset()
creditRatingDE:context.onReset()

Returned from context_onReset on creditRatingDB
Submitted at Tuesday, March 22, 2005 12:31:20 PM PST

Service Response
Submitted at Tuesday, March 22, 2005 12:31:20 PM PST
<ns:CreditRating xmins:ns="http:/fwww.openuri.org/
srnlnsxsd="http: [ fumm w3, org[2001 ML Schema"
xmins:xsi="http:/ i, w3, org/2001 XML Schema-instance" >
<ns:Rating>600<jns:Rating>
<nsiCustomer_id>CUSTOMER3 <jns:Customer_id>
</ns:CreditRating>

< |

Figure 6-5 Web Service Results

Importing Web Service Metadata into a Project

WSDL is a standard XML document type for describing an associated Web service so that other
software applications can interface with the Web service. Files with the .wsdl extension contain Web
service interfaces expressed in the Web Service Description Language (WSDL).

A WSDL file contains all the information necessary for a client to invoke the methods of a Web

service:

The data types used as method parameters or return values.

The individual method names and signatures (WSDL refers to methods as operations).

The protocols and message formats allowed for each method.

The URLs used to access the Web service.

Objectives

In this lab, you will:

Import the CreditRatingWS source metadata via its WSDL, into the DataServices project, thereby

generating a new data service (getCreditRatingResponse.ds).

Confirm that the new data service includes the getCreditRating() function that you tested in the

previous lab.
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Instructions

1. In Workshop Test Browser, scroll to the top of the window.

2. Click the Overview tab.

~: Workshop Test Browser FE®

s PO m CWVER VIR Cea

Crasted by (LA Wabs
Lier

+ =+ O < || pjpocar al

s Web Service
| [Cwerview | [Console | [TestForm | [Testoil| hifp: K Aanirgls A LETest.iws

formation Sl Ot SOrVICes: i S propect
et ArGOBTise, ws Wb Service

Weh Service Description Language files

[ Complaia WL | This WEDL fike dhscribes the comphet public contract of CredifatingD8Test jws, inchding both
optrations and calbacks.

Wb Service Clients

[ Wby Cantiel | Source cock for 2 Servics Control that can be wsed by a WisbLoge Workshop wib sarvice 1
comnuncatn with this service.

[Javapmy | A 1R iy coraning Liva elin you can s 1 acoiss this wit sirvice a5 Sough it wire a
local v cliess.

lava package:! | | (Hafaut paciape: wablnge s provies)

[ Froey fuppartdmr | & JAR file containineg supsport clisses that ane reeded by all WebLogic web service Java Proxies.

Service Description

This wiks survice implermonts e Solkowing opir atices :
gelCredtRating
st CreditRatiog

This web service has no callbacks,
Useful links

To bearn biw 1o buikd & client proy that can tak to any service described by @ WEDL fike see Trvoking Wb Services”
For riore detaily on WSOL, see the WSDL Specification v1,1

For rore detaily on SOAP, see the SOAF Sgexdication v11

For rore detalls on XML paces, s e WIC Hamssipaces 1M,

For riore detalls on URLS, see BFC 2296

Figure 6-6 Workshop Test Browser Overview
3. Click Complete WSDL.

4. Copy the WSDL URI, located in the Address field. The URI is typically:
http://localhost:7001/CreditRatingWS/controls/CreditRatingDBTest.jws? WSDL~=

2 Workshop Test Browser :”E”.Z‘

« = @ < || httpi/flocahost:7001jCredtRatingwSfcantrols/CredtRatingDBTest jns?wSDL= o

£hea

~

<?uml version="1.0" encoding="utf-8" 7>

- zdefinitions xmins="http://schemas.xmlsoap.org/wsdl/"
zmins:conv="http:/ /www.openuri.org/2002/04/soap/conversation/"
zmins:cw="http:/ /www.openuri.org/2002/04/wsdl/conversation/"
zmins:http="http://schemas.xmlsoap.org/wsdl/http/"
zmins: jms="http:/ /www.openuri.org/2002/04/wsdl/jms /"
zmins:mime="http://schemas.xmlsoap.org/wvsdl/mime/"
zmins:s="http:/ /www.w3.0rg/2001/XMLSchema" smins:s0="http:/ /wwiw.openuri.org/"
zmins:soap="http:/fschemas.xmlsoap.org/wsdl/soap/"
zmins:snapenc="http://schemas.xmlsoap.org/soap/encoding/"

3

Figure 6-7 WSDL URI

5. Close Workshop Test Browser.

6. In Workshop: Close all open files.

7. Create a new folder within the DataServices project folder, and name it WebServices.

8. Import Web service source metadata into the WebServices folder, by completing the following
steps:

a. Right-click the WebServices folder.
b. Choose Import Source Metadata.
c. Choose Web Service from the Data Source Type drop-down list. Then click Next.
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http://localhost:7001/CreditRatingWS/controls/CreditRatingDBTest.jws?WSDL

& Select data source type
Data Source Type: | Web Service E |
[ ]
Figure 6-8 Web Service Data Source Type

d. Paste the copied WSDL URI into the URI or WSDL File box and click Next.

Fl Specify web service URI E]

URI or WSDL File: | ):,i,l’localhost:?DD1J‘CraditRatingWS,icontro\s,l’Cred\tRatingDETest‘]ws?WSDL=| | Browse... |
| Previous | ‘ Mext | | | | Canicel |

e. Expand the CreditRatingDBTestSoap and Operations folders.

f.  Select getCreditRating operation, and click Add to populate the Selected Web Service
Operations pane.

&% Select web service operations to import @

Avallable web service operations Selected web service operations
T e
[ £ CreditRatingDBTestSaap
[ Forts B (£ Operations
[ [ CreditRatingDETest50ap © getCrediRating
= [ Operations
@  setCreditRating [CRemove |
Remove Al
[Previous | [ mexe || || cancel |

Figure 6-9 Selected Web Service Operations

g. Do not select the getCreditRating procedure as the side effect procedure in the Select Side
Effect Procedures dialog box, and click Next.
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&2 Select Side Effect Procedures

Select Side Effect Procedure

Procedure

O getCr_edi}:Rating

|Previ0us || Mext || Finis || Cancel |

Figure 6-10Select Side Effect Procedures

h. Review the Summary information, which includes

Function name.

XML type, for Web service objects whose source metadata will be imported.

Name, for each data service that will be generated from the source metadata. (Any name
conflicts appear in red and must be resolved before proceeding. However, you can modify
any data service name.)

Add to Existing Data Service, to add the function to an existing data service.

Location, where the generated data service(s) will reside.

i.  Click Finish.
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2% Summary

The following data service(s) will be created. Edit suggested name(s) as needed.

Function Mame #ML Type Data Service Mame Add to Existing Data 5...
getCreditRating |getCreditRatingResponse | getCreditRatingResponse =

Location | C:\bealuser_projects\applications\Evaluation\DataServices\webServices | | Browse. .. |

| Previous | | I | | Finish | | Cancel |

Figure 6-11 Web Services Summary

9. Open getCreditRatingResponse.ds in Design View. This file is located in
DataServices\WebServices.

10. Confirm that there is a function called getCreditRating().

getCreditRatingRespanse ds - {DataServicesH webServices) ®
mgettreditRatingResponse Data Service E
@ getCreditRatingResponse
e B @ getCreditRatingResult 7 ope: CradiRating
@ Rating _pr e _int
@) Customer id? _p v e rshing
< ] []
| Design View [RGuery Editor View | Source View | Test View | Query Plan View |

Figure 6-12 Web Service Function Added
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Lab 6.3 Testing the Web Service via a SOAP Request

Extensible Markup Language (XML) messages provide a common language by which different
applications can talk to one another over a network. Most Web services communicate via XML. A
client sends an XML message containing a request to the Web service, and the Web service responds
with an XML message containing the results of the operation. In most cases these XML messages are
formatted according to Simple Object Access Protocol (SOAP) syntax. SOAP specifies a standard
format for applications to call each other’s methods and pass data to one another.

Note: Web services may communicate with XML messages that are not SOAP-formatted. The types of
messages supported by a particular Web service are described in the service’s WSDL file.

Objectives

In this lab, you will:

Use the getCreditRating() function and a SOAP parameter to test
getCreditRatingResponse.ds.

Review the results.

Instructions
1. Build the DataServices project.

2. Open getCreditRatingResponse.ds in Test View. (This file is located in
DataServices\WebServices.)

3. Select getCreditRating(x1) from the Function drop-down list.
4. Enter the following SOAP body in the Parameter field:
<getCreditRating xmlns="http://www.openuri.org/*>
<customer_id>CUSTOMER3</customer_id>

</getCreditRating>

Note: An alternative to adding the SOAP body in the parameter field is to create a template for the
input parameter by clicking Insert Template.

getCreditRatingRespanse.ds - {DataServices}HiwebServices), Es

Seleck Function:

[£] setcradiaatingtx1) -]

Parameters

tligetCreditRating  nl: Browse... | | Paste Result ‘ ‘ Insert Template ‘

<getCreditRating xmins="http: {fwww openur orgf"> [=]
<customer_id =CUSTOMERS <customer_idz
= /getCreditRating =

1 0]

MNurnber  Element (by path)
[ -]

Limit elements in array results ta:

[ start Client Transaction [] validate Results

Design Wiew | ®Query Editor Yiew | Source Yiew | Test Yiew [Query Plan Yiew

Figure 6-13 SOAP Parameter
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5. Click Execute.

6. Review the results, which should be similar to those displayed in Figure 6-14. Notice that only two

data elements are returned: the customer ID and the credit rating for that customer.

getCreditRatingResponse. ds - {DataServicesHWebServices) X
Select Function:
‘B getCreditRating{x1) | - ‘
Parameters
tligetCreditRating =1 Browse ‘ | Paste Hesu\tl ‘ Insert Template |
<getCreditRating xmins="http:/ fumm, openuri. orgf" > E

=customer_jd=CUSTOMER S <jcustomer_id>
<getCreditRating >

K| 0]

Number  Element {by path)

Limit elernents in array results to
EZH -]

[ start Client Transaction Validate Resuls

Result | [W4 Results are valid. Text ML

- <nsigetCreditRatingResponse xminsins="http:) fvwvw openuri,org/" =
- =ns:getCreditRatingResult xminsins="http: fvwvew,openuri.org” >
<nsiRating xmins:ns="http:{fwww.openuri.org/* = 600 <(ns:Rating>
<nsiCustomer_id xmins:ns="http: /jvww openuriorg” > CUSTOMER3 </ns:Customer_id>
= [nsigetCreditRatingResult >
<jns:getCreditRatingResponse >

Design Yiew | XQuery Editor View | Source View | Test view [Query Plan View

Figure 6-14 Web Service Results

Lab 6.4 Invoking a Web Service in a Data Service

You are now ready to use the Web service to provide the data that populates the CustomerProfile
logical data service.

Objectives

In this lab, you will:
Use the getCreditRatingResponse data service to populate the credit rating element in the
CustomerProfile data service.
Test the invocation.

Review the results.

Instructions

1. Open CustomerProfile.ds file in Source View. The file is located in
DataServices\CustomerManagement.

2. In the Source View, add the following namespace definitions, in addition to the ones already
defined for the CustomerProfile data service:

declare namespace
wsl=""lId:DataServices/WebServices/getCreditRatingResponse";

declare namespace ws2 = "http://www.openuri.org/";
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3. Open the creditRatingXQuery.txt file, located in
<beahome>\weblogic81\samples\LiquidData\EvalGuide in a text editor.

4. Copy the following code from the creditRatingXQuery . txt file:
{
for $rating in wsl:getCreditRating(
<ws2:getCreditRating>

<ws2:customer_id>{data($CUSTOMER/CUSTOMER_ID)}</ws2:customer_id>
</ws2:getCreditRating> )
return

<creditrating>
<rating>{data($rating/ws2:getCreditRatingResult/ws2:Rating)}</rating>

<customer_id>{data($rating/ws2:getCreditRatingResult/ws2:Customer_id)
}</customer_id>

</creditrating>
}
5. Inthe CustomerProfile.ds file, expand the getAllCustomers() function.

6. Insert the copied text into the section where the empty CreditRating complex element is located.
The empty complex element is as follows:

<creditrating>
<rating/>
<customer_id/>

</creditrating>

7. Confirm that the <creditrating> code is as displayed in Figure 6-15.

X

CustometProfile ds* - {DataServicesHCuskomerManagement)

<product>({fn: data(§CUSTOMER OFLER LINE ITEM/PROD_DSC) )</product> =]
<qquantity={fn: data(§CUSTOMER ORDER LINE ITEM/QUANTITY) }</fcuantitys
<pricex{fn:data(SCUSTOMER ORDER LINE ITEM/PRICE) }</pricex
<status>{En: data[SCUSTOMER ORDER LINE ITEM/STATUS)}</status:

<forder limex

+
<forder:>

<forders:>

“creditrating: D

r_id) }</customer id-

K1 0]
Design Wiew | #Query Editor Wiew | Source View | Test Yiew | Guery Plan View

Figure 6-15 Credit Rating Source Code
8. View the results, by completing the following steps:
a. Open CustomerProfile.ds in XQuery Editor View.

b. Select getAllCustomers() from the Function dropdown list. The function should be similar to
that displayed in Figure 6-16.
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CustomerProfile.ds* - {DataServicesHCustomerhanagement} B3
4] getalCustomers0)
S4For: §CUSTOMER vl et @ Return 1]
(5 CUSTOMER * ) B CustomerPrafile
CUSTOMER_ID string i O B-customer +
FIRST_NAME string i customer_id skring
LAST_WAME string T first_name string
CUSTOMER_SINCE date ast_name string
EMAIL_ADDRESS string customer_since 7 date
TELEPHONE_NUMBER. string - email_address ? string
SEM 7 string { telephone_number 7 string
BIRTH_DAYV 7 date L ssn? string
DEFAULT_SHIP_METHOD ? string birth_day 7 date
EMAIL_MOTIFICATION 7 shart | default_ship_method 7 string
HEWS_LETTTER 7 short t emai_notification ? short
ONLINE_STATEMENT ? short news. letter 7 short
LOGIN_ID 7 string online_statement ? short
login_id string
= E orders ?
— P|[=qFor: §CUSTOMER_ORDER 20—~ & 5 order *
=1 CUSTOMER,_ORDER. * [] order_id string
CORDER_ID string customer_id string
=49For: $rating & 0 C_ID string order_date date
(=] Input ORDER_DT date ship_method string
5 getCrediRating SHIP_METHOD_DSC string handing_charge decimal
customer_id ? string HANDLING_CHRG_AMT decimal subtotal decimal
[=4=] Output SUBTOTAL_AMT decimal total_order_amount dscimal
) getCreditRatingResponse TOTAL_ORDER_AMT decimal sale_tax decimal
=) getCreditRatingResult ? CreditRating SALE_TAX_AMT decimal ship_ta string
Rating int SHIF_TC_ID string ship_to_name string
Customer_id 7 string SHIP_TO_WM string bl to string
BILL_TO_ID string estimated_ship_date date
ESTIMATED_SHIF_DT date status string
STATUS string data_source string
TRACKING_NO ? string = @ = order_line *
= line _id string
~ order_id string
— P|=4For: §CUSTOMER_ORDER_LINE_ITEM  # O product_id string
E} CLISTOMER_ORDER,_LINE_ITEM * product string
LINE_ID string quantity decimal
CRDER_ID string price. decimal
PROD_ID string & status string
PROD_DSC string 9 B} creditrating
QUANTITY Integer rating string
FRICE decimal s customer_id string
STATUS string B waluation 7
waluation_date string
[} % waluation_tier string L
[
||| Expression Edor A
Design View | XQuery Editor View [Source Yiew | Test Yiew | Query Plan View

Figure 6-16 XQuery Editor View of a Web Service Being Invoked

c. Open CustomerProfile.ds in Design View. The Web service is listed as a data source, in
the right pane of the diagram.

CustomerProfile,ds* - {DataServicesyCustomer %

[ [} CustomerProfile Data Service |

E-@ CustomerProfile [=]
— - ApparelDB{CUSTO. .
el o et iU EOE RS 5 @ customer +
© customer_id xsdistring CUSTOMER OR
el Yt e Cuist et Prfile

© first_name  xsd:string

@ last_name  xsd:siring

@ customer _since ? xsdidate

@ emai_address 7 xsd:string

@ telephone_rumber ? xsdistring
@ ssn 7 xsdisking

© birth_day ? xedidate

(:) default_ship_method ? xsd:string CLSTOMER
@ emai_notification 7 xsd:short
© news_letter 7 xsd.short

@ online_statement 7 xsd:short

ApparelDE{CLSTO ...

CUSTOMER QR

CustomerDBJCLIST. ..

WebServicesigetc...

@ login_id xsd:sting getCreditRating
E @ orders?
E @ order®

@ order i xsdistring
@ customer_id  xsd:string
@ order_date xedidate =]

Design View [Reuery Editor View | Source Wiev | Test Yiew | Query Plan Yiew |

Figure 6-17 Design View of a Web Service Invoked in a Data Service
9. Test the data service by completing the following steps:

a. Build the DataServices project.

b. Open CustomerProfile.ds in Test View.

c. Select getCustomerProfile(CustomerID) from the Function drop-down list.
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d. Enter CUSTOMERS3 in the xs:string CustomerID field.
e. Click Execute.

f.  Confirm that you can retrieve the credit rating for Customer 3.

CustomerProfile. ds - {DataServices}\CustomerManagement)

Select Function:

[$5) aetCustomerPrafile{Customer D) [-]

Parameters

xsistring CustomerID: | CUSTOMERS

Mumber  Element (by path)
Limit elements in array results to:

[so0 ]

[ Start Client Transaction Walidate Resuls

Result | [+ Results are valid,

Text

ML

- <ns0:CustomerProfile xmins:ns0="http: //temp.openuri arg/DakaServicesischemas/CustomerProfile. xsd" =
- <customer >
<rustomer_id> CUSTOMERS <fcustomer_id >
<first_name> Britt </first_name:>
<last_name> Pierce <flast_name>
<cuskomer_since> 2001-10-01 <jcuskamer_since >
<emal_address > JOHN_3@att.com <femai_address>
<telephane_numbsr> 9287731259 < telephane_number s
<ssn> B47-T3-1259 <fssn=
<hirth_day> 1952-05-09 <fhirth_day>
«default_ship_method> PRIODRITY-1 <fdefault_ship_method>
<emall_natification> 1 </email_natification>
<news_letters 0 <jnews_lstter:
<online_statement> 1 <fonline_statement >
<login_id> Britt <flogin_id>
+ <orders »
- <creditrating >
<rating> BO0 <rating:
<rustomer_id> CUSTOMER3 </customer_id=
<Jereditrating:=
+ <valuation >
<fruskomer >
<fns0: CustomerPrafile =

| Design View | ¥Query Editar View | Source View | Test Yiew [Query Plan View |

Figure 6-18 Customer Profile Data Integrated with Web Service Credit Rating Data

10. Import the CreditRatingExitl. java file from the EvalGuide folder:

a. Right-click the WebServices folder.

b. Select Import option.

c. Navigate to <beahome>\weblogic81\samples\LiquidData\EvalGuide and select file

CreditRatingExitl.java for import. Click Import.

d. Build the DataServices project.

e. Open getCreditRatingResponse.ds; click on the header and change the UpdateOverride

Class property in the Property Editor to WebServices.CreditRatingExitl. (If the Property Editor is

not open, you can select it using the View menu Property Editor option.
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Figure 6-19 Selecting the Update Override Class

11. (Optional) Open the Output window to view the data sources used to generate the Test View
results. You should see the following statement, which indicates that data was pulled from the
invoked Web service:

Note: To perform this step, you need to enable auditing in the DSP Console.

Build | Oukput

4

<ns:Rating>700</ns: Rating>
<ns:Custoner id>CUSTOMER3< /ms:Custoner_ids
</ns:getCreditRatingResult>
</ns:getlfreditRatingResponse>
parameters:
<getlreditRating xmlns="http: //wmr. openuri. org/ ">
<customer_id-CUSTOMER3< /fcustomer_id:
</getfreditRatings
dataservice: ld:DataServices/WebServices/getCreditRatingResponse.ds
function: getCreditRating

commonftime
timestamp: Wed May 31 16:50:42 IST 2006
duration: 50

Kl

<ns:getCreditRatingResul > E

K| bl

Figure 6-20 Viewing the Data Sources in the Output Window

Lesson Summary

In this lesson, you learned how to:

Import a Web service project, locate its WSDL, and use that WSDL to generate a data source.
Test the Web service by passing a SOAP request body as a query parameter.

Use a logical data service to invoke a Web service and retrieve data.
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Lesson 7 Consuming Data Services Using Java

After a Data Services Platform (DSP) application is deployed to a WebLogic Server, clients can use it
to access real-time data. DSP supports a services-oriented approach to data access, using several
technologies:

Mediator API. The Java-based Mediator API instantiates DSP information as data objects, which
are defined by the Service Data Objects (SDO) specification. SDO is a proposed standard that
defines a language and architecture intended to simplify and unify the way applications handle
data.

Data Services Workshop Control. The Data Services Workshop control is a wizard-generated
Java file that exposes a user-specified data service function to WebLogic Workshop client
applications (such as page flows, portals, or Web services). You can add functions to the control
from data services deployed on any WebLogic server that is accessible to the client application,
whether it is on the same WebLogic Server as the client application or on a remote WebLogic
Server.

WSDL. WSDL-based Web services can act as wrappers for data services.

SQL. The Data Services Platform JDBC driver gives SQL clients (such as reporting and database
tools) and JDBC applications a traditional, database-oriented view of the data layer. To users of the
JDBC driver, the set of data served by DSP appears as a single virtual database, with each service
appearing as a table.

In this lesson, you will enable DSP to consume data through the SDO Mediator API.

Objectives

After completing this lesson, you will be able to:

Use SDO in a Java application.
Invoke a data service function using the untyped SDO Mediator API interface.

Access data services from Java, using the typed SDO Mediator API.

Overview

SDO is a joint specification of BEA and IBM that defines a Java-based programming architecture and
API for data access. A central goal of SDO is to provide client applications with a unified interface for
accessing and updating data, regardless of its physical source or format.

SDO has similarities with other data access technologies, such as JDBC, Java Data Objects (JDO), and
XMLBeans. However, what distinguishes SDO from other technologies is that SDO gives applications
both static programming and a dynamic API for accessing data, along with a disconnected model for
accessing externally persisted data. Disconnected data access means that when DSP gets data from a
source, such as a database, it opens a connection to the source only long enough to retrieve the data.
The connection is closed while the client operates on the data locally. When the client submits changes
to apply to the source, the connection is reopened.

DSP implements the SDO specification as its client programming model. In concrete terms, this means
that when a client application invokes a read function on a data service residing on a server, any data is
returned as a data object. A data object is a fundamental component of the SDO programming model.
It represents a unit of structured information, with static and dynamic interfaces for getting and setting
its properties.
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Lab 7.1

In addition to static calls, SDO, like RowSets in JDBC, has a dynamic Mediator API for accessing data
through untyped calls (for example, getString("CUSTOMER_NAME'")). An untyped Mediator API is
useful if you do not know the data service to run at development time.

The Mediator API gives client applications full access to data services deployed on a WebLogic server.
The application can invoke read functions, get the results as Service Data Objects, and pass changes
back to the source. To use the Mediator API, a client program must first establish an initial context
with the server that hosts the data services. The client can then invoke data service queries and operate
on the results as Service Data Objects.

Running a Java Program Using the Untyped Mediator API

An untyped Mediator API is useful if, at development time, you do not know the data service to run.

Objectives

In this lab, you will:

Add a Java project to your application.
Add the method calls necessary to use the Mediator API.

Review the results in the Output window and a standalone Java application.

Instructions

1. Add aJava project to your application by completing the following steps:
a. Right-click the Evaluation application folder.
b. Select Import Project.
c. Select Java Project.

d. Click Browse and navigate to
<beahome>\weblogic81l\samples\liquiddata\EvalGuide.

e. Select DataServiceClient, click Open, and then click Import.

2 WebLogic Workshop &‘

-] (@ ][ ][=][ 22 [ &

Loak In: |C| EvalGuide

[T AlterTable T Java

£ Consumews 21 1dap

(T CreditRatingws (2] MyPortal

£ Creditws (2 MyQueries

:| CustomerManagementWebAppC| OrderManagement
£ CustomerPageFlowstream (2] Samplews

T DataserviceClient (20 storedprocs
Cle=ib (2] Streaming

T excel (2] 5MLFiles

(T FlatFiles

Name: ‘C:\hEa\WEh\DqIEE1\SamD|ES\|IIJuIddata\EVH|GU\de\DataSENl(EChEnt

Typs:  [Al Files [~]

Figure 7-1 Importing Java Project

The Java project is added to the application, in the DataServiceClient folder. To use the Mediator API,
you need to add the method calls to instantiate the data service, invoke the getCustomerProfile()
method and assign the return value of the function to the CustomerProfileDocument SDO/XML bean.
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2. Open the DataServiceClient.java file, located in the DataServiceClient folder.
3. Insert the method calls necessary to use the Mediator API, by completing the following steps:

Note: The com.bea. Id.dsmediator.client API has been deprecated for the Data Service and
Data Service Factory functions. To work with Data Service and Data Service Factory functions, you
may need to change the import statement in Source View to import the
com.bea.dsp.dsmediator.client.DataService and
com.bea.dsp.dsmediator.client.DataServiceFactory APIs.

a. Locate the main method. You will see a declaration of the data service, a String params [ ], plus
the CustomerProfileDocument variable.

*

DataServiceClient.java® - {DataServiceClisnt
import com.bes.dsp.dsmediator.client.DataService; =]
import com.bes.dsp.dsmediator.client.DataServiceFactory;
import javex.naming.Context;
import javex.naming.InitialContext;
import javax.naning.NamingException:
import org.openuri.temp.dataServices.schenas. custonerProfile. CustomerProfilebocunent:
import org.openuri.tewp.datafervices.schemas.customerProfile. CustomerProfilebocunent. CustomerProfile:
import org.openuri.tewp.datalervices.schemas.customerProfile. CustomerProfilebocunent. CustomerProfile. Customer;
import org.openuri.tewp.datalervices.schemas.customerProfile. CustomerProfilebocunent. CustomerProfile. Customer. Orders:
import org.openuri.tewp.datafervices,schemas, custonerProfile, CustonerProfilebocunent, CustonerProfile, Custoner, Jrders, Orde
import org.openuri.tewp.datafervices,schemas, custonerProfile, CustonerProfilebocunent, CustonerProfile, Custoner, Jrders, Orde
import. wehlogic.jndi.Environment;

public class DataferviceClient

public static InitialContext getInitialContext(} throws NamingException {
Environment env = mew Enviromment();
env.setProviderUrl ("t3://localhost: T001");
env.setInitialContextFactory("weblogic. jndi . WLInitialContextFactory')
env.setiecurityPrincipal ("weblogic! )
env. setiecurityCredentials("weblogic" ) ;
return new InitialContextienv.getInitialContext().getEnvironment()):

}

public static void main [String args[]) {
System. out.println (' ——0o————— Data Serwice Client ———1);
String customer_id = "CUSTOMERS3" ;
if (args.length > 0)
customer_id = args[0];
try {

String params[] = {customer_id}:

Datafervice ds = null;
CustomerProfileDocument[] doc = mull;
System.out.printin("Connected to Liguid Data 8.2 : CustomerProfile Data Serwice ...");

Systew. out.printini" Custoner 1
Customer customer = doc[0].getCustomerProfile().getCustomerirray (0) 7 =]

Kl

Figure 7-2 Java Source Code
b. Confirm that the String params [ ], which is an object array consisting of arguments to be passed
to the function, is set as follows:
String params[] = {customer_id};
c. Construct a new data service instance, by modifying the DataService ds = null line. The Mediator
API provides a class called DataServiceFactory, which can be used to construct the new data

service instance. Using the newDataService method, you can pass in the initial JNDI context, the
application name, and the data service name as parameters. For example:

DataService ds = DataServiceFactory.newDataService(
getinitialContext(), // Initial Context
"Evaluation, // Application Name
"1d:DataServices/CustomerManagement/CustomerProfile"™ // Data Service Name
):

Note: You may need to remove in the return type in the getCustomerProfile() function
inside the CustomerProfile data service.

22 32)

d. Invoke the data service, by modifying the CustomerProfileDocument doc = null line, as shown in
the following code:
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CustomerProfileDocument[] doc = (CustomerProfileDocument[])

ds. invoke("'getCustomerProfile",params);

e. Specify the first element of the customer profile array by changing the following code:

Customer customer = doc.getCustomerProfile().getCustomerArray(0);

to

Customer customer = doc[0].getCustomerProfile().getCustomerArray(0);

Note: In AquaLogic Data Services Platform 2.1, the automatic creation of Arrayof functions has
been deprecated. Ensure that you change the code line in the //Show Customer Data section as

follows:

Customer customer = doc[0]-getCustomerProfile() .getCustomerArray(0);

f.  Review the inserted code and verify that it is similar to that displayed in Figure 7-3.

DataServiceClient. java™ - {DataServiceClient})

*

env. setProviderUrl("t3: //localhost: 7001")

env. setInitialContexcFactory ("weblogic. jndi. WLInitialContextFactory" ) :

env. setiecurityPrincipal ("weblogic" ) ;

env. setiecurityCredentials("weblogic")

return new InitialContextienv.getInitialContext().getEnvironmenti)):
}
public static void main (String args[]) {

String customer_id = "CUSTOMER3":

if (args.length > 0]

customer_id = args[0]:
try {

String params[] = {customer_id}:

A/ Data Ser

merProfileDocument[] doc rProfileDocument[])

"getCustomerProfile!

$¥stem. out.println|'———— Data Service Client —— ) ;

A INSERT CODE HERE to instantiete and invoke the data service. Store the return vaelue in CustomerProfileDocument

System.out.println("Comnected to Liquid Data 8.2 : CustomerProfile Data Service ..."):;

[«

Figure 7-3 Untyped Mediator APl Code Added

4. Review the code included in the //Show Customer Data and //Show Order Data sections. This code
will be used to retrieve customer information, all orders of that customer (order ID, order date, and
total amount) and the line items of each order (product ID, price and quantity). The code should be

similar to that displayed in Figure 7-4.

Data Services Platform: Samples Tutorial

88



DataserviceClient java* - {DataserviceClient},

%

#¢ INSERT CODE HERE to instamtiate end invoke the data service. Stors the retwrn value in Customerlrofilelocument

DataService ds = DataServiceFactory.newDataService|

getInitialContext(), // Initial Context

"Evaluation', // Application Name

"1d:DataServices/Customertanagenent fCustomerProfile’ / Dats Service Name
1

CustomerProfileDocument[] doc = ([CustomerProfileDocument[])
ds.invoke ("getCustomerProfile' , params):

Systen. out.println("Connected to Liguid Data 8.2 : CustomerProfile Data Service ..."):

ame() + ", " + customer.getFirstiame());

Kl

=

Figure 7-4 Customer and Order Code

5. Click the Start icon (or press Ctrl + F5) to compile your program (if a Confirmation message

regarding debugging properties appears, then click OK). It may take a few moments to compile the

program.

Note: WebLogic Server must be running. Confirm that the program returns the specified results by

viewing the results in the Output window (if the Output window is not open, choose View —

Windows — Output).

Build | Qutput . b
Trying to create process and attach to 13z5... -

Crhwbeayjrockitslspd_142_0S%biny javaw.exe -xdebug -xnoagent -Djawva.compilersNONE -Xrunjdwp:transpor|
Frocess started
Arttached successTully.
=————————————— Data Service Client —m—m———————
connected to Ligquid Data 2.2 @ customerProfile Data service ...

K1/

Customer
Customer NMame @ Pierce, Britt
orders
Order # ORDER_3_0 Date 2001-10-01 Total §656.65
Froduct # AFPPA_SH_4 Frice $z43.35 Quantity: 1
Product # APPA_SH_S Frice $293.55 quantity: 1
FProduct # APPA_BA_L Price §35.35 quantity: 1
Order # DROER_3_1 Date z001-11-18 Total §732.65
Product # APPA_SH_S Frice $z53.55 qQuantity: 1
Product # APPA_BA_L Price $as.3c qQuantity: 1
Product # APPA_BA_1 Price $xz5.35 Quantity: 1
Order # OROER_3_10 Date z003-01-09 Total §10%5.65
Product # APPA_GL_3 Price $3c5.95 Quantity: 1
Product # APPA_MN_3Z Price $43.39% Quantity: 1
Product # APPA_MM_4 Price $1z.9% auantity: 1
order # OROER_3_11 Date 2003-02-24 Total $119.65
Product # APPA_MN_3 Price $49,95 Quantity: 1
Product # APPA_MM_4 Price $1z.95 Quantity: 1
Product # APPA_MN_S Price $49.95 Quantity: 1
Order # DROER_3_12 Date z003-04-12 Total §108.65
Froduct # APPA_MN_4 Price $1z.3% Quantity: 1 E‘

Figure 7-5 Results: Output Window

6. (Optional) View the results in a standalone Java environment of your choice.

Note: To use the Mediator API outside of WebLogic Workshop, you need to add the following

files to your classpath:

WebLogic Libraries:
%\bea\weblogic81\server\lib\weblogic.jar

XML Bean:

%\bea\weblogic81l\server\lib\xbean.jar
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CustomerProfile classes:

%\bea\user_projects\applications\Evaluation\APP-
INF\lib\DataServices.jar

DSP Server Libraries:
%\bea\weblogic81\liquiddata\lib\ld-server-core.jar

DSP Client Libraries (including Mediator API):
%\bea\weblogic81\liquiddata\lib\ld-client._jar

Service Data Object:
%\bea\weblogic81\liquiddata\lib\wlsdo.jar

T R - -
[«

Microsoft Windows XP [Version 5.1.26881
{C> Copyright 1985-2881 Microsoft Corp.

IC:~Documents and Settings“mblancha>D:
D:>cd beasuser_projectshapplicationssdanubesEvaluationsDataServiceClient

D:vbeasuser_projectshapplicationssdanubes\Evaluation~DatafServiceClient>javac —d .
DataServiceClient. java

Mote: DataServiceClient.java uses or overrides a deprecated API.

Mote: Recompile with —deprecation for details.

D:“beasuser_projectshapplicationssdanubesEvaluation~DatafServiceClient>java DataS
erviceClient

= = Data Service Client

Connected to Liguid Data 8.2 - CustomerProfile Data Service ...

== = Customers ===

Connected to Liguid Data 8.2 - CustomerProfile Data Service ...

Order # ORDER_3_ 8
Product # APPA
Product # APPA
Product # APPA
Product # APPA

Order # ORDER_3_1
Product # APPA
Product # APPA
Product # APPA

Order # ORDER_3_18

Product # APPA_GL_3

Product # APPA

rders =
Date 2881-18-81

_SH_ S5 Price 5$299.

_BA_ Price
_=H_: Price
_BA_1 Price
ate 2881-11-16
_SH_& Price
_Ba_1 Price
_BA_1 Price
Date 2333—3%—@9

“MN_3

Total $656.65
5 Quantity: 1
Quantity:z 1
Quantity: 1
Quantity: 15

Quantity: 1
Quantity: 1

Qua ty: 1

Total $185.65
25 Quantit
Quantit

Product # APPA_MN_4
Order # ORDER_3_11 Date
Product # APPA_MN_3 P 49 .95 Quantit
Product # APPA_MH_4 Quantity
Product # APPA_MN_S Pri .95 Quantity:
Order # ORDER_3_12 Date 2883-B4-12 Total $189.65
Product # APPA_MN_4 Price 2.95 Quant
Product # APPA_MN_S Price Quantit
Product # APPA_MN_6 Price Quantity:
Order # ORDER_3_13 Date 28@3-B5-28
Product # APPA_MN_S Price % 25 Quantity:
Product # APPA_MN_6 Price Quantit
Product # APPA_MN_7? Price 25 Quantity:
Order # ORDER_3_14 Date 2883-87-14
Product # APPA_MN_6 Price 25 Quantit
Product # APPA_MN_7? Price Quantity
Product # APPA_MN_8 Price 95 Quantity: 1
Order # ORDER_3_2 Date 2802-81-82 Total $1283.65
Product # APPA_BA_1 Pri $99.95 Quantity:z 1
Product # APPA_BA_1 $325.95 Quantity
Product # APPA_BA_3 5850.95 Quantit

e e i )

1
i

Figure 7-6 Results: Standalone Java Environment
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Lab 7.2 Running a Java Program Using the Typed Mediator API

With the typed mediator interface, you instantiate a typed data service proxy in the client, instead of

using the generic data service interface. The typed data service interface may be easier to program and
it improves code readability.

In this lab, you will access data services from a Java client, using the typed SDO Mediator API. You
will be provided with a generated API for your data service, which lets you directly invoke the actual

functions as methods (for example, ds.getCustomerProfile(customer _id).

Objectives

In this lab, you will:

Build your application as an EAR file.

Build the SDO mediator client.

Add the SDO mediator client’s generated JAR file to your libraries folder.
Construct a DataServices instance and invoke the data service.

View the results in the Output window.

View the results in a standalone Java application.

Instructions

1. Build your application as an EAR file by completing the following steps:
a. Choose Tools — Application Properties and click Build.
b. In the Project build order section, place DataServices as the first project.
c. Clear the Project: DataServiceClient checkbox, because this is not required for the EAR file.
d. Click OK.
22 Application Proprtics =
j;“j:mg“a’“' Project build order
"
™ @] Frofct redthatnaws

Project: EvaluationDataServices

Selected projects are buik during an application buid,
deployed o the server, and included in a bulk EAR file.

EAR

File name; | Evaluation.ear |

Directory: | Dr\beaiuser_projectstapplicationsidanube\Evaluation, | \ Browse. . \

Export

Export ko Ant file

Figure 7-7 Project Build Order

2. Build the SDO Mediator Client, by completing the following steps:
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a. Right-click the Evaluation application and select Build Application from the pop-up menu.

b. Right-click the Evaluation application again and select Build SDO Mediator Client. A message
displays notifying you that an EAR file will be created.

c. Click Yes when asked whether you want to build an EAR file.

Note: This confirmation box appears only the first time you build the SDO Mediator Client. However,
to ensure that the latest EAR file is used while building the SDO Mediator Client, you must build the
EAR before you build the SDO Mediator Client.

d. Confirm that you see the following text in the Build window (if not open, choose View —
Windows — Build):

Generating SDO client APl jar...
clean:
de-ear:
build:

[delete] Deleting: C:\bea\user_projects\applications\Evaluation\Evaluation-1d-
client_jar

[mkdir] Created dir: C:\Documents and Settings\jsmith\Local Settings\Temp\wlw-
temp-53911\sdo_compile42918\client\src

[Java]l] May 2, 2006 6:41:26 PM com.bea.ld.context.MetadataContext getRepositoryRoot
[Java] INFO: 30 (ms)

[Java] May 2, 2006 6:41:27 PM com.bea.ld.wrappers.ws.JAXRPCWebserviceAdapter
<clinit>

[Java]l] WARNING: Unable to instantiate ServiceFactory. Please ensure that
Javax.xml_rpc.ServiceFactory property has been properly set.

[mkdir] Created dir: C:\Documents and Settings\jsmith\Local Settings\Temp\wlw-
temp-53911\sdo_compile42918\client\classes

[Javac] Compiling 12 source files to C:\Documents and Settings\jsmith\Local
Settings\Temp\wlw-temp-53911\sdo_compi le42918\client\classes

[Jar] Updating jar: C:\bea\user_projects\applications\Evaluation\Evaluation-1d-
client_jar

all:
Importing SDO client APl jar into application...

SDO client APl jar available as
C:\bea\user_projects\applications\Evaluation\Evaluation-ld-client.jar

Note: The drive information may be different for your application.

3. Construct a new data service instance and invoke the data service, by completing the following
steps:

a. Open the DataServiceClient. java file.

b. Replace the declaration of the DataService and CustomerProfileDocument objects with the
following (modified code is displayed in boldface type):

CustomerProfile ds = CustomerProfile_getlnstance(

getlnitialContext(), // Initial Context
"Evaluation" // Application Name
)

CustomerProfileDocument[] doc = ds.getCustomerProfile(customer_id);
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Note: In the case of typed mediator APIs, you specify whether you are retrieving a single object or
an array based on the data service function declaration. In the preceding example, to retrieve a
single object in the output, the doc object is used instead of doc[0].

c. Click Alt + Enter and select dataservices.customermanagement.CustomerProfile. This imports
the specified element.

d. Edit getlnitialContext () to suit your environment. Typically no changes are needed when
working through the tutorial on your local computer.

4. View the results in the Output window, by completing the following steps:
a. Click the Start icon (or press Ctrl + F5) to compile your program.
b. Click OK if a confirmation message asking if you would like to run DataServiceClient.

c. Confirm that the program return the specified results by viewing the results in the Output
window (if not open, choose View — Windows — Output).

Build | Cutput #
Trying to create process and attach to 1317... E

Divbeatjdikl4Z 05vbin' javaw.exe -Xdebug -Xnoagent -Djava.conpiler=NONE -Xrunjdwp:transport=dt_
Process started

Attached successfully.

== Data Service Client ==
Connected to Liguid Data 8.2 : CustomerProfile Data Serwvice ...
=============s========= [UFLOLerS =s===================
Connected to Liguid Data 8.2 : CustomerProfile Data Serwice ...
=== 0Orders ==

Order # ORDER_3_0 Date 2001-10-01

0]

Total #656.65

Product # APPA_SH_5 Price £299.95 Quantity: 1
Product # APPA EA 1 Price §99.595 Quantity: 1
Froduct # APPA 5SH 4 Frice 5$249.95 Quantity: 1
Product # APPA_Ba 1 Price £9.95 Quantity: 15
Order # ORDER_3_1 Date Z001-11-16 Total $732.65%
Froduct # APPA 5H 5 Frice $299.95 Quantity: 1
Product # APPA Bi 1 Price £99.895 Quantity: 1
Product # APPA_Ba 1 Price §325.95 Quantity: 1
Order # ORDER_3_10 Date Z003-01-09 Total $105.65
Product # APPA GL_3 Price £35.95 Quantity: 1
Product # APPA_MN_3 Price £49.95 Quantity: 1
Produnt. # APPA MN 4 Prine £12.05 Miantitw: 1 E

Figure 7-8 Results—Output Window

5. (Optional) Run your program in a standalone Java application to list customer orders. Note that you
must add the generated file (the typed data-service proxy, Evaluation-1d-client.jar) to the classpath,
along with the other libraries listed for Lab 7.1, (optional) step 7.
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Command Prompt

Microsoft Windows

AP [Uersion 5.1.26008]

(C» Copyright 1985-2881 HMicrosoft Corp.

C:~Documents and Settingssmbhlancha>D:

D=*>cd hea“user_projectssapplicationssdanube~Evaluation~DataServiceClient

D=“heauser_projects~applications~danube~Evaluation~DataServiceClient>javac —d .

DatafServiceClient. java

Mote: DataServiceClient.java uszes or overrides a deprecated API.

Mote:

Recompile with —deprecation for details.

D:=“hea*user_projectssapplications~danube~Evaluation~DataServiceClient>java DatasS

erviceClient

Data Service Client

Connected to Liguid Data 8.2 :
Customers
Connected to Liguid Data 8.2 =
Orders

Order # ORDER_3_8

Product # APPA_EH_5
Product # APPA_]

Product # APPA
Product # APPA
Order # ORDER_3_1

Product # APPA_SH_S
Product # APPA_BA_1
Product # APPA_BA_1

Order # ORDER_3_18

Product # APPA_GL_3
Product # APPA_MN_3
Product # APPA_MN_4

Order # ORDER_3_11

Product # APPA_MN

Date 2001-16-81
_ Price
1 Price
SH_4 Price
Ba_1 Price

Date 2801-11-16
Price
Price
Price
Date 2003-81-8%
Price
Price

Price
Date 2003-B2-24
3 Price

CustomerProfile Data Servic

CustomerProfile Data Service

Total %656.65
£299.95

£99 .95
$249 .95 tity:
$9.95% Quantity: 15
Total $732.65
£299 95
£99.95
$325 .95
Total $185.65
£35.95
54995
$12.95
Total $119.65
£49.95

Quantity: 1
1
Guantity: 1
Quantity: 1
Quantity: 1
Quantity:
Quantity:
Quantity:

Quantity:

Product # APPA_MN_4
Product # APPA_MN_S Price
Order # ORDER_3_12 Date 2003-84-12
Product # APPA_MN_4 Price
Product # APPA_MN_5 Price

Quantity:
Quantity:

Price

549 .95
Total $189.65
$12.95

Quantity:
549 .95

Quantity:

P b ek ek

Figure 7-9 Results—Standalone Java Application

Lab 7.3 Resetting the Mediator API

After Lab 7.2, you must remove the Evaluation_ld-client. jar file from your Libraries folder
because this JAR file will create inconsistencies in future lessons. You must also revert the method
calls to use the Untyped Mediator API.

Objectives

In this lab, you will:

Remove the Evaluation_Id-client.jar file from the Libraries folder.

Revert the method calls to use the untyped Mediator API.

Instructions
1. Delete the Evaluation-l1d-client. jar file by completing the following steps:
a. Expand the Libraries folder.
b. Right-click the Evaluation-lId-client.jar file.
c. Choose Delete from the pop-up menu.
d. Click Yes, when the confirmation message displays.
2. Revert the method calls to use the untyped mediator API, by completing the following steps:

a. Open the DataServiceClient.java file.
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b. Replace the declaration of the DataService and CustomerProfileDocument objects
with the following (modified code is displayed in bold):

DataService ds = DataServiceFactory.newDataService(

getinitialContext(), // Initial Context
"Evaluation", // Application Name
"1d:DataServices/CustomerManagement/CustomerProfile" // Data Service Name
):

CustomerProfileDocument[] doc = (CustomerProfileDocument[])

ds.invoke(*'getCustomerProfile’, params);;

System.out.printIn(*"Connected to Liquid Data 8.2 : CustomerProfile Data Service

-

Note: If your application name is different from Evaluation, locate “Evaluation” in the
newDataService() call and rename it to reflect the name of your application.

¢. Remove the import CustomerProfile statement.

d. Save your work.

Lesson Summary

In this lesson, you learned how to:

Set the classpath environment to use the SDO Mediator API.
Use the untyped and typed SDO Mediator API to access data services from Java.

Generate the specific client-side Mediator API for your data service.

Data Services Platform: Samples Tutorial 95



Lesson 8 Consuming Data Services Using WebLogic Workshop

Objectives

Overview

Lab 8.1

Data Service Controls

A Data Service control provides WebLogic Workshop applications with easy access to data service
functions.

After completing this lesson, you will be able to:

Install the Data Service Control in your application.

Create a Java page flow (. jpF) Web application file, using WebLogic Workshop.

A convenient way to quickly access DSP from a WebLogic Workshop application, such as page flows,
process definitions, portals, or Web services, is through the Data Service control.

The Data Service control is a wizard-generated Java file that exposes to WebLogic Workshop client
applications only those data service function that you choose. You can add functions to a control from
data services deployed on any WebLogic Server that is accessible to the client application, whether it
is on the same WebLogic Server as the client application or on a remote WebLogic Server.

If accessing data services on a remote server, information regarding the information that the service
functions return (in the form of XML schema files) are first downloaded from the remote server into
the current application. The schema files are placed in a schema project named after the remote
application. The directory structure within the project mirrors the directory structure of the remote
server.

When you create a Data Service control, WebLogic Workshop generates interface files for the target
schemas associated with the queries and then a Java Control Extension (.jcx) file. The .jcx file contains
the methods included from the data services when the control was created and a commented method
that, when uncommented, allows you to pass any XQuery statement to the server in the form of an ad-
hoc query.

Installing a Data Service Control

Data Service controls let you easily access data from page flows, process definitions, portals, or Web
services.

Objectives

In this lab, you will:

Import a Web project that will be used to demonstrate Data Service control capabilities.

Install a Data Service control.

Instructions
1. Right-click the Evaluation application folder.

2. Choose Import Project.
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Choose Web Project.

Navigate to <beahome>\weblogic81\samples\LiquidData\EvalGuide.

Select the CustomerManagementWebApp project and click Open.

Click Import, and then click Yes when asked whether you want to install project files.

Right-click the Evaluation application folder.

® N N kW

Choose Install — Controls — Data Service.

Note: The Data Service option will not display if you previously installed a Data Service control.

9. Expand the Libraries folder and confirm that the LiquidDataControl . jar file is installed.

|| Application *

'3 Evaluation

(3] CreditRatingws

EI CustomerManagement'webapp
DataserviceClient

(L) Dataservices

[C] EvaluationDataservices

(£ Madules

=29 Libraries

[=] DataServiceClient. jar

Q DataServices, jar

Q EvaluationDataservices, jar
[=] ld-server-app.jar

[=] LiquidDataContral jar

(3] Security Rales

e

H H

Figure 8-1 Data Service Control

Lab 8.2 Defining the Data Service Control
1. Create a new folder in the CustomerManagementWebApp Web project, and name it controls.
2. Define a new Java control as a Data Service control by completing the following steps:
a. Right-click the controls folder.
b. Choose New — Java Control.
c. Select Data Service.
d. Enter CustomerData in the File name field.
e. Click Next.

New Java Control &

Seleck a control ko extend or select Custom to create a new custom control:

@ Custam

[j Database
‘Weh Service
EI6 Control
5 M

<O Data Service
Tuxedao

24 applicationview E

C 1™

File name: CustomerData |
{CustamerManagementWebapp}h.. \

I Next I ‘ || Cancel |

Figure 8-2 Creating a New Java Control
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f.  Inthe New Java Control — Data Service dialog box, click Create.
Note: Do not change any default settings.

New Java Control - Data Service E|

5TEP 1

SlEEE Data Services Application (8 Current () Other

[oromee |

IPreuiousll | | Create || Cancel |

Figure 8-3 Creating a New Data Service Control

g. Inthe Select Data Service Functions box, expand the CustomerManagement and then the
CustomerProfile.ds folders.

h. Select getCustomerProfile().
i.  Press Ctrl.
j-  Select submitCustomerProfile().

k. Click Add and then click Finish.

&2 Select Data Service Functions E|

[1 .Met Enabled
BSelect one or more funckions ko add to the contral,
I_ ) DataServices submitCustomerProfile
B2 ApparelDE getCustomerProfile
&[] CustomerDB
= [C1) CustomerManagement
B ) CustomerProfile. ds
-E getallCustamers{)
-B getCustomerProfile)

J submitarravOfCustomerProfiled) -
Remove

J submitCustomerProfilel)
&[] ElectronicsDE
&[] ServiceDB
-1 WebServices

Figure 8-4 Selecting Functions for the Data Service Control

It will take a few moments for the project to compile. After compilation, you should see a Java-based

Data Service Control called CustomerData. jcx, with the following signatures:
getCustomerProfile() is a data service read function.

submitCustomerProfile() is a submit function for all the changes (inserts, updates, and deletes)
done to the customer profile and persisting the data to the data sources involved.
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Note: You can use the data service control that you define as any WebLogic Workshop control in a
workflow, a JPF, or a portal.

Lesson Summary

In this lesson, you learned how to:

Install the Data Service Control in your application.

Create a Data Service Control for a Web project, and then add functions from your data service into
the Data Service Control.
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Lesson 9 Accessing Data Service Functions Through Web
Services

A Data Service Control can be used to access data through a page flow, Web service, or business logic.
In the previous lesson, you created a Data Service Control and used it within a Web application’s page
flow. In this lesson, you will use that same Data Service Control to generate a .wsdl for a Web service
that can invoke data service functions.

Objectives

After completing this lesson, you will be able to:

Use a Data Service Control to generate a Web service for a data service.

Test the generated Web service and invoke data service functions through the Web service
interface.

Generate a .wsdl file for Web service clients.

Overview

A Web service is a set of functions packaged into a single entity that is available to other systems on a
network. The network can be a corporate intranet or the Internet. Other systems can call these
functions to request data or perform an operation.

Web services are a useful way to provide data to an array of consumers over the Internet, like stock
quotes and weather reports. But they take on a new power in the enterprise, where they offer a flexible
solution for integrating distributed systems, whether legacy systems or new technology.

Lab 9.1 Generating a Web Service from a Data Service Control

In the previous lesson, you created a Data Service Control, which enabled WebLogic Workshop to
generate a Java Control Extension (.jcx) file. This file contains the underlying data service’s method
calls. In this lab, you will use that Data Service Control to generate a Web service.

Objectives

In this lab, you will:

Generate a stateless Web service interface, through which you can access the Data Service Control.

Test the Web service to determine that it returns customer profile and order information.

Instructions
1. Expand the CustomerManagementWebApp and controls folders.
2. Right-click the CustomerData.jcx control.

3. Choose Generate Test JWS (Stateless). A new file, CustomerDataTest.jws, is generated. With this
Java Web Service (.jws) file, the Data Service Control methods are now available through a Web
service interface.
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|| Application

23 Evaluation
(3] AlterTabls
(3] CreditRatingws
=) 33 CustomerManagementiWebApp
=23 controls
S customerData.jox
& CustomerDataTest.jws

(£ CustomerPageFlow
(] resources
(] WEEB-INF
Controller . jpf
[ errorjsp
[Eindex.jsp
(22 DataServiceclient
() DataServices
(21 EvaluationDataServices
£ Modules
) Libraries

(3 Security Roles

Figure 9-1 Java Web Service File

4. Open the CustomerDataTest.jws file in Source View.

5. Click the Start icon (or press Ctrl+F5). Workshop Test Browser opens.

6. Enter CUSTOMERS3 in the string CUSTOMER ID field.

a Workshop Test Browser ‘-_HE‘FX‘
- =3 % H :jl\nca\hnst:7IJEI1fCustnmerManagamantw’ehAppicnntrnlsf(ustnmerDataTest.|ws?.EXPLORE:‘TEST| 'LI:B’I

CustomerDataTest.jws Web Service

hittp://localhost: 7001 /Customertanage mentittebdpp
controls/CustomerDataTest, jws

Created by B

[Overview | [ Console| [ Test Form | [ TestamL |

Test operations

=

submitCustomerProfile

submitCustomerProfile is not supported on the Test Form page (HTTP-GET),
please use the Test XML page (HTTP-POST) to test this operation

Message Lo Refresh

getCustomerProfile

orig CustomnerID: [CUSTowERs ]

[ geCusemerbrofile

Figure 9-2 Workshop Test Browser: Web Service

7. Click getCustomerProfile. The customer profile and order information for Customer 3 is retrieved.

8. View both the "Returned from" and "Service Response" results, which should be similar to that

displayed in Figure 9-3.
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& Workshop Test Browser

- = @ < || ustomerManagement WebAppcontrols/CustomerDataTest, jus?, EXPLORE=, TES T3 LOGENTRY=1 E‘Qﬂ‘
+ = getCustomerProfile CUSLONIET 10 = 05 | UMERS
El Clear Lo

~

Dperation getCustomerProfile
Submitted at Friday, May 5, 2006 2:00:19 PM 15T
Method: controls CustomerDataTest.getCustomerProfile
Arguments:

CustomerID | CUSTOMERS
Callstack:

gekCustomerProfila()

Dperation getCustomerProfile on Control customerData
Submitted at Friday, May 5, 2006 2:00:19 PM ST
Method: cantrols CustomerData,getCustomerProfile
Arguments:

CustomerID : CUSTOMERS
CallStack:

customerData.getCustomerProfile()

getCustomerProfile()

Returned from getCustomerProfile on customerData

Submitted at Friday, May 5, 2006 2:00:19 PM IST

Return value: =nsD:CustomerProfile

wrins:nsf="http: | ftemp. openuri.orgiDataServices/schemasiCustomer Profile. xsd" >

<customer>

<customer_id >CUSTOMERS <fcustomer_id:>
<first_name >Britk <ffirst_name>

<last_name>Pierce <flast_name:>

<customer _since >2001-10-01 </customer_since =
<email_address:>I0HN_3@yahao,com<email_address>
<kelephone_number >9287731259 «/telephone_number >
255N 2647-73-1259<fssn>

<hirth_day »1952-05-09</birth_day >
<default_ship_method >PRIORITY-1</default_ship_method>
<email_notification 1< /email_notification >

<news_lstter =0<news_letter >

<online_statement =1 < online_statement >
<login_id=Eritt <flogin_id >

<orders>

<order >

<order_id>0RDER_3_O<jorder_id:>

<customer_id >CUSTOMERS </customer_id:>
<order_date>2001-10-01<forder_date>
<ship_method=PRICRITY- 1 <fship_method:
<handling_charge>14.8=/handling_charge>
<subtotal 649,65 < /subtotal =
<hotal_order_amount »656.65 </tokal_order _amount >
<sale_tax >0<fsale_tax>

<ship_to>ADDR _3_0<|ship_to=

<ship_to_name >Britt

Pierce</ship_to_name:=

<bill ko>CC 3 1<bil ko b

Figure 9-3 Web Service Test Results

9. Close Workshop Test Browser.

Lab 9.2 Using a Data Service Control to Generate a WSDL for a Web Service

You can use the Java Web Service file to generate a WSDL. A WSDL file contains all of the
information necessary for a client to invoke the methods of a Web service:

The data types used as method parameters or return values.
The individual methods names and signatures (WSDL refers to methods as operations).
The protocols and message formats allowed for each method.

The URLs used to access the Web service.

Objectives

In this lab, you will:

Generate a .wsdl file, based on the Data Service Control.

(Optional) View the .wsdl file’s structure and source code.

Instructions
1. Right-click the CustomerDataTest.jws control.

2. Choose Generate WSDL File. The CustomerDataTestContract.wsdl is generated, which can be
used by other Web service clients.
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[ pplication (Fiss =

£ Evaluation
(3] CreditRatingws
= (38 CustamerManagementwebApp
B (23 controls
J tustomerData.jex
& CustomerDataTest.jws
[#7] customerDataTestContract.wsdl
=23 CustomerPageFlow
[E] customerBadDate. jsp
[E] customerDetail jsp
[IE] customerFarm. jsp
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Figure 9-4 New WSDL File

3. (Optional) Open the CustomerDataTestContract.wsdl file and explore the document structure and
source code.

|| Document Struckure bad

) definitions

B bypes

B schema

impart
element ; submitCustomerProfile
element ; submitCustomerProfileResponse
1 element ; getCustomerProfile
element ; getCustomerPrafileResponse

{2 2 e ]

1 complexType : ArrayOfProperties
[ complexType : Map

[ schema

message : submitCustomerProfileSoapIn

message : submitCustomerProfileSoapOut

message : getCustomerProfileSoapln

- message : getCustomerProfileSoapout

message : getCustomerProfileHttpGetin

message : getCustomerProfileHttpGetout

message : getCustomerProfileHttpPastin

message : getCustomerProfileHttpPostout

portType : CustomerDataTestSoap

portType : CustomerDataTestHitpGet

portType : CustomerDataTestHttpPost

binding : CustomerDataTestSoap

binding : CustomerDataTestHttpGet

binding : CustomerDataTestHttpPost

FEEEEEEEEEEEEEE

service : CustomerDataTest

Figure 9-5 Document Structure
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Lesson Summary

In this lesson, you learned how to:

Use a Data Service Control to generate a Web service for a data service.

Test the generated Web service and invoke data service functions through the Web service
interface.

Generate a .wsdl file for Web service clients.
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Lesson 10 Updating Data Services Using Java

One of the features introduced with Data Services Platform (DSP) is the ability to write data back to
the underlying data sources. This write service is built on top of the Service Data Object (SDO)
specification, and provides the ability to update, insert, and delete results returned by a data service. It
also provides the ability to submit all changes to the SDO (inserts, deletes, and updates) to the
underlying data sources for persisting.

Objectives

After completing this lesson, you will be able to:

Update, add to, and delete data from data service objects.

Submit changes to the underlying data sources, using the Mediator API.

Overview

When you update, add, or delete from data service objects, all changes are logged in the SDO’s change
summary. When the change is submitted, items indicated in the Change Summary log are applied in a
transactionally-safe manner, and then persisted to the underlying data source. Changes to relational
data sources are automatically applied, while changes to other data services, such as Web services and
portals, are applied using a DSP update framework.

Lab 10.1 Modifying and Saving Changes to the Underlying Data Source

Although the steps in the next three labs are different, the underlying principle is the same: When you
update, add, or delete from data service objects, all changes are logged in the SDO’s change summary.
When the change is submitted, items indicated in the Change Summary log are applied in a
transactionally-safe manner, and then persisted to the underlying data source. Changes to relational
data sources are automatically applied, while changes to other data services, such as Web services and
portals, are applied using a DSP update framework.

Objectives

In this lab, you will:

Modify customer data and save the changes to the SDO Change Summary log.
View the results in the Output window.
Invoke the submit() method of the Mediator API to save the changes to the underlying data source.

Verify the results in Test View.

Data Services Platform: Samples Tutorial 105



Instructions
1. Open the DataServiceClient. java file, located in the DataServiceClient project folder.

2. Change the first and last name of CUSTOMER3 from Brett Pierce to Joe Smith, by using the set()
methods of the Customer data object instance. You do this by adding the set() method to the //Show
Customer Data section (new code is displayed in boldface type):

Customer customer = doc[0].getCustomerProfile().getCustomerArray(0);
customer.setLastName(*'Smith™);
customer.setFirstName(*'Joe™);

System.out._printIn(’'Customer Name : " + customer.getLastName() +
", " + customer.getFirstName());

Note: The Arrayof function has been deprecated. Ensure that you modify
doc.getCustomerProfile() .getCustomerArray(0) to
doc[0] -getCustomerProfile() .getCustomerArray(0):

DataserviceClient java - {DataServiceClientH ®

CustonerProfileDocument[] doc = ([CustomerProfileDocument[])
ds. invoke ("getCustomerProfile', params):

Systenm. out.println("Connected to Ligquid Data 8.2 : CustomerProfile Data Service ...");

Systenm. out.println( Customer )
Customer tCustomerProfile () .getCustomerirray(0) ;

“{iJoe! ) ;

Systen. out.println("Customer Hame : i + customer.getLastName() + ", " + customer.getFirstName()): | -

Systen.out.printlni Orders » 3
Order[] order = customer.getOrders().getlrderArray();
for (int x=0; x<order.lengrh; x++) |
Gystem.out.println(® Order § " + order[x].getOrderId() +
" Date " + order[x].getOrderDate(] +
Total §" + order[x].getTotalOrderinount() );
Orderline[] orderline = order[x].getOrderLinehrray();
for (imt y=0; y<orderline.length; wH) {
System.out.println(" Product # " + orderline[y].getProductId() +
" Price §' + orderline[v].getPrice() +
" Quantity: " + orderline[¥].getQuantityi)

1

[ 1 D]

Figure 10-1set() Method Specified

3. Save your work.

4. Right-click the DataServiceClient project folder and choose Build DataServiceClient.
5. Click the DataServiceClient. java file’s Start icon (or press Ctrl + F5).
6

Confirm that the changes were submitted, by viewing the results in the Output window. (If the
window is not open, choose View — Windows — Output.)

Note: At this point, the changes only exist as entries in the SDO Change Summary Log, not in the data
source. You must complete the remaining steps in this lab to ensure that the underlying data source is
updated.
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Build | Cutput

Teying to create process and attach to 2056...

Frocess started
Attached successfully.

Connected to Data Serwvices Platform 2.0.1 : CustomerProfile Data Service ...

====================== [ustoner
Customer Name : 3mith, Joe
Orders
Order # ORDER_3 0 Date Z001-10-01 Total §656.65
Product # APPA SH 4 Price §249.35 Quantity: 1
Dyracdii-+ # ADDG 2H C Tvima &200 OC Maawvtd e 1

[N/

C:ibeatjrockitilspd 142 05vhintjawaw. exe -Xdebug -Xnoagent -Djava.compiler=NONE -Xrunjdwp:transport=df_sac

Figure 10-2 Change Results in Output Window

7. Invoke the Mediator API’s submit() method and save the changes to the data source, by using the
data service instance. The submit() method takes two parameters: the document to submit and the

data service name. You do this by adding the following code into the //Show Customer Data

section of the file:
ds.submit(doc);

8. Change the output code, as follows:
System.out.printIn(*’*Change Submitted");

DataServiceClient.java® - {DataserviceClient}) x
System.out.printlni C 1
S¥stew, out.printlng Orders 1:
Order[] order = customer.getOrdersi).getOrderdrray();
for (int x=0; x<order.length; x++ {
System. out.printin(" Order # " + order[x].getOrderId(] +
" Date " + order(x].getOrderDate() +
Total " + order[x].getTatalOrderiueunt() );
OrderLine[] orderline = order[x].getOrderLinehrray();
for (imt w=0; y<orderline.length; y++] {
System.out.println{" Product # ' + orderline[y].getProductId{) +
" Price 5" + orderline[y].getPrice() +
Quantity: ' + orderline[y].getiuantity(]
1
+
H
} catch (Exception e) {
e.printitackTrace():
}
+
}
K| 0]

Figure 10-3 submit() and Output Method Specified

9. Open DataServices\CustomerManagement\ CustomerProfile.ds in TestView.

10. Enter CUSTOMERS3 in the xs:string CustomerID field.

11. Click Execute. The result should change the customer name to Smith Joe.

Lab 10.2 Inserting New Data to the Underlying Data Source Using Java

You can use the Mediator API to add new information to the underlying data source, thereby reducing

the need to know a variety of data source APIs.

Objectives

In this lab, you will:

Add new data and save the changes to the SDO Change Summary log.
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Invoke the submit() method of the Mediator API to save the changes to the underlying data source.

Verify the results in Test View.

Instructions

1.
2.

In WebLogic Workshop open the DataServiceClient. java file.

Add a new item to ORDER_3 0 (the first order placed by CUSTOMER3), by using the
addNewOrderLine()method of the Order Item data object instance. You do this by inserting the
following code into the /Show Customer Data section, after System.out.println("Change
Submitted"):

// Get the order
Order myorder = customer.getOrders().getOrderArray(0);
// Create a new order item

OrderLine newitem = myorder.addNewOrderLine();

Set the values of the new order item, including values for all required columns. (You can check the
physical or logical .xsd file to determine what elements are required.) All foreign keys must be
valid; therefore, use APPA_GL 3 as the Product ID.

You do not need to setOrderID(); the SDO update will automatically set the foreign key to match
its parent because the item will be added as a child of ORDER 3 0.

To set the values, insert the following code above the /Show Order Data section of the Java file:

// Fill the values of the new order item
newitem.setLineld("'8™);
newitem.setProductld("'APPA_GL_3");
newitem.setProduct('Shirt");
newitem.setQuantity(new BigDecimal (10));
newitem.setPrice(new BigDecimal (10));
newitem.setStatus("'OPEN™);

Press Alt + Enter to enable java.math.BigDecimal.

Invoke the Mediator API’s submit method and save the changes to the data source, by using the
data service instance. (The submit() method takes: the document to submit as a parameter)
You do this by inserting the following code before the /Show Order Data section of the java file:
// Submit new order item
ds.submit(doc, "ld:DataServices/CustomerManagement/CustomerProfile.ds™);
System.out.printIn(**Change Submitted™);

Comment out the code where customer first name and last name were set, including call to submit
method

Confirm that the /Show Customer Data section of your java file is as displayed in Figure 10-4.
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Lab 10.3

¥

DataServiceClient.java - {DataServiceClient},

;" + custower,getFirstName(]);

ut.println('Change Submitted");

£ Show Order Data
System. out.println(" Orders I
Order[] order = customer.getOrders().getOrderdrray():
for (int x=0; x<order.length: x++ {
System.out.println(" Order # " + order[x].getOrderIdi) +
Date " + order[x].getOrderDate(] +
Total §" + order[x].getTotaldrderfmounc() ) E

[« [

Figure 10-4Java Code to Add Line Item
8. Open DataServices\CustomerManagement\ CustomerProfile.ds in TestView.
9. Enter CUSTOMER3 in the xs:string CustomerID field.

10. Click Execute. The result should contain the new order information.

Deleting Data from the Underlying Data Source Using Java

You can use the Mediator API to delete information to the underlying data source, thereby reducing
the need to know a variety of data source APIs.

Objectives

In this lab, you will:

Delete data and save the changes to the SDO Change Summary log.
Invoke the submit() method of the Mediator API to save the changes to the underlying data source.

Verify the results in Test View.

Instructions

1. In Workshop Test Browser, determine the new item’s placement in the array and subtract 1. For
example, if line item with line_id = 8 is the fifth item for ORDER 3 0, its order placement is 4.

2. Close Workshop Test Browser.

3. Inthe DataServicesClient. java file delete or comment out the code that added a new order
line item.
4. Add an instance of the item that you want to delete, by inserting the following code file:
// Get the order item
OrderLine myltem = customer.getOrders().getOrderArray(0).getOrderLineArray(4);

Note: The getOrderLineArray() is based on the item’s placement in the array. In this case, 8 is the
fifth item, making the variable 4. You should use the variable that is correct for your situation.

5. Call the delete method by inserting the following code:
// Delete the order item
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myltem.delete();

6. Submit the changes, using the Mediator API’s submit() method.
// Submit delete order item
" ds.submit(doc,);
System.out.printIn(**Change Submitted™);

7. Confirm that the code is as displayed in Figure 10-5.

DataServiceClient. java® - {DataserviceClisntH,

*

Systenm. out.printin('Connected to Liguid Data 8.2 : CustomerProfile Data Serwice ...");

A Show Customer Data
Systen. out.printini’ Customer
Customer customer = doc[0].getCustomerProfile().getCustonerdrray(0);

$ysten. out.println('Custoner Name : ' + customer.getLastName() + ", ' + customer.getFirstName());

getlrderLinedrrayid)

at1n (" Change Submitted

/¢ Show Order Data
Systen. out.println(’ Orders 1:
Order[] order = customer.getOrdersi).getOrderdrrayi):
for (imt x=0; x<order.length: x++) {
System. out.println(” Order # " + order[x].getOrderId() +
" Date ' + order[x].getOrderDatei) +
" Total %' + order[x].getTotalOrderimount() j;
Orderline[] orderline = order[x].getOrderlLinerray();
for (int y=0; y<orderline.length; w++) {
System. out.printlng’ Product # " + orderlinely].getProductId({} +
w Price 5" + orderline[y].getPrice() +

d Quantity: " + orderline[y].getQuantity()

[« i | ]

Figure 10-5 Java Code to Delete Line Item

8. Build the DataServiceClient project.

9. Open DataServices\CustomerManagement\ CustomerProfile.ds in TestView.

10. Enter CUSTOMERS3 in the xs:string CustomerID field.
11. Click Execute. Note that the fourth order item has been deleted.

Lesson Summary

In this lesson, you learned how to:

Update, add to, and delete data from data service objects.

Submit changes to the underlying data sources, using the Mediator API.
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Lesson

Objectives

Overview

Lab11.1

11 Filtering, Sorting, and Truncating XML Data

When designing your data service, you can specify read functions that filter data service return values.
However, instead of trying to create a read function for every possible client requirement, you can
create generalized read functions to which client applications can apply custom filtering or ordering
criteria at runtime.

After completing this lesson, you will be able to:

Use the FilterXQuery class to create dynamic filter, sort, and truncate data service results.

Apply the FilterXQuery class to a data service, using the Mediator API or Data Service Control.

Data users often want to access information in ways that are not anticipated in the design of a data
service. The filtering and ordering API allow client applications to control what data is returned by a
data service read function call based on conditions specified at runtime.

Although you can specify read functions that filter data service return values, it may be difficult to
anticipate all the ways that client applications may want to filter return values. To deal with this
contingency, DSP lets client applications specify dynamic filtering, sorting, and truncating criteria
against the data service. These criteria are evaluated on the Server, before being transmitted on the
network, thereby reducing the data set results to items matching the criteria. Where possible, these
instances are “pushed down” to the underlying data source, thereby reducing the data set returned to
the user.

The advantage of the FilterXQuery class is that you can define client-side filtering operations, without
modifying or re-deploying your data services.

Filtering Data Service Results

With the FilterXQuery class addFilter() method, filtering criteria are specified as Boolean condition
statements (for example, ORDER_AMOUNT > 1000). Only items that meet the condition are included
in the return set.

The addFilter() method also lets you create compound filters that provide significant flexibility, given
the hierarchical structure of the data service return type. In other words, given a condition on a nested
element, compound filters let you control the effects of the condition in relation to the parent element.

For example, consider a multi-level data hierarchy for CUSTOMERS/CUSTOMER/ORDER, in which
CUSTOMERS is the top level document element, and CUSTOMER and ORDER are sequences within
CUSTOMERS and CUSTOMER respectively. Finally, ORDER_AMOUNT is an element within
ORDER.

An ORDER_AMOUNT condition (for example, CUSTOMER/ORDER/ORDER_AMOUNT > 1000)
can affect what values are returned in several ways:

It can cause all CUSTOMER objects to be returned, but filter ORDERS that have an amount less
than 1000.

It can cause only CUSTOMER objects to be returned that have at least one large order. All
ORDER objects are returned for every CUSTOMER.
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It can cause only CUSTOMER objects to be returned that have at least one large order along with
only large ORDER objects.

It can cause only CUSTOMER objects to be returned for which every ORDER is greater than
1000.

Instead of writing XQuery functions for each case, you just pass the filter object as a parameter when
executing a data service function, either using the Data Service Control or Mediator API.

Objectives

In this lab, you will:

Import the FilterXQuery class, which enables filtering, truncating, and sorting of data.
Add a condition filter.

View the results through the Mediator API.

Instructions
1. Open the DataServiceClient. java file.
2. Delete the code that removed the line item with line_id = 8 order item delete code.

3. Delete the invoke and println code from the //Insert Code section:

CustomerProfileDocument[] doc = (CustomerProfileDocument[])
ds. invoke("'getCustomerProfile",params);

System.out.printIn(’’Connected to Liquid Data 8.2 : CustomerProfile
Data Service ...");

4. Import the FilterXQuery class by adding the following code:
import com.bea.ld.filter_FilterXQuery;

5. Create a filter instance of the FilterXQuery, plus specify a condition to filter orders greater than
$1,000, by adding the following code:

//Create a Filter and condition
FilterXQuery filter = new FilterXQuery(Q;
filter_addFilter(

""CustomerProfile/customer/orders/order",
""CustomerProfile/customer/orders/order/total_order_amount™,

T ) "1000");

6. Apply the filter to the data service, by adding the following code:

// Apply the filter

RequestConfig config = new RequestConfig();
config.setFilter(Tfilter);

CustomerProfileDocument doc[] = (CustomerProfileDocument[])
ds. invoke(''getCustomerProfile",params, config);

7. Change the //Show Customer Data code so that it is as follows:
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// Show Customer Data

System.out.printin(” Customers

Customer customer = doc[0].getCustomerProfile().getCustomerArray(0);

System.out._printIn(*’Connected to Liquid Data 8.2 : CustomerProfile Data

Service ...");

*

DataserviceClient.java® - {DataServiceClientH

FilterXQuery filter = mew FilterXQuery():

filter.addFilrer|

"CustomerProfile fcustomer fordersforder' , "CustomerProfile/customer/orders/forder/total order amm
[T

" RequestConfig config = mew RequestConfig():
config.setFilter (filter);
CugtomerProfilebocunent doc[] = (CustomerProfileDocument[]} ds.invoke|'getCustomerProfile!,param

Sys Lout.printlng Customer ¥
Customer customer = doc[0].getCustomerProfile (). getCustomerdrray(0);
System.out.println('Connected to Liguid Data 8.2 : CustomerProfile Data Service ..."):

System. out.println(! Orders 3
Order[] order = customer.getOrders().getOrderdrray():
for (int x=0: x<order.length: x++) {
System.out.println(" Order # " + order[x].getOrderIdi) +
" Date " + order[x].getOrderDate() +
" Total %" + order[x].getTotalOrderimomt(] );
OrderLine[] orderline = order[x].getOrderlinedrray(); =

for idnt w0 swnrderline lenethe wall f

BN [

Figure 11-1 Filter Code

8. Click the DataServiceClient. java file’s Start icon (or press Ctrl + F5).

9. Use the Mediator API to view the results in the Output window and/or a standalone Java
environment. The return results should be similar to those displayed in Figure 11-2.

Build | Cutput

Y

Trying to create process and attach to 1900...

Frocess started

Attached successfully.

Data service Client
Connected to Liquid Data 2.2 @ CustomerProfile Data Service ...

CUs tomer
Customer Name @ Pierce, Britt
orders
order # ORDER_Z_2 Date z2002-01-02 Total $1283.65
Froduct # APPA_BA_1 Frice $39.3% guantity: 1
Product # APPA_BA_1 Price $3z5.95 Ouantitw: 1
Product # APPA_BA 3 Price $550.355 Ouantitw: 1
Order # ORDER_Z_Z Date 2002-02-17 Total $1679.85
Froduct # APPA_BA_1 Frice $325.3% guantity: 1
Product # APPA_BA_3 Frice $850.95 guantity: 1
Froduct # APPA_BA_4 Price $435.55 Ouantitw: 1
arder # ORDER_Z_4 Date 2002-04-0% Total $1944,65
Product # APPA_BA_Z Price $350.95 guantity: 1
Product # AFFA_BA_4 Frice $495.39% guantity: 1
Product # APPA_BA S Price $530.395 Ouantitw: 1
Order # ORDER_Z_S Date 2002-0C5-21 Total $110&.65
Product # APPA_BA_4 Price $49c5.9¢ guantity: 1
Froduct # AFPA_BA_E Frice $530.3% guantity: 1
Product # APPA_WHN_1 Frice $1z.95 guantity: 1

Debugging Finished

[d]

Cihbeah jrockitglspd_142_05hsbimsjavaw. exe -xdebug -xnoagent -Djava.compiler=NONE -Xrunjdwp:transy

Figure 11-2 Filtered Data Results
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Lab 11.2 Sorting Data Service Results

With the FilterXQuery class sortfilter.addOrderBy() method, you can specify criteria for organizing the

data service return results. For example, to sort the order amount results in ascending order, you would

use a sort condition similar to the following:
("'CustomerProfile/customer/orders/order","total_order_amount",

FilterXQuery.ASCENDING) ;

Objectives

In this lab, you will:

Add a sort condition.

View the results using the Mediator API.

Instructions
1. Open the DataServiceClient.java file.

2. Create a sort instance of the FilterXQuery, by adding the following code before the //Apply Filter
section:

// Create a sort

FilterXQuery sortfilter = new FilterXQuery(Q);

3. Add a sort condition, using the addOrderBy() method, to sort orders based on total order amount
(ascending) as shown:

sortfilter.addOrderBy(
""CustomerProfile/customer/orders/order",
"total_order_amount",
FilterXQuery_ASCENDING);
4. Apply the sort filter to the data service by adding the following code:

// Apply the sort
Ffilter._setOrderByList(sortfilter._getOrderByList());

DataServiceClient.java - {DataServiceClient}H, B3

]

FilterxQuery filter = new FilterXQuery():

filter.addFilter|

"CustomerProfile/customer fordersforder" , "CustomerProfile/customer forders/orderftotal order amour
i, 01000 ) ;

sortfilter.addorderBy(

: FilterxQuery sortfilter = mew FilterXQuery(): H
"CustomerProfile/customer/ordersforder" . "total order amount", FilterXQuery.ASCENDING): L

filter.setOrderBylist(sortfilcer. getOrderBylisc());

RequestConfig config = new RequestConfie();

config.setFilter(filter):

CustomerProfileDocunent doc[] = (CustomerProfileDocument(])

ds. invoke ("getCustomerProfile" ,parans, config). E

[ [

Figure 11-3Sort Code

5. Click the Start icon (or press Ctrl + F5) for the DataServiceClient. java file.
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6. Use the Mediator API to view the results in the Output window and/or a standalone Java

environment. The data results should be similar to those displayed in Figure 11-4.

Build | Cutput

Trying to create process and attach to 1%05...

Cihvbeahs jrockitdlsp4_142_05hbinhyjavaw. exe -xdebug -¥noagent -Djawva.compiler=NOME -x¥runjdwp:tra
Frocess started

attached successTully.

Data serwice Client
Connected to Liquid Data 5.2 @ CustomerpProfile Data Serwice ...

Cus tamer
CUstomer MName @ Pierce, Britt
arders
order # ORDER_3_5 Date 2002-05-21 Total $110&.65
Froduct # AFPA_EBA_4 Frice $495,9% Quantity: 1
Froduct # AFPA_EBA_S Price $E£20.2% Quantity: 1
Froduct # APPA_WHN_1 Frice $1z.395 Quantity: 1
arder # ORDER_3_2 Date 2002-01-02 Total $1283.&5
Froduct # APPA_EBA_1 Frice $22.395 Quantity: 1
Froduct # AFFA_EA_1 Frice $325.95 Quantity: 1
Froduct # AFFA_EA_Z Frice $850.95 Quantity: 1
order # ORDER_3_3 Date zo0z-02-17 Total $1e73.65
Froduct # AFFA_EA_1 Frice $325.95 Quantity: 1
Froduct # APPA_EBA_Z Price $350.935 Quantity: 1
Froduct # APPA_BA_4 Price $435.935 Quantity: 1
order # ORDER_3_4 Date z2002-04-05 Total $1544.65
Froduct # APPA_EBA_Z Price $350.935 Quantity: 1
Froduct # APPA_EA_4 Price $435.935 qQuantity: 1
Froduct # APPA_EA_S Price $530.95 quantity: 1

1 D]

eIl

Figure 11-4 Filtered and Sorted Data Results
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Lab 11.3 Truncating Data Service Results

The FilterXQuery class also provides the filter.setLimit() method, which lets you limit the number of
return results. For example, to limit the return results to two line items, you would use a truncate
condition similar to the following:

("'CustomerProfile/customer/orders/order/order_line",”2”);

The filter.setLimit method is based on the following:

public void setLimit(Java.lang.String appliesTo, String max)

Objectives

In this lab, you will:

Truncate the data result set.

View the results using the Mediator API.

Instructions
1. Open the DataServiceClient.java file.

2. Add a truncate condition, using the setLimit() method to limit the result set to a maximum of two
order lines for each order, as shown:
// Truncate result set

Filter.setLimit("'CustomerProfile/customer/orders/order/order_line'",”2”);

DataServiceClient.java - {0ataServiceClisnt} B3

B

Filtersuery filter = mew FilterXQuery();:

filter.addFilter(

"CustomerProfilefcustoner/ordersforder” , "CustomerProfile/customer fordersforder/total order amo!
i, 010000 ) ;

Filterx{uery sortfilter = new FilterXQuery();

sortfilter.add0rderBy( U
"CustonerProfilefcustomer forders/forder” , "total order amount®, FilterXQuery.ASCENDING);

’ filter.setOrderBylList(scrtfilter. getOrderBylisci)):

filter.setlimit("CustomerProfile/customer/ordersforderforder line', "2"):

RequestConfig config = mew RequestConfig(): El

Arnfine marTd lrariFilrarls

[ J

Figure 11-5 Truncate Code
3. Click the Start icon (or press Ctrl + F5) for the DataServiceClient. java file.

4. Use the Mediator API to view the results in the Output window and/or a standalone Java
environment. The data results should be similar to those displayed in Figure 11-6.
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| Build | Output ™

[

============ ==== [ustomer ===
Comnected to Ligquid Data 8.2 :
======================= (Orders
Order # ORDER_3 5 Date 2002-05-21
Product # APPA BA 4 Price
Product # APPA Ei 5 Price
Order # ORDER_3_2 Date 200z-01-02
Product # APPA Bi 1 Price
Product # APPA Ea 1 Price
Order # ORDER_3_3 Date 2002-02-17
Product # APPA BA 1 Price
Product # APPA Ei 3 Price
Order # ORDER_3_4 Date 2002-04-05
Product # APPA BA 3 Price
Product # APPA BA 4 Price

Trying to create process and attach to 2548...
CivbeatjrockitSlsps_ 142 08\bin' jawvaw.exe -Xdebug -Xnoagent -Djava.compiler=NONE -Xrunjdwp:transport=dt_socket,addr
Process started

Attached successfully.
Data Service Client

CustomerProfile Data Serwvice ...

Total §1106.65

5495.95 Quantity:

$590.95 Quantity:
Total §1283.65

£99,05 Quantity:

§325.95 Quantity:
Total §1679.65

$325.958 Quantity:

$850.95 Quantity:
Total §15944.65

$850.95 Quantity:

5495.95 Quantity:

o,

e

Figure 11-6 Truncated Result Set

Lesson Summary

In this lesson, you learned how to:

Use the FilterXQuery class to filter, sort, and truncate data service results.

Apply the FilterXQuery class to a data service, using the Mediator API or Data Service Control.
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Lesson 12 Consuming Data Services through JDBC/SQL

Objectives

Overview

Data Services Platform JDBC driver gives JDBC clients read-only access to the information supplied
by data services. With the Data Services Platform JDBC driver, DSP acts as a virtual database. The
driver allows you to invoke data service functions from any JDBC client, from custom Java
applications to database, and from reporting tools, including Crystal Reports.

After completing this lesson, you will be able to:

Access DSP via JDBC.

Integrate a Crystal Report file, populated by DSP, into your Web application.

Data services built into DSP can be accessed using a Data Services Platform JDBC driver, which
provides access to the DSP-enabled Server via JDBC APIs. With this functionality, JDBC clients—
including business intelligence and reporting tools such as Business Objects and Crystal Reports—are
granted read-only access to the information supplied by DSP services. The main features of the Data
Services Platform JDBC driver are:

Supports most SQL-92 SELECT statements.

Provides error handling; if an error is detected in SQL query, then the error will be reported along
with an error code.

Performs metadata validation; the translator checks SQL syntax and validates it against the data
service schema.

When communicating with DSP via a JDBC/ODBC interface, standard SQL-92 query language is
supported. The Data Services Platform JDBC driver implements components of the java.sql.*
interface, as specified in JDK 1.4x.

Note: The Data Services Platform JDBC driver needs to be in your computer’s CLASSPATH variable
within System variables:

$BEA_HOME\weblogic81\liquiddata\lib\ldjdbc. jar
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Lab12.1

Running DBVisualizer

WebLogic Platform includes DBVisualizer, which is a third-party database tool designed to simplify
database development and management.

Before you start:

The Data Services Platform JDBC driver needs to be in your computer’s CLASSPATH variable:

$BEA_HOME\weblogic81\liquiddata\lib\ldjdbc. jar
The WebLogic Server needs to be running.

Make sure that your Evaluation application is deployed correctly to WebLogic Server.

Objectives

In this lab, you will:

Create a database connection that enables DBVisualizer to access your Evaluation application as if
it were a database.

Use DBVisualizer to explore your Evaluation application.

Instructions

1. Choose Start — Programs — BEA WebLogic Platform8.1 — Other Development Tools —
DBVisualizer. The DBVisualizer tool opens.

E.DbYisualizer Free 4.0.2 for WebLogic Workshop - C:\Documents and ... [Z B

ObVisualizer

The Universal Database Tool

Figure 12-1 DBVisualizer Interface
2. Choose Database — Add Database Connection.
3. Select the JDBC Driver tab from the Connection Data section.
4. Enter the following parameters:
Connection Alias: LD
JDBC Driver: com.bea.ld.jdbc.LiquidDataJ]DBCDriver
Database URL: jdbc:ld@localhost:7001:Evaluation
Userid: weblogic

Password: weblogic
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5. Click Connect.

&, Db¥isualizer Free 4.0.2 for Weblogic Workshop - C:\Documents and Settings\pshuklakd bvis.xml |z‘@g‘
File Edit View Datahase Bookmarks Window Help

mde JEHR PEBE S5 IR TE <> POED

o Database Objects @9 SGL Commander @ Monitor

£ @ @ % Database Connection: LD

%_%""EC“U"S Connection | Database o | DataTypes | Table Tynes | Tables | References

LD

@- [ Evaluation (default) Connection Data
[0, 3 DataSenices~SeniceDB
[0, 3 DataSerices~Customery
@~ 3 DataServices~Electronics| cunﬂecmnmias_‘m ‘
[0, 3 DataServices~ApparelDB

[

@

Connect Methnd" @ JDEC Driver | | o JND| Lookup ‘

& DataSerices-ebService JDBEC Driver:}" corn.beald jdbe LiguidDatad DECDrive
host 7007 Evaluation E‘

Userid"wehlngic ‘

& Datasenices~Customer! Database URL: |jdbcldi@loca

Passwuru.‘m ‘

| Reconnect H Disconnect

Impartant note abhout the URL

The URL box contains some common URL templates. Replace
everything betwesn "< and "=" with appropriste values
and then mate sure the "<" and "=" characters are removed

Connection Message

foualogic Data Services Platform
2.1

com.bea.ld jdbe.LiguidDatalDBC Driver
2.1

1 i [
[] Show Table Row Count Connection | Properies

Connection Time: 00:01:47

Figure 12-2 New Database Connection Parameters

6. Use DBVisualizer to explore your DSP application as if it were a database. Data service projects
display as database schemas. Functions within a project display as a database view; functions with

parameters display as database functions.

7. Select a tab (Database Info, Data Types, Table Types, Tables, and References) to view that
category of information for all data services within your application. For example, selecting the
Tables tab displays each data service as a table.

&, Db¥isualizer Free 4.0.2 for Weblogic Workshop - C:\Documents and Settings\pshuklaidbyis.xml

File Edit \iew Database Bookmarks Window Help
A E I e | D ; e}
o VER »RE S5 AW SE <> PO
4 Datahase Objects [ S0OL Commander | %) Monitar
< @ a E Liquid Data Application: Evaluation
?# (;gn:;mmns Tables | References |
e e TABLE_CAT | TABLE_SCHEM I TABLE_MNAMWE
? %%%:%:5% Evaluation |DataSenvices~SenviceDB  SERYICE_CASE#SERVICE_CASE
& [ VIEW (1) Evaluation |DataServices~CustomerDB | CUSTOMER#CUSTOMER
L SERVICE Evaluation DataSenices~Electronics0B  PRODUCT#PRODUCT
o3 DataServices~Ci Evaluation DataSenices~ApparelDB PRODUCT#PRODUCT
B 5 VIEW (3) Evaluation |DataSenwvices~ElectronicsDB  CUSTOMER_ORDER_LINE_ITEM#CUSTOMER_ORDER_LIN
& & DataServices~El Evaluation |DataSenvices~ApparelDB  CUSTOMER_ORDER#CUSTOMER_ORDER
& & DataServices-# Evaluation |DataServices~CustomerDB  CREDIT_CARD#CREDIT_CARD
Y DataSeNicesW\? Evaluation DataSenices~CustomerDE  ADDRESS#ADDRESS
& @ DataSenices-C Evaluation DataSenvices~ElectronicsDB | CUSTOMER_ORDER#CUSTOMER_ORDER
Evaluation DataSenices-ApparelDB CUSTOMER_ORDER_LINE_ITEM#CUSTOMER_ORDER_LIN
[ Show Table Row Count | 0231 see/000 sec 10110 110

Figure 12-3 Tables

8. Double-click an element to view the values for a specific data service. For example, double-

clicking the DataServices~CustomerDB element from the Table Schema column displays that data

services values.

Data Services Platform: Samples Tutorial

120



£ Browse Column Values

Browse Column Values

Mote: This s & read-only view
af the column values in a row.

TABLE_CAT: |[Evaluation
TABLE_SCHEM.|DalaSenr|ces~CuslumerDE
TABLEiNAME'|CUSTOMER#CUSTOMER

TABLE_TYPE: MEW
REMARKS: ld:DataServices/CustomerDBfschemas(CUSTOMER xsd~~d. Dala5eNlcestCustumerDBlCUSTOMERwCUSTO@
TYPE_GAT: [Evaluation |
TYPE_SCHEM: [DataSenices~CustarmetDB |
TPE_MAME: [CUSTOMER |
|
J

SELF_REFERENCING_COL_NAME: jnull
REF_GEMERATION: null

|‘ Close i|

Figure 12-4 Table Column Values

Lab 12.2 Integrating Crystal Reports and Data Services Platform

The Data Services Platform JDBC driver makes data services accessible from business intelligence and
reporting tools, such as Crystal Reports, Business Objects, Cognos, and so on. In this lab, you will
learn how to use the Date Service Platform JDBC driver in conjunction with Crystal Reports. (For
ODBC applications, you can use JDBC to ODBC Bridge Drivers provided by vendors such as
OpenLink, available as of this writing at http://www.openlinksw.com.)

Objectives

In this lab, you will:

Install Crystal Reports View in a Web application.
Import a saved Crystal Report file and JSP into the Web application.

View the report from the Web application.

Instructions

1. Install Crystal Reports Viewer in the CustomerManagementWebApp by completing the following
steps:

a. Right-click CustomerManagementWebApp.
b. Choose Install — Crystal Reports.

2. Import a saved Crystal Reports file and JSP that displays the report by completing the following
steps:

a. Right-click CustomerManagementWebApp.
b. Choose Import.

c. Navigate to <beahome>\weblogic81\samples\LiquidData\EvalGuide and select
the SpendByCustomers.rpt and showCrystal . jsp files:

d. Click Import. You should see showCrystal . jsp and SpendByCustomers.rpt files
within CustomerManagementWebApp.

e. Right-click the CustomerPageFlow folder.
f.  Choose Import.

g. Select index. jsp, located in
<beahome>\weblogic81\samples\LiquidData\EvalGuide.
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h. Click Import and choose Yes when asked if you want to overwrite the existing
index. jsp file.

3. Open CustomerPageFlowController.jpf, located in
CustomerManagementWebApp\CustomerPageFlow.

4. Click the Start icon (or press Ctrl + F5) to run Workshop Test Browser.

5. In Workshop Test Browser, click Customer Report to test the report. The first invocation may take
time to display.

~ Warkaksp Test Browsar e
paprar-ury — P Chew

Hew We
fES Mmonrenon =] [ <] 2vz | LD T =] 8 (oo -] TErEe
CUSTOMERD pawered by L
crystal *
CUSTOMERZ
CUSTOMERS
CUSTOMER4
CUSTOMERS
CUSTOMERE
CUSTOMERT
CUSTCMERD
CUSTOMERS

Larst oMl 1 277004

Spend By Customers

d@t—"‘ & éxg‘“ .g,‘?!.: gg-‘ @2‘?' !g,ei"
N s . G
N S s L. R
[~ < v L ¥
USTOMER 1D FIRST MAME LAST _NAME
CUSTOMERD Kivin Emith
Total for CUSTOMERD: 150950
LSTOMER 1D FIRST MAME LAST_NAME
CUSTOMER1 Jack Fack
Total fos CUSTOMERY: 162625
USTOMLE_ID IS 1 _MAME LAST_NAML
CUSTOMER2 Jery Greenbery
Toval fos CUSTOMERE: 125300
LS TOMLR_ID TIHS1_MAME LAST_NAML
CUSTOMERY B Ferce
Toral fos CUSTOMERY:  9.009.75 »

Figure 12-5 Crystal Report

Lab 12.3 (Optional) Configuring JDBC Access through Crystal Reports

Crystal Reports 10.0 comes with a direct JDBC interface, which can be used to interact with the Data
Services Platform JDBC driver.

Objectives

In this lab, you will:

Install Crystal Reports software, JDBC driver, and Java server files.
Add environment variables.

Create a new JDBC data source in Crystal Reports.

Instructions
1. Install the Crystal Reports software, per the vendor’s installation instructions.

2. Install the JDBC driver files and Java Server, available from Crystal Reports.
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You can download the files from:

http://www_businessobjects.com/products/downloadcenter/ceprofessional .asp

3. Select Windows JDBC, XML and DB@ Unicode—all languages.
4. Navigate to where you installed the driver and server files.

5. Add the JAVA HOME variable to your environment variable. For example:
JAVA_HOME=C:\j2sdkl.4.2_ 06

where

C:\J2sdk1.4.2_06
identifies the Java SDK location on your computer.

6. Make sure that the jvm.dll is in the path variable for your computer. For example:
$BEA_HOME\jdk142_04\jre\bin\server

7. Open CRDB_JavaServer.ini and make the following changes:

Move $classpath to the beginning of the line. It should be like this:
CLASSPATH = ${CLASSPATH};C:\Program Files\Common Files\Crystal
Decisions\2.5\bin\CRDBJavaServer.jar;C:\Program Files\Common
Files\Crystal Decisions\2.5\java\lib\external\CRDBXMLExternal .jar
Modify the following entries:
JDBCUserName = weblogic
JDBCDriverName = com.bea.ld.jdbc.LiquidDataJDBCDriver

GenericJDBCDriverBehavior = SQLServer

8. Create a new JDBC data source in Crystal Reports, by providing the following parameters:

JDBC Diriver: com.bea.ld.jdbc.LiquidDataJDBCDriver
URL string: jdbc:ld@localhost:7001:Evaluation
Provide a user name and password

9. Login to Crystal Reports. Once authenticated, Crystal Reports will show you a view of the
Evaluation application.

Lesson Summary

In this lesson, you learned how to:

Access DSP via JDBC.

Integrate a Crystal Reports file, populated by DSP, into your Web application.
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Lesson

Objectives

Overview

Lab 13.1

13 Consuming Data via Streaming API

Streaming API allows developers to retrieve Data Services Platform (DSP) results in a streaming
fashion.

After completing this lesson, you will be able to:

Stream results returned from Aqualogic Data Services Platform into a flat file.

Test the results.

There are situations where you need to extract large amounts of data from operational systems using
DSP. For those cases, DSP provides a data streaming API. Large data sets can be retrieved to
application in a streaming fashion or be streamed directly to a file on server. All security enforcements
previously defined will still be relevant in case of the streaming APIL.

When working with streaming API keep the following things in mind:

The ability to get results as streams will be only available on the Server; there will not be any
client-server support for this API.

Only the Generic Data Service Interface is available for getting streaming results.
Stream results into a flat file
Objectives

In this lab, you will:

Create a new function that streams CustomerProfile information into a flat file.
Import a new jsp file to access a streaming function.

Test streaming data into a file.

Instructions

1. Import new index page into your application

a. Right-click CustomerPageFlow located in CustomerManagementWebApp -
b. Choose Import.
c. Navigate to

<beahome>\weblogic8l\samples\LiquidData\EvalGuide\Streaming.

d. Select index. jsp as the page to be imported.
e. Click on Import button.
f. Open index. jsp and verify that you have a new link called “Export All Data”.

2. Insert streaming function into your page flow
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a. Open CustomerPageFlowController. jpf located in
CustomerManagementWebApp\ CustomerPageFlow

b. Go to Source View.
c. Add two additional methods into the page flow.
d. Open Streaming.txt file located in

<beahome>\weblogic8l\samples\LiquidData\EvalGuide\Streaming.

e. Copy and paste both functions found in Streaming.txt file immediately after method
submitChanges() in the CustomerPageFlowController _jpf java page flow.

f. Press four times the key combination of Alt + Enter keys to import missing packages or
type the following in import section of page flow:

import com.bea.ld.dsmediator.client.StreamingDataService;
import javax.naming.InitialContext;

import javax.naming.NamingException;

import com.bea.ld.dsmediator.client._DataServiceFactory;

import weblogic.jndi.Environment;

Note: If your application name is different from “Evaluation”, locate “Evaluation” in
newStreamingDataService method and rename it to reflect the name of your application.

g. Save your changes.
3. Start your CustomerPageFlowController. jpf
4. Once the application is started, click the Export All Data link

5. Verify that data is exported successfully by opening customerexport.txt, located in:

<BEAHOME>\weblogic81\samples\domains\ldplatform

Lab 13.2 Consume data in streaming fashion

Objectives

In this lab, you will:

Import a new version of CustomerPageFlow.
Instantiate a new Streaming Data Service.
Retrieve results into XMLInputStream object by calling getCustomerProfile function.

Test fetching data from DSP in a streaming fashion.

Instructions
1) Import a new folder into your application
a. Right-click CustomerManagementWebApp located in your Evaluation application.
b. Choose Import.
c. Navigate to <beahome>\weblogic81\samples\LiquidData\EvalGuide.
d. Select CustomerPageFlowStream folder to be imported.

e. Click Import.
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f.  Open CustomerPageFlowController. jpf file in Source View.

g- Locate stream method and the following comments:

//instantiate and initialize your streaming data service here
h. Add the following code:
com.bea.dsp.dsmediator.client_StreamingDataService sds = null;
//instantiate and initialize your streaming data service here

sds =
com.bea.dsp.dsmediator.client_DataServiceFactory.newStreamingData
Service(getlnitialContext(), "Evaluation",
"ld:DataServices/CustomerManagement/CustomerProfile™);

i.  The DataServiceFactory class contains a method to create a streaming data service.
j-  Replace stream = null with following code:
stream = sds.invoke(''getCustomerProfile", new String[]{"'CUSTOMER3"});

For reference, your code should look similar to that shown below:

CustomerPageFlowController. jpf - {CustomerManagement WebAppHCustomerPageFlowstream) %

% @jpfiaction
+ @ipf: formard name="success” path="strean.jsp”

protected Forward strean() throws Exception

com.bea.dsp.dsmediator.client. StreamingDataService sds = null;

EL

com.bea. dsp. dswediator. client.DataferviceFactory.nevitreaningbataiervice |
getInitialContext(],
"Evaluation" ,

O Profile");
File Fume

zds. invokeToStrean (" yetCustomerProfile" ,mew String[]{"CUSTOMER3"});

stre

return nextitream();

Kl [+
Flow View [ Ackion View | Source View |

Figure 13-1 Instantiating and Initializing Streaming Data

k. Test running your CustomerPageFlowController._jpf. You can use CUSTOMER3 as a
parameter to retrieve results. This time, data is fetched in streaming fashion as shown in
Figure 13-2.

fo} Workshop Test Browser

& = @ < || hitpiiflacalhast 7001 fCustomerManagementebpp/ CustomerPageFlowStreamnextStream.do | £“hag-

|J\ BEA Weblogic Workshop —
4 Version 8.1

TYPE: CHARACTER_DATA CDATA: CUSTOMERS [e:t

Figure 13-2 Data in Streaming Format
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Lesson Summary

In this lesson, you learned to:

Stream results returned from AqualLogic Data Services Platform into a flat file.

Test the results.
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Lesson 14 Managing Data Service Metadata

Objectives

Overview

DSP uses a set of descriptors (or metadata) to provide information about data services. The metadata
describes the data services: what information they provide and where the information derives from
(that is, its lineage). In addition to documenting services for potential consumers, metadata helps
administrators determine what services are affected when inevitable changes occur in the data source
layer. If a database changes, you can easily tell which data services are affected by the change.

After completing this lesson, you will be able to:

Synchronize physical data service metadata with changes made to the physical data source.
Analyze impacts and dependencies.

Create custom metadata for a logical data service.

DSP metadata information is stored as annotations at the data service and function levels. The
metadata is openly structured as XML fragments for easy export and import. At deployment time, the
metadata is incorporated into a compiled data service, and then deployed as part of the data service
application in WebLogic Server.

Stored metadata includes:

Physical data service metadata:
Relational data source, type, and version
Column names, native data types, size, and scale
XML schema types
Web service WSDL URI

User-defined metadata:
Description
Custom properties at the data service level
Custom properties at the function level

Relationships created through data modeling

The Data Services Platform Console lets you access metadata stored within the DSP metadata
repository. The DSP Console supports the following functionality:

Searching the metadata repository
Exploring where and how a given data service or function is consumed

Analyzing data service lineage and dependencies (all data service objects dependent on a given
data service)

Imported physical data service metadata can be re-synchronized to capture changes at the data source.
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Lab 14.1 Defining Customized Metadata for a Logical Data Service

There may be times when you need to modify the generated metadata descriptions to provide more
detailed information to others who will be working with the data service.

Objectives

In this lab, you will:

Create customized metadata for the CustomerProfile logical data service, at both the data service
and function levels.

Build the DataServices project to enable persistence of the new metadata.

Instructions

1. Add customized metadata at the data service level, by completing the following steps:

a.

f.

Open CustomerProfile.ds in Design View. The file is located in the
DataServices\CustomerManagement.

Click the data service header to open the Property Editor at the data service level. If the
Property Editor is not open, choose View — Windows — Property Editor, or press Alt + 6.

In Property Editor, click the Description field, located in the General section. This activates
the Description field.

Click the "..." icon for the Description field. The Property Text Editor opens.

In Property Text Editor, enter the following text:

Unified Customer Profile View — contains CRM, order information, credit rating, and valuation
information.

Click OK. The specified text is added to the Description field.

&% Property Text Editor @

Unified Customer Profile Wiew — contains
CRM, order information, credit rating, and
valuation information,

Ok I | Cancel

Figure 14-1 Property Text Editor

g.
h.

1.

In Property Editor, click the + icon for the User-Defined Properties section.
Click the + icon for the Property(1) field. This activates the Property(1) field.
Add a user-defined property, using the following values:

Name = Owner

Value = <your name>
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General

Mo CustomerProfile.ds

Descrption Unilied Customer Profile View - contains CRM, credit rating,
Author

Craston Date 205031 TTON:58:18

Al Upedste true

Update derride ass
User Drefined] Progerties =1

B Propertyil) -1
Name Umreer
Vae Saril iianna

Descrigtion E]

Dt Service Prigueelies

Figure 14-2 User-Defined Property for a Logical Data Service
2. Add customized metadata at the function level, by completing the following steps:

a. In Design View, click the getCustomerProfile() function arrow to open that function’s
Property Editor.

Note: Do not click the function, which will open XQuery Editor View.
b. In Property Editor, click the + icon, located in the User-Defined Properties section.
¢. Add a user-defined property, using the following values:

Name = Notes

Value = This function is consumed by the Customer Management Portal.

|| Property Editar *

XQuery Function
General

Mame getCustomerProfile
User Defined Properties
[ Property(1) |Z|
Marmne Notes
Walue This function is consumed by the Customer Management Portal.
Cache
Enabled true
Description ¥

‘alue of the user defined property

Figure 14-3 User-Defined Property for a Function
3. Save the file.

4. Build the DataServices project.
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Lab 14.2 Viewing Data Service Metadata Using the DSP Console

All data service metadata, whether automatically generated or user-defined, can be viewed using the
DSP Console.

Objectives
In this lab, you will:
Use the DSP Console to view both generated and customized metadata.

Use the console’s Search feature to locate metadata for a specific data service.

Instructions

1. Open the DSP Console, typically located at http://localhost:7001/ldconsole/.

Note: WebLogic Server must be running.
2. Log in using the following credentials:
User = weblogic
Password = weblogic

3. Open the CustomerProfile data service, located in
Idplatform\Evaluation\DataServices\CustomerManagement using the left-hand menu.

) Aqual.ogic Data Services Platform Console - Mozilla Firefox

Fle Edit Yiew Go Bookmatks Toodls Help

@-p- - 2} [0 epaftocsihost 7001 féconselef v 0= @ |
B @2 Gonsole Access Control . ) . 5 s L
= (@ 1platiarm ldplatform > Evaluation > DataServices/C Profile ﬂ = ' BEA |4 hea

Bl 38 Evaluation
@ Physical Sources
B O patasenices
EIAppare\DB
O customerdB General | Read Functions || Return Type | Relationships || Properties || Data Lineage
2@ Customerdanagement
B {E custornerProfile

Connected To @ localhost 700 vehlogic Logout

Admin | BUEEREIE]

This page shows the general configuration of CustomerProfile data semice

getaddress Name CustornerProfile
+] gelAliCustomers Description Unified Custorer Profile Yiew: It containg CRM, order information, credit
4] getCustomerProfil I rating, and valuation information
&) yetgERVICE_CASI
C2 ElectronicsDE CLTLCT
=] MytQueties Creation Date Thursday, April 27, 2006
O3 ordermanagement .
= Last Modlified Date Tuesday, May 16, 2006
[ senviceDE Return Type CustormerProfile
2 webgemvices . .
& ATLAon Data Service Type Logical
1 Testtpp Data Source Type

Done

Figure 14-4 DSP Console

4. Click the Properties tab and verify that user-defined properties for the data service display. The
property should be similar to that displayed in Figure 14-5, except that it will be your name in the
Value field.
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%9 Aqual ogic Data Services Platform Console - Mozilla Firefox

Fie Edit Yiew Go Bookmarks Iook  Help

@ -5 - & ) ) O repifocahosti 7001 fconsoler v @ « [[GL |
& Console Access Control Idplatform > Evaluation >

B @ idplatiorm DataServices/CustomerManagement/CustomerProfile
B @8 Evaluation "
(@ Physical Sources
B0 Datagervices

D appareiDe
@ custarmerDe General [| Read Functions || Return Type || Relationships [ Properties [| Data Lineage
g@ CustomerManagement
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2 myQueries Crner Meril Rianna
=] QrderManagement
DsaL
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3 webgenices

30 RTLApp

@ Tastapp

This page shows the user defined properties of CustomerProfile data serice

Dione

Figure 14-5 CustomerProfile Properties Metadata
5. Explore the CustomerProfile data service metadata by completing the following steps:
a. Select the Read Functions tab.
b. Click getCustomerProfile().
c. Click the Properties tab. The Note that you created for getCustomerProfile() should be visible.

%3 Aqual ogic Data Services Platform Console - Mozilla Firefox

file Edt View Go Bookmarks Tools  Help

a- i - & L) ) [ romsiocahest oo keonsols] v @ e [C |

P Console Access Contral Idplatform > Evaluation > ﬂ =2
B (@ idplatiorm DataServices/CustomerManagement/CustomerProfile > getCustomerProfile U
B i@ Evaluation
@ Physical Sources
B0 Datasemvices
I:IAppare\DE
2 customerDB This page shows the user defined properties of CustomerProfile.getCustomerProfile data semice function,
283 custor nent
1B customerProfie MNotes This function is consumed by the Customer Management Portal
C ElectronicsDE
= MyGueries
= OrderManagerment
OsoL
O serviceDB
D wiensenices
@l RTLARD
@ Testapp

General | Return Type | W] DataLmeage‘

property walue

Dane

Figure 14-6 Metadata—Read Function Properties

d. (Optional) Select the Return Type, Relationships, Properties, and Where Used tabs to view
other metadata.

6. Search the DataServices folder for metadata by completing the following steps:

a. Right-click the Evaluation folder and click Search (A search can be on data service name,
function name, description, or return type.)

c. Enter CustomerProfile in the Data Service Name search box and click Search. The data
service name, path, and type of data service are displayed for the CustomerProfile data
service. Clicking the data service name displays the Admin page for the data service.
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Lab 14.3
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Figure 14-7 Search Results

Synching a Data Service with Underlying Data Source Tables

Sometimes the underlying data source changes; for example, a new table is added to a database. For

those inevitable situations, DSP provides an easy way to update a data service.

Objectives

In this lab, you will:

Import a Java project that contains additional CUSTOMER _ORDER database columns.
Synchronize the information in the Java project with the CUSTOMER _ORDER data service.

Confirm the addition of a new element in the CUSTOMER_ORDER data service schema.

Instructions

1. In WebLogic Workshop, choose File — Import Project.

2. Select Java Project.

3. Navigate to <beahome>\weblogic81\samples\LiquidData\EvalGuide.
4. Select the AlterTable folder, click Open, and then click Import.

| Import Project - How Praject %]
=] ] Control Peopect
] busness Loge =) Data Servics Proect
—JDara Senice BT ooy Froect
o @ B3 Projct
[ S
- ] v Proeu
= = Java Proect
LI’: ] Portal Web Profect
=) Web Servers B Proxess Pregect
) Web User Interface | (5] Schema Frepect ¥
Divectory: | Cribesimebh EvabudelihorTable | [Brovee... |
] Cop o Appleston drectery.
Momei | AleecTable
{Crestes s naw Java project
trpert | | Concel

Figure 14-8 Importing Java Project

5. Open AlterTable.java. (The file is located in the AlterTable project folder).

6. Click the Start icon, and then click OK when a Confirmation message displays. Compiling the file

adds a new column to the CUSTOMER ORDER table.

7. Open the Output window and confirm that you see the CUSTOMER ORDER TABLE altered

message.
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|| Sutput

b

Trying to create process and attach to 4340...

Process started

Attached successfully.
CUSTOMEE,_OFDER TAELE altered
Debugging Finished

0

D:yvbeatjdkldz 05\bin'javaw.exe -Xdebug -Xnoagent -Djava.c

Figure 14-9 Altered Table Message

8. Right-click the ElectronicsDB folder, located in the DataServices project folder.

9. Select Update Source Metadata. The Metadata Update Targets wizard opens, displaying a list of all

new columns.

& Metadata Update Targets

The Following local data services and libraries wil be updated:

X

(C) Data Service(s) and library File(s) For Metadata Update

= £ cgDatasource
2 \d:DataServices/ElectronicsDB/PRODUCT ds
2 \d:Dataservices/ElectronicsDB/CLUSTOMER_ORDER_LINE_ITEM.ds
:EE |d:DataServices|ElectronicsDB/CUSTOMER_CORDER. ds

I e =

Figure 14-10 Physical Data Sources

10. Click Next. The Metadata Update Preview dialog box opens, which provides details on the data to

be synchronized.

2 Metadata Update Preview

The following changes will be made to the local data services and libraries:

&

(2 Id:Dataservices/ElectronicsDE]
418} Id: DataServices/ElectronicsDBIPRODUCT ds Up-ta-date
{78 1d: Dataservices/ElectronicsDB/CUSTOMER_ORDER_LINE_ITEM.ds Up-to-date
=1 8 1d:Dataservices/ElactronicsDB/CLUSTOMER_ORDER, ds Modified
- Metabata Changes Applied
B} [ Field Added
>> Field with XPath OWMER Added

Tree Wiew | Source Yiew

©On Finish, this update repart will be saved as file |d:updateMetadataHistory fmetadata-diff <timestamp . zml

‘ Previous | ‘

H Finish H Cancel ‘

Figure 14-11 Synchronization Preview

11. Click Finish.

12. Open CUSTOMER_ORDER . ds in Source View. The file is located in the ElectronicsDB.
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13. Expand the data service annotation, located on the first line of the file, to view the captured

metadata for the relational data source (type, version, column names, native data types, size, scale,

and XML schema types).

14. Scroll down until you locate the following code, which represents the customized metadata that

you define in Lab 14.1:
<field type="xs:string"” xpath="OWNER">

<extension nativeFractionalDigits="0" nativeSize="50"
nativeTypeCode=""12" nativeType="VARCHAR" nativeXpath="OWNER"/>

<properties nullable="true'"/>
</field>

CUSTOMER,_ORDER. ds - {DataServicesHElectronicsDE} %

<field type="xs:string” spath="BILL T0">
<cextension nativeFractionalDigits="0" nativeSize="32" nativeTypeCode="i12" nativeType="VARCHAR" nativel}
<properties nullable="rfalse"s=

/field>

<field type="xs:date" xpath="ESTIMATED SHIP DATE">
<extension nativeFractionalDigits="0" nativeSize="10" nativeTypeCode='"91" nativeType="DATE" nativeXpatl
<properties millable="false"/>

<sfield>

<field type="xs:string” spath="STATUS">
<extension nativeFractionalDigits="0" nativeSize="i0" nativeTypeCode="i12" nativeType="VARCHAR" nativel}
<properties nullable="rfalse"s=

/field>

<field type="xs:string" xpath="TRACKING NUMBER">
<extension nativeFractionalDigits="0" nativeSize="3sn nativeTypeCode='"12" nativeType="VARCHAR" nativeX)
<properties mullable="true"/ >

<sfield>

kficid type="xs:string” spath="OWNER">
<extension nativeFractionalDigits="0" nativeSize="50" nativeTypeCode="i2" nativeType="VARCHAR" natively
<properties millable="true” =

</field>

<key name="CUSTOMER ORDER 0 SYSTEMNAMEDCONSTRAINT PRIMARYEEY™>
<field ¥path="ORUER ID'>
<extension nativeXpath="GEDER ID"/>
</fields
</keye

crelati i roleNane="CUSTOMER GRDER LINE ITEM" roleumber="2" XDS="1d:DataServices/ElectronicsDl
</xixdsE )

declare namespace £l = "ld:Datafervices/ElectronicsDE/CUSTOMER_ORDER™;

import schema mamespace t3 = "ld:Datajervices/ElectronicsDB/CUSTONER DFDER” at "ld:DataServices/Electrond|
| | ]

Design View | ¥Query Editor View | Source View | Test View | Query Plan View

Figure 14-12 Source View of Updated Metadata

15. Select the Design View tab, and verify that an Owner element exists in the XML type for the

CUSTOMER_ORDER data service.

CUSTOMER _ORDER.ds - {DataServicesHElectronicsDE|

#

QIE‘ CUSTOMER_ORDER Data Service

Bl @ CUSTOMER_ORDER
4——0 | CUSTOMER_ORDER T ORDER_ID xsistring

@ CUSTOMER_ID  xs:string

CUSTQ.., L o
% "’IE @) ORDER_DATE xsidzte
= QetCUSTOMER CRDER LIME ITEM S SHIP_METHOD xs:skving

(@ HANDLING_CHARGE  xs:decimal
@ SUBTOTAL xs:decimal

) TOTAL_ORDER_AMOUNT  xs.decimal
@ SHLE_TAY xsidedmal

@ SHIP_TO  xsistring

@) SHIP_TO_NAME  xs:string

@ BILL_TO xs:shing

(@ ESTIMATED_SHIP_DATE xs:date
@ STATUS  xsistring

@ TRACKING_NUMBER 7 xs:string
) OWNER ? xsistring

K|

'@s\gn View [WQUery Editor View | Source View | Test View | Query Plan View

Figure 14-13 Design View

16. Right-click the CUSTOMER _ORDER Data Service header and select Display Native Type.

Confirm that there is a new element, called OWNER VARCHAR(50).
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Lesson Summary

In this lesson, you learned how to:

Synchronize physical data service metadata with changes made to the physical data source.
Analyze impacts and dependencies.

Create custom metadata for a logical data service.
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Lesson 15 Managing Data Service Caching

Objectives

Overview

Caching enables the use of previously obtained results for queries that are repeatedly executed with the
same parameters. This helps reduce processing time and enhance overall system performance.

After completing this lesson, you will be able to:

Use the DSP Console to configure a DSP cache.
Enable the cache for a data service function and define its time-to-live (TTL).
Check the database to verify whether a cache is used.

Determine the performance impact of the cache, by checking the query response time.

When DSP executes a query, it returns to the client the data that resulted from the query execution. If
DSP caching is enabled, then DSP saves its results into a query results cache the first time a query is
executed. The next time the query is run with the same parameters, DSP checks the cache
configuration and, if the results are not expired, quickly retrieves the results from the cache, rather than
re-running the query. Using the previously obtained results for queries that are repeatedly executed
with the same parameters reduces processing time and enhances overall system performance.

By default, the query results cache is disabled. Once enabled, you can configure the cache for
individual stored queries as needed, specifying how long query results are stored in the cache before
they expire (time out), and explicitly flushing the query cache.

In general, the results cache should be periodically refreshed to reflect data changes in the underlying
data stores. The more dynamic the underlying data, the more frequently the cache should expire. For
queries on static data (data that never changes), you can configure the results cache so that it never
expires. For extremely dynamic data, you would never enable caching.

If the cache policy expires for a particular query, DSP automatically flushes the cache result on the
next invocation. In the event of a Server shutdown, the contents of the results cache are retained. On
the server restart, the Server resumes caching as before. On the first invocation of a cached query, DSP
checks the results cache to determine whether the cached results for that query are valid or expired, and
then proceeds accordingly.
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Lab 15.1

Lab 15.2

Determining the Non-Cache Query Execution Time

To understand whether caching improves query execution time, you first need to know how long it

takes to execute a non-cached query.
Objectives
In this lab, you will:

Execute a query function.

Determine the query execution time.

Instructions

1. Open CustomerProfile.ds in Test View.

2. Select getCustomerProfile(CustomerID) from the function drop-down menu.

3. Enter CUSTOMERS in the Parameter field.

4. Click Execute. The Output window displays the cache’s execution time.

Note: Ensure that auditing is enabled in the ALDSP console, to view results in the Output window. For

details about auditing, refer to http://edocs.bea.com/aldsp/docs21/admin/monitor.html.

5. Open the Output window.

6. Search for query/performance evaltime for the value of query execution time.

[ Build | output - *®

tl."0NLINE_STATEMENT" A% cll, tl."SSN" 4% clZ, tl."TELEPHONE NUMEER" 4% cl3 E'
FROM "RTLCUSTOMER™. "CUSTOMER™ t1
WHERE (7 = tl."CUSTOMER_ID")
ORDER EY tl."CUSTOMER_ID" ASC =
time: 11

guery/cache/data
functionid: {ld:DataServices/CustomerManagement/CustomerProfile}getCustomerProfile
retrieved: false

query/per formance
evaltime: 35l

qUETY/service

query:
import schema namespace tl = “http://tenp.openuri.org/DataServices/schemas/CustomerProfile
declare namespace ns0="ld:DataServices/CustonerManagenent/Custonerfrofile”;
declare namespace nsl="http://wm. w3, ory/ /200130 chena” E

a0 sk s : s e 5

Figure 15-1 Query Execution Time

Configuring a Caching Policy Through the DSP Console

By default, DSP results caching is disabled. You must explicitly enable caching. In this lab, you will

learn how to enable caching.
Objectives
In this lab, you will:

Enable caching at the application level.

Enable caching at the function level.

Data Services Platform: Samples Tutorial

138



Instructions

1. Inthe DSP Console (http://localhost:7001/1dconsole/), using the + icon, expand the

ldplatform directory. (Note: If you click the Idplatform name, the Application List page opens. You

do not want this page for this lesson.)
2. Enable caching at the application level, by completing the following steps:
a. Click Evaluation. The DSP Console’s General page opens.
b. Inthe Data Cache section, select Enable Data Cache.
c. Select cgDataSource from the Data Cache data source name drop-down list.
d. Enter MYLDCACHE in the Data Cache table name field.
e. Click Apply.

3 Aqual.ogic Data Services Platform Console - Mozilla Firefox

Eile Edit Yiew Go EBookmarks Tools  Help

<;ZI * B - %‘ | @ | LI httpeiflacalnest: 7001 fidconsolef v D co |@. |
& consale Access Cantrol " 2> F i 2
e ldplatform > Evaluation MaA=7? L hea

B @ Evaluation Co o C Logout

@ Physical Sources
B0 Dataservices
tlAppare\DE

Monitar | AQuery Functions far Security | Administrative Properties | Audit ‘

3 customerDe This page allows you to define configuration properties of a data service application
B3 customeranac
{E customerPn Access Control
3 ElectronicsDa
3 seniceDB Check Access Control ¥
3 webgenices
] RTLApP Allow default anonymous access O

i Tastapp
Export access control resources

This exports access control resources to a text file
A third party Security Provider can use this resource information

Data Cache

Enable Data Cache

Please check the box to enable the data cache in Evaluation Application

Data Cache data source name jchataSDurce A
Please select data source JMDI name from the list.

Data Cache table name ‘-[\AYLDCACHE

Please enter the fully gualified table name. (Default: TABLE_EVALUATION_CACHE)

Purge Data Cache

Server Resources

Max number of query plans cached 100

Figure 15-2 DSP Console General Page

3. Enable caching at the function level, by completing the following steps (you can cache both logical

and physical data service functions):

a. Open the CustomerProfile folder, located in
Evaluation\DataServices\CustomerManagement. The list of data service functions
page opens.

b. For the getCustomerProfile() function, select Enable Cache.
c. Enter 300 in the TTL (sec) field.
d. Click Apply.

Note: Application level cache should be enabled.
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http://localhost:7001/ldconsole/

) Aqual.ogic Data Services Platform Console - Mozilla Firefox

Ele Edit Yiew Go Bookmarks Iock Help

B @8 Evaluation
@ Physical Sources
B0 Datagervices
tlAppare\DE
@ customerDe

G-y - ) ) (D hetpifocshosti 7001 dconsoled v ® e G ‘
@ Console Access Caontral , ASK .,---5,

i i i o P 7 il
= @ platiorm Idplatform > Evaluation > DataServices/CustomerManagement/CustomerProfile ﬂ ﬁ O BEA H hea

Connected To : loc ou are

Logout

Metadata

Data Cache [§ Audit | Security

Lab 15.3

2| tlg:ésmmerlmanag This page shows a list of data sewice functions. You can enable data caching of the data service functions here and you can
= ClkxjusmmerPr( set the Time To Live (TTL) for each function. To purge the cache use the purge icon.
gettlICus
E getCusto Enable Data Number Of Data Cache Purge Data
O ElectronicsDa Name Cache TTlsec) Entries Cache
X seniceDB T |
a
3 webSenvices getAllCustomers B | 0 m
i one
R ADp getCustomerProfile {300 J 1] i}
W3 Testapp
Apply

Figure 15-3 Setting TTL

Testing the Caching Policy

Testing the caching policy helps you determine whether the specified query results are being cached.

Objectives

In this lab, you will:

Use WebLogic Workshop to test the caching policy for the getCustomerProfile() function.

Use the DSP Console to verify that the cache is populated.

Instructions

1. In WebLogic Workshop, open the CustomerProfile data service in Test View.

Select getCustomerProfile(CustomerID) from the Function drop-down list.

2

3. Enter CUSTOMERS3 in the Parameter field.
4. Click Execute.
5

In the DSP Console, verify that the cache is populated by completing the following steps:

a. Go to the CustomerProfile folder.

b. Confirm that there are entries in the Number of Cache Entries field for the

getCustomerProfile() function.
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3 Aqual.ogic Data Services Platform Cansole - Mozilla Firefox E]El@
File Edit Yiew Go Bookmarks Tools Help

G-y - E) ) (D hetpifocshosti 7001 dconsoles v 0« & ‘
&9 Console Access Contral . . 5 s P
=] @ dplatiorm Idplatform > Evaluation > DataServices/CustomerManagement/CustomerProfile ﬂ ﬁ 'y BEA 5‘: hea

B @8 Evaluation
(@ Prysical Sources
B0 Datagervices
D appareiDe
3 custarmerDE Data Cache [§ Audit | Security
=l Customerdanac
B 1E CustornerPr

Connected To : lac 1 ou are ic Logout

Metadata

This page shows a list of data sewice functions. You can enable data caching of the data service functions here and you can
set the Time To Live (TTL) for each function. To purge the cache use the purge icon.

E gettlICus
E getCusto Enable Data Humber Of Data Cache Purge Data
0 ElectronicsDB Name Cache TTL (sec] Entries Cache
X seniceDB ——————
Bl i s getAliCustomers O p ] 0 fil
E? RTLApp getCustomerProfile 300 | 1 ﬂ
@3 Testapp -
Apply

Figure 15-4 Cache Test Results in the Metadata Browser

Lab 15.4 Determining Performance Impact of the Caching Policy

A caching policy can reduces processing time and enhance overall system performance.

Objectives

In this lab, you will:

Use the PointBase Console to confirm that the cache was populated.

Use WebLogic Workshop to determine caching performance.

Instructions

1. Use the PointBase Console to verify that the cache was populated, by completing the following
steps:

a. Start the PointBase Console, by entering the following command at the command prompt:
$BEA_HOME\weblogic81\common\bin\startPointBaseConsole.cmd

b. Enter the following configuration parameters to connect to your local PointBase Console:
Driver: com.pointbase.jdbc.jdbcUniversalDriver
URL: jdbc:pointbase:server://localhost:9093/workshop
User: weblogic
Password: weblogic
c. Click OK.

d. Enter the SQL command SELECT * FROM MYLDCACHE to check whether the cache is
populated.

e. Click Execute.
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Figure 15-5 PointBase Console
2. In WebLogic Workshop, open the CustomerProfile data service in Test View.
3. Select getCustomerProfile(CustomerID) from the Function drop-down menu.

Enter CUSTOMER3 in the Parameter field.

©wooe

Click Execute. The Output window displays the cache’s execution time.

&

Use the Output window to determine whether caching helped reduce the query execution time.

Lab 15.5 Disable Caching

Important: For the purposes of the following lessons, you must disable the cache to avoid problems
with data updates.

Objectives

In this lab, you will:

Disable caching at the application.

Disable caching at the function level.

Instructions

1. In the DSP Console using the + icon, expand the ldplatform directory. (Note: If you click the
Idplatform name, the Application List page opens. You do not want this page for this lab.)

2. Disable application-level caching, by completing the following steps:
a. Click Evaluation. The DSP Console’s General page opens.
b. In the Data Cache section, clear Enable Data Cache.
c. Click Apply.
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3. Disable function-level caching, by completing the following steps:

a. Open the CustomerProfile folder, located in

Evaluation\DataServices\CustomerManagement

The list of data service functions page opens.
b. For the getCustomerProfile() function, clear Enable Data Cache.
c. Click Apply.

Lesson Summary

In this lesson, you learned how to:

Use the DSP Console to configure the DSP cache.
Enable the cache for a data service function and define its time-to-live (TTL).
Check the database to verify whether a cache is used.

Determine the performance impact of the cache, by checking the query response time.
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Lesson 16 Managing Data Service Security

The Data Services Platform (DSP) leverages the security features of the underlying WebLogic
platform. Specifically, it uses resource authorization to control access to DSP resources based on user
identity or other information.

Note: WebLogic Server must be running.

Objectives

After completing this lesson, you will be able to:

Enable application-level security.
Set function-level read and write access security.

Set element-level security.

Overview

DSP’s security infrastructure extends WebLogic Server’s security policies to include DSP objects such
as data sources and stored queries, as well as security roles, groups, and users. These security policies
allow DSP administrators to set up rules that dynamically determine whether a given user:

Can access a particular object.
Holds read/write/execute permissions on a DSP object or a subset of those permissions.

By default data services do not have any security policies configured. Therefore data is generally
accessible unless a more restrictive policy for the information is configured. Security policies can
apply at various levels of granularity, including:

Application level. The policy applies to all data services within the deployed DSP application.

Data service level. The policy applies to individual data services within the application.

Element level. A policy can apply to individual items of information within a return type, such as a
salary node in a customer object. If blocked by insufficient credentials at this level, the rest of the
returned information is provided without the blocked element.

Implementing DSP access control involves using the WebLogic Server Console to configure user
groups and roles. You can then use the DSP Console to create policies for DSP, including data services
and their functions.

Data Services Platform: Samples Tutorial 144



Lab 16.1 Creating New User Accounts
The first step in creating data service security policies is to create user accounts and either assign the
user account to a default group or configure a new group. There are 12 default authenticator groups.

Objectives

In this lab, you will:

Open the WebLogic Server Console.
Create two user accounts that use a default user group.

View the user list.

Instructions

1. Open the WebLogic Server Console (http://localhost:7001/console/), using the following
credentials:

User Name = weblogic
Password = weblogic

2. Choose Security — Realms — myrealm — Users.

2 Weblogic Server Console - Mozilla Firefox

Eile Edit Y¥ew Go Bookmarks Tools  Help

<;E| - l_L A @ I __1 @ ‘u http:fflocalhost: 7001 fronsolefackions/mbean/MBeanFramesetAction *bodyFrameld=wl_console_frame_1147245" "‘ @ GO “Q, |

@ Console

B @ idplatiarm LI hea
£ servers Connected to : Idplatform You are logged in as Logout
O Clusters
(3 Machines

Users are entities that can be authenticated. A user can be a person or software entity, such as a Java client. Each user
is given a unigue identity within a security realm. BEA recommends assigning users to groups for two reasons: it makes
the ¥WeblLogic Security Sewvice pedfarm better, and makes it more efficient for administrators who work with large numbers

[ Deployments
02 senices

B33 Security of users.
23 Realms
E & myrealm This Users page displays key information about each user that has been configured in this security realm,
Cusers
2 Groups B Canfigure a new User

O3 Global Roles
CA Providers
23 Domain Log Filters

Filter By: | | Filter

O Tasks User Description Provider
Homer LD sample user DefaultAuthenticator | @
Jack LD sample user DefaultAuthenticator | @
Jerry LD sample user DefaultAuthenticator | @
Steve LD sample user DefaultAuthenticator | @
Tim LD sample user DefaultAuthenticator | @
portaladmin | Admin for portal domain DefaultAuthenticator | @
wieblogic This user is the default administrator. | DefaultAuthenticator | @
yahooadmin | Admin for yahoo content DefaultAuthenticator | @
Diore:

Figure 16-1User Security
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http://localhost:7001/console/

3. Select Configure New User.

)
myrealm> Create User s BEA (A T1)

This page allows you 1o define & user in this secunty realm
Hame: nw_user
The logn name for this user
Dascription:
A ghoet descrption of this user. For example, the user's full name.
Passwonk
Confirm
Passwonl:
The passwond associsted with the login name for this user

Figure 16-2 Define User in Security Realm
4. Create a new user account by completing the following steps:
d. Enter Joe in the Name field.
e. Enter password in the Password field.
f.  Enter password in the Confirm Password field.
g. Click Apply.
5. Repeat step 3 and step 4, entering Bob in the Name field (step 4a).

6. (Optional) Choose Security — Realms — myrealm — Users to view the results.

| O e

Figure 16-3 New Users Added

Lab 16.2 Setting Application-Level Security

Application-level security applies to all data services within the deployed DSP domain, regardless of
user permission or group. By default, when you turn on access control for an application, access to any
of its resources is blocked, except for users who comply with policies configured for the resources.

Alternatively, by allowing default anonymous access, you can grant access to its resources by default.
You can enable default anonymous access level by navigating to Application level General tab under
Access Control (application Name — General). In this case, a resource is restricted only if a more
specific security policy for it exists; for example, a security policy at the data service function level.
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Objectives

In this lab, you will:

Use the AquaLogic Data Services Platform Console to enable application-level security.

Use WebLogic Workshop to test the security policy.

Instructions

1. Inthe DSP Console (http://localhost:7001/ldconsole/), using the + icon, expand the Idplatform
directory.

Note: If you click the ldplatform name, the Application List page opens. You do not want this page
for this lesson.

2. Click Evaluation. The application’s General page opens.
3. Select Check Access Control.
4. Click Apply.

2 Aqual ogic Data Services Platform Console - Mozilla Firefox

File Edt Yew Go Bookmarks Todls Help

a - - & ) ) [ repiiocahostTooLesnsclef ¥ o d |
B console Access Control . o Ak g
B @ Idplatform ldplatform > Evaluation ﬂ = HOEEN ,-’ b'

El @3 Evaluation Connected To
@ Physical Sources
B Dataservices
l:lApparelDB

Monitor | AQuery Functions for Security | Administrative Properties | Audit

O customerDB This page allows you to define configuration properties of a data service application.
=] CustomerManagement
A ElectronicsDE Access Control
D zeniceDE
- Dawebsemices Check Access Control
B8 RTLApp
&8 Testapp Allow default anonymous access Ll

Export access control resources

This exports access control resources to a text file
A third party Security Provider can use this resource infarmation

Data Cache

Enable Data Cache i}

Please check the box to enable the data cache in Evaluation Application

Data Cache data source name | cgDataSource |
Flease select data source JNDI name fram the list

Data Cache table name [MYLDCACHE

Dlancn antar the filly califind fahln name Miafali TARIE EWALLATIOR ©ACHEY

Done

Figure 16-4 Set General Security

5. Test the security policy by completing the following steps:
a. In WebLogic Workshop, open CustomerProfile.ds in Test View.
b. Select getCustomerProfile() from the Function drop-down list.
c. Enter CUSTOMER3 in the Parameters field.

d. Click Execute. The test should return an Access Denied error. With the current security
settings, no one can access the application’s functions. You must grant user access to read and
write functions.
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CustomerProfile. ds - {DataServicesHCustomerManagement} bl
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Figure 16-5 Access Denied

Lab 16.3 Granting User Access to Read Functions

DSP security policies can be set at the function level, which applies to specific functions within
specific data services. Function-level security can be read and/or write permissions. A policy may
include any number of restrictions; for example, limiting access based on the role of the user or on the
time of access. Specifically, policies can be based on the following criteria:

User Name of the Caller. Creates a condition for a security policy based on a user name. For
example, you might create a condition indicating that only the user John can access the Customer
data service.

Caller is a Member of the Group. Creates a condition for a security policy based on a group.

Caller is Granted the Role. Creates a condition based on a security role. A security role is a
special type of user group specifically for applying and managing common security needs of a
group of users.

Hours of Access are Between. Creates a condition for a security policy based on a specified time
period.

Server is in Development Mode. Creates a condition for a security policy based on whether the
server is running in development mode.

Objectives

In this lab, you will:

Use the DSP Console to grant Joe read access permissions, based on user name.

Use WebLogic Workshop to test the new security policy.

Instructions

1. Inthe DSP Console, open the CustomerProfile data service. (The data service is located in
Idplatform\Evaluation\DataServices\CustomerManagement.)

2. Click the Security tab. The Security Policy tab opens.
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Figure 16-6 Data Service-Level Security Policy

3. Click the Action Policy icon B for the getCustomerProfile resource to open the Access Control

Policy window.
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Figure 16-7 Configure Security

4. Set read access for a specific user, by completing the following steps:

a. Select User name of the caller.
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b. Click Add. The Users dialog box opens.

c. Enter Joe in the Name field.

d. Click Add.

/2 Users - Microsoft Internet Explorer

Type one name at a time and click Add.

Enter User Name : |

Il Add ]

Users :

User narme of the caller is

Rernove

% Cancel

Figure 16-8 Adding User

e. Click OK and move back to the Access Control Policy window.

f.  Click Apply.

5. Login to the now-secure application, by completing the following steps:

a. In WebLogic Workshop, choose Tools — Application Properties — WebLogic Server.

b. Select Use Credentials

c. Enter Joe and password in the Use Credentials Below fields.

d. Click OK.

Below.
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Figure 16-9 Logging Into Secure Application

6. Test the security policy by completing the following steps:

a. Open CustomerProfile.ds in Test View.

b. Select getCustomerProfile() from the Function drop-down list.

c. Enter CUSTOMER3 in the Parameters field.

d. Click Execute. The test should permit access and return the requested data.

e. Click Edit, modify an item, and then click Submit. An error message will display because

Joe is granted only read access.
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Lab 16.4 Granting User Access to Write Functions

As noted in the previous lab, security policies at the function level can allow either read and/or write
permissions.

Objectives

In this lab, you will:

Use the DSP Console to grant Joe write access permissions.

Use WebLogic Workshop to test the new security policy.

Instructions
1. Inthe DSP Console, open the CustomerProfile data service.
2. Select the Security tab. The Security Policy tab opens.
3. Click the Action Policy icon for the submit resource. The Access Control Policy window opens.
4. Set write access to a user, by completing the following steps:
a. Select User name of the caller.
b. Click Add.

c. Enter Joe in the Name field.

d. Click Add.
e. Click OK.
f.  Click Apply.

5. Test the security policy, by completing the following steps:

a. In WebLogic Workshop, open CustomerProfile.ds in Test View. The file is located in
DataServices\CustomerManagement.

b. Select getCustomerProfile() from the Function drop-down list.
c. Enter CUSTOMER3 in the Parameters field.
d. Click Execute. The test should permit access and return the specified results.

e. Click Edit. Because Joe is granted both read and write access, you can now edit the results.
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Lab 16.5 Setting Element-Level Data Security

A policy can apply to individual items of information within a return type, such as a salary node in a
customer object. If blocked by insufficient credentials at this level, the rest of the returned information
is provided without the blocked element.

Objectives

In this lab, you will:

Enable element-level security.

Set a security policy for specific elements.

Instructions

1. In the DSP Console, open the CustomerProfile data service.

2. Select the Security tab.

3. Set element-level security, by completing the following steps:

a. Select the Secured Elements tab.

b. Expand the CustomerProfile and customer+ nodes.

c. Select the checkbox for the ssn simple element.

d. Expand the orders ? and orders * nodes.

e. Select the checkbox for the order line * complex element.
f.  Click Apply.

|1 husl ngc Dt Services Platfarm Comole - Mezit Firefas ==,
e L Pee e Benats Dek Db X

Figure 16-10 Setting Element-Level Security
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4. Return to the Security Policy tab for CustomerProfile. You should see two new resources:
CustomerProfile/customer/ssn and
CustomerProfile/customer/orders/order/order_line.

) Agual.ogic Data Services Platform Console - Mozilla Firefox
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$] getalicustomers This page shows all resources associated with CustomerProfile data semwvice. Click on the action 1o assign a security policy for the
+] getcustomerProfil listed resource. Resources can be associated with XQuery Functions for Security by clicking the XQuery Functions for Security icon
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Figure 16-11 New Secured Element Resources
5. Set the security policy for the complex order line element, by completing the following steps:
a. Return to the Security Policy tab for CustomerProfile.

b. Click the Action Policy icon for the
CustomerProfile/customer/orders/order/order_line resource. The Access
Control Policy window opens.

c. Select User name of the caller.
d. Click Add.
e. Enter Joe in the Name field.
f. Click Add.
g. Click OK.
h. Click Apply.
6. Set the security policy for the simple ssn element, by completing the following steps:

a. Click the Action Policy icon for the CustomerProfile/customer/ssn resource. The
Access Control Policy window opens.

b. Select User name of the caller.
c. Click Add.

d. Enter Bob in the Name field.
e. Click Add.

f.  Click OK.

g. Click Apply.
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Lab 16.6 Testing Element-Level Security

At this point, element-level security policies are defined for both Bob and Joe. Testing the policy
within WebLogic Workshop lets you determine what data results these two users will be able to
access.

Objectives

In this lab, you will:

Test the security policy for Bob and Joe.

Change the security policy for Bob and test the new security policy.

Instructions
1. Test element-level security for Joe, by completing the following steps:

a. In WebLogic Workshop, open CustomerProfile.ds in Test View.

s

Select getCustomerProfile() from the Function drop-down list.

Enter CUSTOMERS3 in the Parameters field.

°©

d. Click Execute. The test should permit access and return all results except SSN.

e. Click Edit, modify an order_line value, click Submit, and click OK. The specified change is
submitted.

f.  Click Execute to refresh the data set.
g. Verify that changes have been saved.
2. Test the element-level security policy for Bob, by completing the following steps:
a. Choose Tools — Application Properties — WebLogic Server.
b. Select Use Credentials Below.

c. Enter Bob and password in the Use Credentials Below fields.

d. Click OK.

e. Open CustomerProfile.ds in Test View.

f.  Select getCustomerProfile(CustomerID) from the Function drop-down list.

g. Enter CUSTOMERS in the Parameters field.

h. Click Execute. The test should fail. Although Bob can access the SSN element, he does not

have read access to the getCustomerProfile() function.
3. Change the security policy for Bob, by completing the following steps:
a. Inthe DSP Console, open the CustomerProfile data service.
b. Select the Security tab.

c. Click the Action Policy icon for the getCustomerProfile resource. The Access Control Policy
window opens.

d. Setread access for Bob, by completing the following steps:
i. Select User name of the caller.

ii. Click Add.
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iii. Enter Bob in the Name field.
iv. Click Add.
v. Click OK.

vi. Click the "and User name of the caller" line, located in the Policy Statement section of
the window.

vii. Click Change, which changes the line to an "or User name of the caller" condition.

viii. Click Apply.
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Figure 16-12 Enabling read Access for Two Users

4. In WebLogic Workshop, test the getCustomerProfile() function again. This time, user Bob can
view all elements except order line information.

5. Try modifying data by clicking on Edit button and changing SSN. Submit changes by clicking on
Submit button. An error message will display because Bob does not have write privileges.

6. Reset the application-level security, by completing the following steps:

a. Inthe DSP Console (http://localhost:7001/ldconsole/), using the + icon, expand the ldplatform
directory.

Note: If you click the ldplatform name, the Application List page opens. You do not want this
page for this lesson.

b. Click Evaluation. The Administration Control’s General page opens.
c. Clear Check Access Control.
d. Click Apply.
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Lesson Summary

In this lesson, you learned how to:

Activate application level security.
Set security permissions on both read and write function access.

Set security permissions on simple and complex elements.
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Glossary

ad-hoc query. A hand-coded or generated query that is passes to Data Services Platform on the fly, rather than
stored in the DSP repository.

administration console. A Web-based administration tool that an administrator uses to configure and monitor
WebLogic Servers. DSP provides a console to help manage instances of Data Services Platform.

application. A collection of all resources and components deployed as a unit to an instance of WebLogic Server.
The application contains one or more projects, which in turn contain the folders and files that make up your
application. Only one application can be open at a time.

cache. The location where DSP stores information about commonly executed stored queries for subsequent,
efficient retrieval, thereby enhancing overall system performance. DSP provides query plan cache and result set
cache.

cache policy. In the result set cache, configuration settings determine when the cached results expire for individual
stored queries.

data model. A visual representation of data resources.
data object. In SDO, a complex type that holds atomic values and references to other data objects.

data service. A modeled object that describes a data shape and functions used to retrieve and update the data, as
well as functions to navigate to other related data services.

data service mediator. The SDO mediator that uses data services to retrieve and update data.
data service update. The engine responsible for handling submits of changes to SDOs

data source. Any structured, semi-structured, or unstructured information that can be queried. The types of data
sources that DSP can query include relational databases, Web services, flat files (delimited and fixed width), XML
files, Java functions, application views via Web applications (business-level interfaces to the data in packaged
applications such as Siebel, PeopleSoft, or SAP), data views (dynamic results of DSP queries).

data source schema. An XML schema that defines the content, semantics, and physical structure of a data source.

function. A uniquely named portion of an XQuery that performs a specific action. In the case of DSP the function
would typically query physical or logical data.

Java Server Page (JSP). A J2EE component that extends the Servlet class, and allows for rapid server-side
development of HTML interfaces that can be co-mingled with Java.

logical data service. A data service that integrates data from multiple physical and/or logical data services.
mapping. The process of connecting data source schemas to a target (result) schema.
metadata. Descriptors about a data service’s information, format, meaning, and lineage.

physical data service. The leaf-level data services that expose external data. For relational sources, this would be a
data service representing tables or stored procedures. For functional sources, this would be the functions that are
considered to be the initial source of data operated on by XQuery.

project. Groups related files within an application.

query. In the Data Services Platform an XQuery function that retrieves data from a data source. Functions define
what tasks the query will perform, while expressions define what data to extract.

query operation. Operation that a query performs, such as a join, aggregation, union, or minus.

query plan. A compiled query. Before a query is run, DSP compiles the XQuery code into an executable query
plan. When the query executes, the query plan is sent to the data source for processing.

Data Services Platform: Samples Tutorial 159


http://bernal.bea.com/stage/liquiddata/docs82/gloss/index.html#54450
http://bernal.bea.com/stage/liquiddata/docs82/gloss/index.html#57806
http://bernal.bea.com/stage/liquiddata/docs82/gloss/index.html#59865
http://bernal.bea.com/stage/liquiddata/docs82/gloss/index.html#57092

repository. File-based metadata maintained in a DSP project.

result set. The data returned from an executed query. There are two types of result sets: intermediate result sets are
temporary result sets that the query processor generates while processing an analytical query; final result sets are
returned to the client application that requested the query in the form of XML data.

return type. A type of XML schema that defines the shape of data returned by a query.
schema. A model for representing the data types, structure, and relationships of data sets and queries.

security. Set of mechanisms available to prevent access to, corruption of, or theft of data. DSP extends the
WebLogic Server compatibility security mechanisms to define groups, users, and access control to DSP resources.

service data object (SDQO). Defines a Java-based programming architecture and API for data access.

Simple Object Access Protocol (SOAP). An extensible, platform-independent, XML-based protocol that allows
disparate applications to exchange messages over the Web. SOAP can be used to invoke methods on servers, Web
services, application components, and objects in a distributed, heterogeneous environment. SOAP-based Web
services are one of the data sources DSP supports.

source schema. XML schema that describes the shape (structure and legal elements) of the source data — that is,
the data to be queried. The DSP-enabled server runs queries against source data and returns query results in the form
of the source schema.

stored query. A query that has been saved to the DSP repository. There is a performance benefit to using a stored
query because its query plan is always cached in memory, optionally along with query result. With an ad-hoc query,
however, the query plan and result are not cached. In addition, caching of query results for a stored query is
configurable through the Cache tab on the DSP node in the Administration Console.

Structured Query Language (SQL). The standard, structured language used for communicating with relational
databases. Database programmers use SQL queries to retrieve information and modify information in relational
databases. In order to be able to access different types of data sources dynamically, DSP employs the XML-based
XQuery language as a layer on top of platform-dependent query systems such as SQL.

target schema. See return type.
Weblogic Server. The platform upon which DSP is built.
Weblogic Workshop. The IDE in which DSP runs as an application.

Web service. Business functionality made available by one company, usually through an Internet connection, for
use by another company or software program. Web services are a type of service that can be shared by, and used as
components of, distributed Web-based applications. Web services communicate with clients (both end-user
applications and other Web services) through XML messages that are transmitted by standard Internet protocols,
such as HTTP. Web services endorse standards-based distributed computing. Currently, popular Web Service
standards are Simple Object Access Protocol (SOAP), Web services description language (WSDL), and Universal
Description, Discovery, and Integration (UDDI).

Web Services Description Language (WSDL). Specification for an XML-based grammar that defines and
describes a Web service. A WSDL is necessary if two different online systems need to communicate without human
intervention.

xml schema. A structured model for describing the structure, content, and semantics of XML documents based on
custom rules. Unlike DTDs, XML schemas are written in XML data syntax and provide more support for standard
data types and other data-specific features. When metadata about a data source is obtained, it is stored in an XML
schema in the DSP repository.

XQuery. An XML query language, which represents a query as an expression which is used to query relational,
semi-structured, and structured data.

xsd. An abbreviation for XML Schema Definition. An XSD file describes the contents, semantics, and structure of
data within an XML document.
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